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Preface

The purpose of this book is to provide experienced software developers with the means to quickly
become productive in Microsoft's Visual Basic .NET development environment. The only assumption |
make about you as a programmer is that you're comfortable with the concepts and processes of
software development. This book will not teach you how to program. However, if you're currently a
working Visual Basic, C++, or Java developer, this book will help you transfer your existing skills to this
new environment.

Organization of This Book
This book contains eight chapters and four appendixes.

Chapter 1 starts out with three short hello, world examples that show how to enter and compile a
console app, a GUI app, and a browser app. This gives the reader immediate gratification. The
chapter also provides an overview of the .NET Framework and Visual Basic .NET.

Chapter 2 examines the syntax and use of the Visual Basic .NET language. This will not teach
someone how to program, but it will teach a programmer how to program in Visual Basic .NET.

Chapter 3 explains the various components of the .NET Framework and explains why the .NET
Framework is a Good Thing.

Chapter 4 explains how to use the Windows Forms class library for building GUI applications.

Chapter 5 picks up where Chapter 4 left off by discussing individual controls, showing how to use
the common dialog boxes available in the .NET Framework, and examining menu creation and use.

Chapter 6 explains how to use the Web Forms class library for building browser-based applications.

Chapter 7 talks about building components that provide services over the Internet and how to
consume those services.

Chapter 8 explains the distributed, stateless, disconnected data model encapsulated by ADO.NET.

Appendix A provides a list of the types known as attributes. The concept of attributes is discussed in
Chapter 2.

Appendix B provides a list of system-generated exceptions. The concept of exceptions is discussed
in Chapter 2.

Appendix C provides a list of culture names and IDs for globalization.

Appendix D provides a list of online resources where developers can get help and further information
on Visual Basic .NET.

Appendix E lists the standard math functions that are available to the Visual Basic .NET programmer
via the .NET Framework's Math class.

Conventions Used in This Book

Throughout this book, we've used the following typographic conventions:



Constant width

Constant width in body text indicates a language construct, such as the name of a stored
procedure, a SQL statement, a Visual Basic .NET statement, an enumeration, an intrinsic or
user-defined constant, a structure (i.e., a user-defined type), or an expression (like

dbl El apTime = Tinmer - dbl StartTi ne). Code fragments and code examples appear
exclusively in constant-width text. In syntax statements and prototypes, text set in constant
width indicates such language elements as the function or procedure name and any invariable
elements required by the syntax.

Constant width italic

Constant width italic in body text indicates parameter names. In syntax statements or
prototypes, constant width italic indicates replaceable parameters. In addition, constant width
italic is used in body text to denote variables.

Italic

Italicized words in the text indicate intrinsic or user-defined function and procedure names.
Many system elements, such as paths and filenames, are also italicized. URLs and email
addresses are italicized. Finally, italics are used for new terms where they are defined.

- This icon indicates a tip, suggestion, or general note.

This icon indicates a warning or caution.

How to Contact Us
Please address comments and questions concerning this book to the publisher:

O'Reilly & Associates, Inc.

1005 Gravenstein Highway North

Sebastopol, CA 95472

(800) 998-9938 (in the United States or Canada)
(707) 829-0515 (international/local)

(707) 829-0104 (fax)

There is a web page for this book, where we list errata, examples, or any additional information. You
can access this page at:

http://www.oreilly.com/catalog/progvbdotnet

To comment or ask technical questions about this book, send email to:

bookguestions@oreilly.com

For more information about our books, conferences, Resource Centers, and the O'Reilly Network, see
our web site at:

http://www.oreilly.com

10



Programming Visual Basic .NET

Acknowledgments

Thank you to the folks at Microsoft who were willing to answer my incessant questions, even in the
midst of having to meet their own delivery deadlines. This list of top-notch people includes Brad
Abrams, Alan Carter, Kit George, Scott Guthrie, Jim Hogg, Rob Howard, and Susan Warren. Several
of these people also read major portions of the manuscript and offered constructive comments.

Thank you to my coworkers at Tara Software, Inc., for letting me use them as sounding boards and for
assisting with technical issues. This includes Dan Boardman, Kevin Caswick, Varon Fugman, Anson
Goldade, Karl Hauth, Garrett Peterson, Dan Phelps, Scott Rassbach, and Adam Steinert.

Thank you to Tara Software, Inc., and particularly to its principals, Roger Mills, Lynne Pilsner, and
Larry Kleopping, for supporting this project (emotionally and financially).

Thank you to O'Reilly & Associates, Inc. for letting me write the book that | felt needed to be written.
Thanks in particular to my editor, Ron Petrusha, who always knows what to mess with and what to
leave alone. Thanks also to Budi Kurniawan for graciously granting me permission to use material that
he had written on Windows controls.

And finally, thank you to my friend and wife, Annemarie Newman. Annemarie, you've supported all my
endeavors—from shareware with lots of downloads and zero payments to books that take longer to
write than they should. Thank you. I think you should start filling out that graduate school application,
angel. It's your turn.

11



12



Programming Visual Basic .NET

Chapter 1. Introduction

With its release for the .NET platform, the Visual Basic language has undergone dramatic changes.
For example:

The language itself is now fully object-oriented.

Applications and components written in Visual Basic .NET have full access to the .NET
Framework, an extensive class library that provides system and application services.

All applications developed using Visual Basic .NET run within a managed runtime environment,
the .NET common language runtime.

In this introduction, | briefly discuss these changes and other changes before showing you three very
simple, but complete, Visual Basic .NET applications.

1.1 What Is the Microsoft .NET Framework?

The .NET Framework encompasses the following:

A new way to expose operating system and other APIs. For years, the set of Windows
functionality that was available to developers and the way that functionality was invoked were
dependent on the language environment being used. For example, the Windows operating
system provides the ability to create windows (obviously). Yet, the way this feature was
invoked from a C++ program was dramatically different from the way it was invoked from a
Visual Basic program. With .NET, the way that operating system services are invoked is
uniform across all languages (including code embedded in ASP.NET pages).

This portion of .NET is commonly referred to as the .NET Framework class library.

A new infrastructure for managing application execution. To provide a number of sophisticated
new operating-system services—including code-level security, cross-language class
inheritance, cross-language type compatibility, and hardware and operating-system
independence, among others—Microsoft developed a new runtime environment known as the
Common Language Runtime (CLR). The CLR includes the Common Type System (CTS) for
cross-language type compatibility and the Common Language Specification (CLS) for
ensuring that third-party libraries can be used from all .NET-enabled languages.

To support hardware and operating-system independence, Microsoft developed the Microsoft
Intermediate Language (MSIL, or just IL). IL is a CPU-independent machine language-style
instruction set into which .NET Framework programs are compiled. IL programs are compiled
to the actual machine language on the target platform prior to execution (known as just-in-time,
or JIT, compiling). IL is never interpreted.

A new web server paradigm. To support high-capacity web sites, Microsoft has replaced its
Active Server Pages (ASP) technology with ASP.NET. While developers who are used to
classic ASP will find ASP.NET familiar on the surface, the underlying engine is different, and
far more features are supported. One difference, already mentioned in this chapter, is that
ASP.NET web page code is now compiled rather than interpreted, greatly increasing
execution speed.

A new focus on distributed-application architecture.Visual Studio .NET provides top-notch
tools for creating and consuming web services -- vendor-independent software services that
can be invoked over the Internet.

The .NET Framework is designed top to bottom with the Internet in mind. For example,
ADO.NET, the next step in the evolution of Microsoft's vision of "universal data access,"
assumes that applications will work with disconnected data by default. In addition, the

13



ADO.NET classes provide sophisticated XML capabilities, further increasing their usefulness
in a distributed environment.

An understanding of the .NET Framework is essential to developing professional Visual Basic .NET
applications. The .NET Framework is explained in detail in Chapter 3.

1.2 What Is Visual Basic .NET?

Visual Basic .NET is the next generation of Visual Basic, but it is also a significant departure from
previous generations. Experienced Visual Basic 6 developers will feel comfortable with Visual

Basic .NET code and will recognize most of its constructs. However, Microsoft has made some
changes to make Visual Basic .NET a better language and an equal player in the .NET world. These
include such additions as a Cl ass keyword for defining classes and an | nher i t s keyword for object
inheritance, among others. Visual Basic 6 code can't be compiled by the Visual Basic .NET compiler
without significant modification. The good news is that Microsoft has provided a migration tool to
handle the task (mostly, anyway). Code migration is explained in Appendix A. The Visual Basic .NET
language itself is detailed in Chapter 2.

Over the last several months | have spent almost all of my time playing with .NET and writing Visual
Basic .NET programs. As a user of Visual Basic since Version 4, | can tell you that | am pleased with
this new technology and with the changes that have been made to Visual Basic. In my opinion,
Microsoft has done it right.

1.3 An Example Visual Basic .NET Program
The first program to write is the same for all languages: Print the words hello, world
—Brian W. Kernighan and Dennis M. Ritchie, The C Programming Language

It has become a tradition for programming books to begin with a hello, world example. The idea is that
entering and running a program—any program—may be the biggest hurdle faced by experienced
programmers approaching a new platform or language. Without overcoming this hurdle, nothing else
can follow. This chapter contains three such examples: one that creates a console application, one
that creates a GUI application, and one that creates a browser-based application. Each example
stands alone and can be run as is. The console and GUI applications can both be compiled from the
command line (yes, Visual Basic .NET has a command-line compiler!). The browser-based application
requires a computer running Internet Information Server (11S).

1.3.1 hello, world

This is the world's favorite programming example, translated to Visual Basic .NET:

| mports System

Public Module Hello
Public Sub Main( )
Console. WiteLine("hello, world")
End Sub
End Modul e

This version of hello, world is a console application -- it displays its output in a Windows command-
prompt window. To compile this program, enter it using any text editor, such as Windows's Notepad,
save it in a file whose name ends with .vb, such as Hello.vb, and compile it from the Windows
command line with this command:

vbc Hell o.vDb

14
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The command invokes the Visual Basic .NET command-line compiler, which ships with the .NET
Framework SDK, and instructs it to compile the file named in the command-line argument. Compiling
Hello.vb generates the file Hello.exe. After compiling, type at the command line to run your
program. Figure 1-1 shows the results of compiling and running this program.

w Hello.vh
Uizgiwal Bazic.HEl Compiler we iom V.HE.Y148
HET

rédon 1.88.
ps0ft Corp Z808. ALl wrights reserved.

If you're accustomed to programming in Visual Basic 6, you can see even from this little program that
Visual Basic has changed dramatically. Here's a breakdown of what's happening in this code.

The first line:

indicates that the program may use one or more types defined in the System namespace. (Types are
grouped into namespaces to help avoid nhame collisions and to group related types together.)
Specifically, the hello, world program uses the Console class, which is defined in the System
namespace. The statement is merely a convenience. It is not needed if the developer is
willing to qualify type names with their namespace names. For example, the hello, world program
could have been written this way:

However, it is customary to use the statement to reduce keystrokes and visual clutter.

An important namespace for Visual Basic developers is Microsoft.VisualBasic. The types in this
namespace expose members that form Visual Basic's intrinsic functions and subroutines. For example,
the Visual Basic Trim function is a member of the Microsoft.VisualBasic.Strings class, while the
MsgBox function is a member of the Microsoft.VisualBasic.Interaction class. In addition, Visual Basic's
intrinsic constants come from enumerations within this namespace. Much of the functionality available
in this namespace, however, is also duplicated within the .NET Framework's Base Class Library.
Developers who are not familiar with Visual Basic 6 will likely choose to ignore this namespace,
favoring the functionality provided by the .NET Framework. The .NET Framework is introduced later in
this chapter and is explained in detail in Chapter 3.

Next, consider this line:

This line begins the declaration of a standard module named . The standard-module declaration
ends with this line:

15



In Visual Basic 6, various program objects were defined by placing source code in files having various
filename extensions. For example, code that defined classes was placed in .cls files, code that defined
standard modules was placed in .bas files, and so on. In Visual Basic .NET, all source files have .vb
filename extensions, and program objects are defined with explicit syntax. For example, classes are
defined with the Cl ass. . . End Cl ass construct, and standard modules are defined with the

Mbdul e. .. End Mbdul e construct. Any particular .vb file can contain as many of these declarations
as desired.

The purpose of standard modules in Visual Basic 6 was to hold code that was outside of any class
definition. For example, global constants, global variables, and procedure libraries were often placed
in standard modules. Standard modules in Visual Basic .NET serve a similar purpose and can be used
in much the same way. However, in Visual Basic .NET they define datatypes that cannot be
instantiated and whose members are all static. This will be discussed in more detail in Chapter 2.

The next line in the example begins the definition of a subroutine named Main:
Public Sub Main( )
It ends with:

End Sub

This syntax is similar to Visual Basic 6. The Sub statement begins the definition of a subroutine -- a
method that has no return value.

The Main subroutine is the entry point for the application. When the Visual Basic .NET compiler is
invoked, it looks for a subroutine named Main in one of the classes or standard modules exposed by
the application. If Main is declared in a class rather than in a standard module, the subroutine must be
declared with the Shar ed modifier. This modifier indicates that the class does not need to be
instantiated for the subroutine to be invoked. In either case, the Main subroutine must be Publ i c. An
example of enclosing the Main subroutine in a class rather than in a standard module is given at the
end of this section.

If no Main subroutine is found, or if more than one is found, a compiler error is generated. The
command-line compiler has a switch (/ mai n: | ocat i on) that allows you to specify which class or
standard module contains the Main subroutine that is to be used, in the case that there is more than
one.

Lastly, there's the line that does the work:

Console. WiteLine("hello, world")

This code invokes the Console class's WriteLine method, which outputs the argument to the console.
The WriteLine method is defined as a shared (also known as a static) method. Shared methods don't
require an object instance in order to be invoked; nonshared methods do. Shared methods are
invoked by qualifying them with their class name (in this case, Console).

Here is a program that uses a class instead of a standard module to house its Main subroutine. Note
that Main is declared with the Shar ed maodifier. It is compiled and run in the same way as the
standard module example, and it produces the same output. There is no technical reason to choose
one implementation over the other.

| mports System
Public Class Hello

Public Shared Sub Main( )
Console. WiteLine("hello, world")

16
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End Sub
End d ass

1.3.2 Hello, Windows

Here's the GUI version of hello, world:

[ mports System
| mports System Draw ng
| mports System W ndows. For ns

Public Cd ass Hell oW ndows
| nherits Form
Private | bl Hel | oW ndows As Label

Public Shared Sub Main( )
Appl i cation. Run(New Hel | oW ndows( ))
End Sub

Public Sub New( )

| bl Hel | oW ndows = New Label ()
Wth | bl Hel | oW ndows

. Location = New Poi nt (37, 31)

.Si ze New Si ze(392, 64)

. Font New Font ("Arial", 36)

. Text = "Hello, Wndows!"

. Tabl ndex = 0

. Text Align = ContentAlignnent. TopCent er
End Wth

Me. Text = "Progranm ng Visual Basic .NET"
Aut oScal eBaseSi ze = New Si ze(5, 13)
For mBor der Styl e = FornBorder Styl e. Fi xedSi ngl e
ClientSize = New Si ze(466, 127)
Controls. Add(I bl Hel | oW ndows)
End Sub

End d ass

This is similar to the hello, world console application, but with extra stuff required since this is a GUI
application. Two additional | npor t s statements are needed for drawing the application's window:

| mports System Draw ng
| mports System W ndows. For ns

The HelloWindows class has something that Visual Basic programs have never seen before, the
| nherits statement:

| nherits Form

The Visual Basic .NET language has class inheritance. The HelloWindows class inherits from the
Form class, which is defined in the System.Windows.Forms namespace. Class inheritance and the
| nheri t s statement are discussed in Chapter 2.

17



The next line declares a label control that will be used for displaying the text Hel | o, W ndows:
Private | bl Hel | oW ndows As Label

The Label class is defined in the System.Windows.Forms namespace.

As is the case with console applications, GUI applications must have a shared subroutine called Main:

Public Shared Sub Main( )
Application. Run(New Hel | oW ndows( ))
End Sub

This Main method creates an instance of the HelloWindows class and passes it to the Run method of
the Application class (defined in the System.Windows.Forms namespace). The Run method takes
care of the housekeeping of setting up a Windows message loop and hooking the HelloWindows form
into it.

Next is another special method:

Public Sub New( )

Like Main, New has special meaning to the Visual Basic .NET compiler. Subroutines named New are
compiled into constructors. A constructor is a method that has no return value (but can have
arguments) and is automatically called whenever a new object of the given type is instantiated.
Constructors are explained further in Chapter 2.

The constructor in the HelloWindows class instantiates a Label object, sets some of its properties, sets
some properties of the form, and then adds the Label object to the form's Controls collection. The
interesting thing to note is how different this is from how Visual Basic 6 represented form design. In
Visual Basic 6, form layout was represented by data in .frm files. This data was not code, but rather a
listing of the properties and values of the various elements on the form. In Visual Basic .NET, this
approach is gone. Instead, Visual Basic .NET statements must explicitly instantiate visual objects and
set their properties. When forms are designed in Visual Studio .NET using its drag-and-drop designer,
Visual Studio .NET creates this code on your behalf.

The command line to compile the Hello, Windows program is:

vbc Hel | oW ndows. vb
/reference: Systemdl |, System Draw ng. dl |, System W ndows. For ns. dl |
/target:w nexe

(Note that there is no break in this line.)

The command line for compiling the Hello, Windows program has more stuff in it than the one for the
console-based hello, world program. In addition to specifying the name of the .vb file, this command
line uses the / r ef er ences switch to specify three .dlls that contain the implementations of library
classes used in the program (Form, Label, Point, etc.). The hello, world console application didn't
require references when being compiled because all it used was the Console class, defined in the
System namespace. The Visual Basic .NET command-line compiler includes two references implicitly:
mscorlib.dll (which contains the System namespace) and Microsoft.VisualBasic.dll (which contains
helper classes used for implementing some of the features of Visual Basic .NET).

Besides the / r ef er ences switch, the command line for compiling the Hello, Windows program
includes the / t ar get switch. The / t ar get switch controls what kind of executable code file is
produced. The possible values of the / t ar get switch are:

exe

18



Programming Visual Basic .NET

Creates a console application. The generated file has an extension of .exe. This is the default.
winexe

Creates a GUI application. The generated file has an extension of .exe.
library

Creates a class library. The generated file has an extension of .dll.

The output of Hello, Windows is shown in Figure 1-2.

Figure 1-2. Hello, Windows!
=0l x|

Hello, Windows!

GUI applications are explained in detail in Chapter 4 and Chapter 5.

1.3.3 Hello, Browser

Here is a browser-based version of the hello, world application. Because the simplest version of such
an application could be accomplished with only HTML, I've added a little spice. This web page
includes three buttons that allow the end user to change the color of the text.

<script |anguage="VB" runat="server">
Sub Page_Load(Sender As Ohject, E As Event Args)

| bl Msg. Text = "Hell o, Browser!"
End Sub

Sub bt nBl ack_Click(Sender As hject, E As Event Args)
| bl Msg. ForeCol or = System Draw ng. Col or. Bl ack
End Sub
Sub btnGeen_Cick(Sender As hject, E As Event Args)
| bl Msg. ForeCol or = System Draw ng. Col or. G een
End Sub
Sub btnBlue_Cick(Sender As Object, E As Event Args)
| bl Msg. ForeCol or = System Draw ng. Col or. Bl ue
End Sub
</script>
<htm >
<head>
<title>Progranm ng Visual Basic .NET</title>
</ head>

<body>
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<form acti on="Hel | oBrowser. aspx" method="post" runat="server">
<hl><asp: | abel id="Ibl Msg" runat="server"/></hl>
<p>
<asp: button type="submt" id="btnBl ack"” text="Black"
Ond i ck="btnBl ack_Cli ck" runat="server"/>
<asp: button id="btnBl ue" text="Blue"
Ond i ck="btnBlue_Cick" runat="server"/>
<asp: button id="btnG een" text="CGeen"
OnCl i ck="btnG een_Cick" runat="server"/>
</ p>
</fornp
</ body>

</htm >

To run this program, enter it using a text editor and save it in a file named HelloBrowser.aspx.
Because the application is a web page that is meant to be delivered by a web server, it must be saved
onto a machine that is running IIS and has the .NET Framework installed. Set up a virtual folder in IS
to point to the folder containing HelloBrowser.aspx. Finally, point a web browser to HelloBrowser.aspx.
The output of the Hello, Browser application is shown in Figure 1-3.

Figure 1-3. Hello, Browser!

101
File Edit ‘ew Fgvortes Tools  Help n
s Back - &) 2] ¢% | DhSearch [d)Favorites ( AHstory ™

Adress |££| htip: [ localhostfrest fHelloBrowser . aspx el £'Go | Lnks ®

Hello., Browser!

EiIEu:k| Elua | Grasn |

[

£] Done i"E Local intranet

. Be sure to reference the file through the web server machine

“s name or localhost (if the web server is on your local machine), so
© that the web server is invoked. For example, if the file is in a

virtual directory called Test on your local machine, point your

browser to http://localhost/Test/HelloBrowser.aspx. If you point

your browser directly to the file using a filesystem path, the web

server will not be invoked.

Going into detail on the Hello, Browser code would be too much for an introduction. However, I'd like
to draw your attention to the <asp: | abel > and <asp: but t on> tags. These tags represent server-
side controls. A server-side control is a class that is instantiated on the web server and generates
appropriate output to represent itself on the browser. These classes have rich, consistent sets of
properties and methods and can be referenced in code like controls on forms are referenced in GUI
applications.

ASP.NET has many other nifty features, some of which are:

Web pages are compiled, resulting in far better performance over classic ASP.

Code can be pulled out of web pages entirely and placed in .vb files (called code-behind files)
that are referenced by the web pages. This separation of web page layout from code results in
pages that are easier to develop and maintain.
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ASP.NET automatically detects the capabilities of the end user's browser and adjusts its
output accordingly.

Browser-based applications are discussed in detail in Chapter 6.
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Chapter 2. The Visual Basic .NET Language

This chapter discusses the syntax of the Visual Basic .NET language, including basic concepts such
as variables, operators, statements, classes, etc. Some material that you'd expect to find in this
chapter will seem to be missing. For example, mathematical functions, file I/O, and form declarations
are all very much a part of developing Visual Basic .NET applications, yet they are not introduced in
this chapter because they are not intrinsic to the Visual Basic .NET language. They are provided by
the .NET Framework and will be discussed in subsequent chapters. Additionally, Visual Basic .NET
functions that exist merely for backward compatibility with Visual Basic 6 are not documented in this
chapter.

2.1 Source Files

Visual Basic .NET source code is saved in files with a .vb extension. The exception to this rule is when
Visual Basic .NET code is embedded in ASP.NET web page files. Such files have an .aspx extension.

Source files are plain-text files that can be created and edited with any text editor, including our old
friend, Notepad. Source code can be broken into as many or as few files as desired. When you use
Visual Studio .NET, source files are listed in the Solution Explorer window, and all source is included
from these files when the solution is built. When you are compiling from the command line, all source
files must appear as command-line arguments to the compile command. The location of declarations
within source files is unimportant. As long as all referenced declarations appear somewhere in a
source file being compiled, they will be found.

Unlike previous versions of Visual Basic, no special file extensions are used to indicate various
language constructs (e.g., .cls for classes, .frm for forms, etc.). Syntax has been added to the
language to differentiate various constructs. In addition, the pseudolanguage for specifying the
graphical layout of forms has been removed. Form layout is specified by setting properties of form
objects explicitly within code. Either this code can be written manually, or the WYSIWYG form
designer in Visual Studio .NET can write it.

2.2 |ldentifiers

Identifiers are names given to namespaces (discussed later in this chapter), types (enumerations,
structures, classes, standard modules, interfaces, and delegates), type members (methods,
constructors, events, constants, fields, and properties), and variables. Identifiers must begin with either
an alphabetic or underscore character (), may be of any length, and after the first character must
consist of only alphanumeric and underscore characters. Namespace declarations may be declared
either with identifiers or qualified identifiers. Qualified identifiers consist of two or more identifiers
connected with the dot character (. ). Only namespace declarations may use qualified identifiers.

Consider this code fragment:

[ mports System
Nanmespace ORel | y. ProgVBNet
Public Cass Hello
Public Shared Sub SayHello( )
Consol e. WiteLine("hello, world")
End Sub
End C ass

End Nanespace

This code fragment declares three identifiers: OReilly.ProgVBNet (a namespace name), Hello (a class
name), and SayHello (a method name). In addition to these, the code fragment uses three identifiers
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declared elsewhere: System (a namespace name), Console (a class name), and WriteLine (a method
name).

Although Visual Basic .NET is not case sensitive, the case of identifiers is preserved when
applications are compiled. When using Visual Basic .NET components from case-sensitive languages,
the caller must use the appropriate case.

Ordinarily, identifiers may not match Visual Basic .NET keywords. If it is necessary to declare or use
an identifier that matches a keyword, the identifier must be enclosed in square brackets ([ | ). Consider
this code fragment:

Public Cl ass [Public]
Publ ic Shared Sub SayHello( )
Console. WiteLine("hello, world")
End Sub
End C ass

Public C ass SoneQ herd ass
Publ i c Shared Sub SomeQ her Met hod( )
[ Public].SayHel lo( )
End Sub
End d ass

This code declares a class named Public and then declares a class and method that use the Public
class. Publ i ¢ is a keyword in Visual Basic .NET. Escaping it with square brackets lets it be used as
an identifier, in this case the name of a class. As a matter of style, using keywords as identifiers should
be avoided, unless there is a compelling need. This facility allows Visual Basic .NET applications to
use external components that declare identifiers matching Visual Basic .NET keywords.

2.3 Keywords

Keywords are words with special meaning in a programming language. In Visual Basic .NET,
keywords are reserved; that is, they cannot be used as tokens for such purposes as naming variables
and subroutines. The keywords in Visual Basic .NET are shown in Table 2-1.

Table 2-1. Visual Basic .NET keywords

Keyword Description
AddHandl er Visual Basic .NET Statement
Addr essCOf Visual Basic .NET Statement
Alias Used in the Decl ar e statement
And Boolean operator
AndAl so Boolean operator
Ansi Used in the Decl ar e statement
Append Used as a symbolic constant in the FileOpen function
As Used in variable declaration (Di m Fri end, etc.)
Assenbl y Assembly-level attribute specifier
Aut o Used in the Decl ar e statement
Bi nary Used in the Opt i on Conpar e statement
Bool ean Used in variable declaration (intrinsic data type)
By Ref Used in argument lists
Byt e Used in variable declaration (intrinsic data type)
By Val Used in argument lists
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Cal | Visual Basic .NET statement

Case Used in the Sel ect Case construct

Cat ch Visual Basic .NET statement

CBool Data-conversion function

CByt e Data-conversion function

CChar Data-conversion function

CDat e Data-conversion function

CDec Data-conversion function

CDnbl Data-conversion function

Char Used in variable declaration (intrinsic data type)

Cl nt Data-conversion function

Cl ass Visual Basic .NET statement

CLng Data-conversion function

CObj Data-conversion function

Conpar e Used in the Opt | on Conpar e statement

CShort Data-conversion function

CSng Data-conversion function

CStr Data-conversion function

CType Data-conversion function

Dat e Used in variable declaration (intrinsic data type)

Deci nal Used in variable declaration (intrinsic data type)

Decl are Visual Basic .NET statement

Def aul t Used in the Pr operty statement

Del egat e Visual Basic .NET statement

Dim Variable declaration statement

Do Visual Basic .NET statement

Doubl e Used in variable declaration (intrinsic data type)

Each Used inthe For Each. .. Next construct

El se Usedinthe | f... Else...Elself...EndI|f construct
El sel f Usedinthe | f... Else...Elself...EndI|f construct
End Used to terminate a variety of statements

Endl f Usedinthe | f.. . Else...Elself...EndI|f construct
Enum Visual Basic .NET statement

Er ase Visual Basic .NET statement

Error Used in the Er r or and On Er r or compatibility statements
Event Visual Basic .NET statement

Explicit Used inthe Opt i on Explicit statement

Fal se Boolean literal

For Used in the For . .. Next and For Each. .. Next constructs
Finally Visual Basic .NET statement

For Visual Basic .NET statement

Friend Statement and access modifier

Function Visual Basic .NET statement

Get Used in the Pr operty construct

Get Type Visual Basic .NET operator

GoTo Visual Basic .NET statement, used with the On Er r or statement
Handl es Defines an event handler in a procedure declaration
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| f

Visual Basic .NET statement

| mpl enent s Visual Basic .NET statement

| mports Visual Basic .NET statement

In Used in the For Each. .. Next construct

I nherits Visual Basic .NET statement

| nput Used in the FileOpen function

I nt eger Used in variable declaration (intrinsic data type)
Interface Visual Basic .NET statement

I's Object comparison operator

Let Reserved but unused in Visual Basic .NET

Li b Used in the Decl ar e statement

Li ke Visual Basic .NET operator

Lock Function name

Long Used in variable declaration (intrinsic data type)
Loop Used in a Do loop

Ve Statement referring to the current object instance
M d String-manipulation statement and function

Mod Visual Basic .NET operator

Modul e Visual Basic .NET statement

Must | nheri t Used in the Cl ass construct

Must Overri de Used in the Sub and Funct i on statements
MyBase Statement referring to an object's base class
MyCl ass Statement referring to the current object instance
Nanespace Visual Basic .NET statement

New Object-creation keyword, constructor name

Next Used in the For . .. Next and For Each. .. Next constructs
Not Visual Basic .NET operator

Not hi ng Used to clear an object reference

Not | nheri t abl e

Used in the Cl ass construct

Not Overri dabl e

Used in the Sub, Property, and Funct i on statements

bj ect

Used in variable declaration (intrinsic data type)

O f Used in Opt | on statements

On Used in Opt | on statements

Option Used in Opt | on statements

Opt i onal Used in the Decl ar e, Functi on, Property, and Sub statements
O Boolean operator

O El se Boolean operator

Qut put Used in the FileOpen function

Overl oads Used in the Sub and Funct i on statements

Overri dabl e Used in the Sub and Funct i on statements

Overrides Used in the Sub, Property, and Funct i on statements

Par amAr r ay Used in the Decl ar e, Functi on, Property, and Sub statements
Preserve Used with the ReDi mstatement

Private Statement and access modifier

Property Visual Basic .NET statement

Prot ect ed Statement and access modifier

Public Statement and access modifier
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Rai seEvent Visual Basic .NET statement
Random Used in the FileOpen function
Read Used in the FileOpen function
ReadOnl y Used in the Pr operty statement
ReDi m Visual Basic .NET statement
Rem Visual Basic .NET statement

RenoveHandl| er

Visual Basic .NET statement

Resune Used inthe On Err or and Resune statements

Ret urn Visual Basic .NET statement

Seek File-access statement and function

Sel ect Used in the Sel ect Case construct

Set Used in the Property statement

Shadows Visual Basic .NET statement

Shar ed Used in the Sub and Funct i on statements

Shor t Used in variable declaration (intrinsic data type)

Si ngl e Used in variable declaration (intrinsic data type)
Static Variable declaration statement

Step Used in the For . . . Next construct

St op Visual Basic .NET statement

String Used in variable declaration (intrinsic data type)
Structure Visual Basic .NET statement

Sub Visual Basic .NET statement

SyncLock Visual Basic .NET statement

Text Used in the Opt | on Conpar e statement

Then Usedinthe | f. .. Then...El se...Endlf construct
Thr ow Visual Basic .NET statement

To Used inthe For. .. Next and Sel ect Case constructs
True Boolean literal

Try Visual Basic .NET statement

TypeO Used in variations of the | f . . . Then. . . Endl f construct
Uni code Used in the Decl ar e statement

Until Used in the For . . . Next construct

Var i ant Reserved but unused in Visual Basic .NET

When Used with the Try. .. Cat ch. .. Fi nal | y construct
Whi | e Used with the Do. . . Loop and VWi | e. .. End Vi | e constructs
W t h Visual Basic .NET statement

Wt hEvent s Used in variable declaration (Di m Publ i c, etc.)
WiteOnly Used in the Property statement

XOr Visual Basic .NET operator

2.4 Literals

Literals are representations of values within the text of a program. For example, in the following line of
code, 10 is a literal, but x and y are not:

Xx =y * 10
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Literals have data types just as variables do. The 10 in this code fragment is interpreted by the
compiler as type Integer because it is an integer that falls within the range of the Integer type.

2.4.1 Numeric Literals

Any integer literal that is within the range of the Integer type (-2147483648 through 2147483647) is
interpreted as type Integer, even if the value is small enough to be interpreted as type Byte or Short.
Integer literals that are outside the Integer range but are within the range of the Long type (-
9223372036854775808 through 9223372036854775807) are interpreted as type Long. Integer literals
outside the Long range cause a compile-time error.

Numeric literals can also be of one of the floating point types—Single, Double, and Decimal. For
example, in this line of code, 3. 14 is a literal of type Double:

z =y * 3.14

In the absence of an explicit indication of type (discussed shortly), Visual Basic .NET interprets floating
point literals as type Double. If the literal is outside the range of the Double type (-
1.7976931348623157E308 through 1.7976931348623157E308), a compile-time error occurs.

Visual Basic .NET allows programmers to explicitly specify the types of literals. Table 2-2 (shown
later in this chapter) lists Visual Basic .NET's intrinsic data types, along with the method for explicitly
defining a literal of each type. Note that for some intrinsic types, there is no way to write a literal.

2.4.2 String Literals

Literals of type String consist of characters enclosed within quotation-mark characters. For example, in
the following line of code, "hel | o, worl d" is a literal of type String:

Consol e. WiteLine("hello, world")

String literals are not permitted to span multiple source lines. In other words, this is not permitted:

W ong
Consol e. Wi teLi ne("hell o,
wor | d")

To write a string literal containing quotation-mark characters, type the character twice for each time it
should appear. For example:

Consol e. WiteLine("So then Dave said, ""hello, world"".")
This line produces the following output:

So then Dave said, "hello, world".

2.4.3 Character Literals

Visual Basic .NET's Char type represents a single character. This is not the same as a one-character
string; Strings and Chars are distinct types. Literals of type Char consist of a single character enclosed
within quotation-mark characters, followed by the character c. For example, in the following code,

" A"c is a literal of type Char:

Di m MyChar As Char
MyChar = "A'c
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To emphasize that this literal is of a different data type than a single-character string, note that this
code causes a compile-time error if Opti on Strict is On:

W ong
Di m MyChar As Char
MyChar = "A"
The error is:

Option Strict On disallows inplicit conversions from'String to 'Char'.
2.4.4 Date Literals

Literals of type Date are formed by enclosing a date/time string within number-sign characters. For
example:

Dim MyDat e As Date
MyDate = #11/15/2001 3: 00: 00 PM¢#

Date literals in Visual Basic .NET code must be in the format n1 d/ yyyy, regardless of the regional
settings of the computer on which the code is written.

2.4.5 Boolean Literals

The keywords Tr ue and Fal se are the only Boolean literals. They represent the true and false
Boolean states, respectively (of course!). For example:

Di m MyBool ean As Bool ean
MyBool ean = True

2.4.6 Nothing

There is one literal that has no type: the keyword Not hi ng. Not hi ng is a special symbol that
represents an uninitialized value of any type. It can be assigned to any variable and passed in any
parameter. When used in place of a reference type, it represents a reference that does not reference
any object. When used in place of a value type, it represents an empty value of that type. For numeric
types, thisis O or 0. 0. For the String type, this is the empty string (" " ). For the Boolean type, this is
Fal se. For the Char type, this is the Unicode character that has a numeric code of 0. For
programmer-defined value types, Not hi ng represents an instance of the type that has been created
but has not been assigned a value.

2.4.7 Summary of Literal Formats

Table 2-2 shows all of Visual Basic .NET's intrinsic types, as well as the format for writing literals of
those types in programs.

Table 2-2. Forming literals

Data
type

Boolean |Tr ue, Fal se

Literal Example

Di m bFl ag As Bool ean
= Fal se

DimchVval As Char =
"X'C

Char C
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Date

# #

DmdatM Il en As
Date = #01/01/2001#

Decimal

D

Di m decVal ue As
Deci mal = 6. 14D

Double

Any floating point number, or R

Di m dbl Val ue As
Doubl e = 6. 142

Di m dbl Val ue As
Doubl e = 6. 142R

Integer

An integral value in the range of type Integer (-2,147,483,648 to
2,147,483,647), or |

DimiVal ue As
| nteger = 362

Di mi Val ue As
I nteger = 362I

D mi Val ue As
I nt eger = &H16Al
(hexadecimal)

DimiVal ue As
I nt eger = &0B52I
(octal)

Long

An integral value outside the range of type Integer (-
9,223,372,036,854,775,808 to -2,147,483,649, or
2,147,483,648 to 9,223,372,036,854,775,807), or L

Dim | Val ue As Long
362L

Dim | Val ue As Long
&H16AL (hexadecimal)

Dim | Val ue As Long
&O552L (octal)

Short

S

Di m shVal ue As Short
= 362S

Di m shVal ue As Short
= &H16AS (hexadecimal)

Di m shVal ue As Short
= &0B52S (octal)

Single

Di m sngVal ue As
Single = 6. 142F

String

Di m strVal ue As
String = "This is a
string”

Note the following facts about forming literals in Visual Basic .NET:
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There is no way to represent a literal of type Byte. However, this doesn't mean that literals
cannot be used in situations where type Byte is expected. For example, the following code is

fine:

= 100

Dim MyByte As Byte

Even though the Visual Basic .NET compiler considers 100 to be of type Integer in this
example, it recognizes that the number is small enough to fit into a variable of type Byte.

Types not shown in Table 2-2 can't be expressed as literals.
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2.5 Types

Types in Visual Basic .NET are divided into two categories: value types and reference types. Value
types minimize memory overhead and maximize speed of access, but they lack some features of a
fully object-oriented design (such as inheritance). Reference types give full access to object-oriented
features, but they impose some memory and speed overhead for managing and accessing objects.
When a variable holds a value type, the data itself is stored in the variable. When a variable holds a
reference type, a reference to the data (also known as a pointer) is stored in the variable, and the data
itself is stored somewhere else. Visual Basic .NET's primitive types include both value types and
reference types (see "Fundamental Types" in this section). For extending the type system, Visual
Basic .NET provides syntax for defining both new value types and new reference types (see "Custom
Types" later in this section).

All reference types derive from the Object type. To unify the type system, value types can be treated
as reference types when needed. This means that all types can derive from the Object type. Treating
value types as reference types (a process known as boxing) is addressed later in this chapter, in
Section 2.16.

2.5.1 Fundamental Types

Visual Basic .NET has several built-in types. Each of these types is an alias for a type supplied by
the .NET architecture. Because Visual Basic .NET types are equivalent to the corresponding
underlying .NET-supplied types, there are no type-compatibility issues when passing arguments to
components developed in other languages. In code, it makes no difference to the compiler whether
types are specified using the keyword name for the type or using the underlying .NET type name. For
example, the test in this code fragment succeeds:

Dim x As Integer
Dmy As System | nt32
If x.CetType() Is y.GetType( ) Then
Consol e. WitelLine("They' re the sane type!")
El se
Consol e. WiteLine("They're not the sane type.")
End If

The fundamental Visual Basic .NET types are:

Boolean

The Boolean type is limited to two values: Tr ue and Fal se. Visual Basic .NET includes many
logical operators that result in a Boolean type. For example:

Public Shared Sub MySub(ByVal x As Integer, ByVal y As I|nteger)
Dmb As Boolean = x >y

ot her code
End Sub ' MySub

The result of the greater-than operator (>) is of type Boolean. The variable b is assigned the
value Tr ue if the value in x is greater than the value in y and Fal se if itis not. The
underlying .NET type is System.Boolean.

Byte

The Byte type can hold a range of integers from 0 through 255. It represents the values that
can be held in eight bits of data. The underlying .NET type is System.Byte.

Char
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The Char type can hold any Unicode™! character. The Char data type is new to Visual
Basic .NET. The underlying .NET type is System.Char.

11 Unicode is a 16-bit character-encoding scheme that is standard across all platforms, programs, and languages (human
and machine). See http://www.unicode.org for information on Unicode.

Date

The Date type holds values that specify dates and times. The range of values is from midnight
on January 1, 0001 (0001-01-01T00:00:00) through 1 second before midnight on December
31, 9999 (9999-12-31T23:59:59). The Date type contains many members for accessing,
comparing, and manipulating dates and times. The underlying .NET type is System.DateTime.

Decimal

The Decimal type holds decimal numbers with a precision of 28 significant decimal digits. Its
purpose is to represent and manipulate decimal numbers without the rounding errors of the
Single and Double types. The Decimal type replaces Visual Basic 6's Currency type. The
underlying .NET type is System.Decimal.

Double

The Double type holds a 64-bit value that conforms to IEEE standard 754 for binary floating
point arithmetic. The Double type holds floating point numbers in the range -
1.7976931348623157E308 through 1.7976931348623157E308. The smallest nonnegative
number (other than zero) that can be held in a Double is 4.94065645841247E-324. The
underlying .NET type is System.Double.

Integer
The Integer type holds integers in the range -2147483648 through 2147483647. The Visual
Basic .NET Integer data type corresponds to the VB 6 Long data type. The underlying .NET
type is System.Int32.

Long
The Long type holds integers in the range -9223372036854775808 through
9223372036854775807. In Visual Basic .NET, Long is a 64-bit integer data type. The
underlying .NET type is System.Int64.

Object
The Object type is the base type from which all other types are derived. The Visual
Basic .NET Object data type replaces the Variant in VB 6 as the universal data type. The
underlying .NET type is System.Object.

Short

The Short type holds integers in the range -32768 through 32767. The Short data type
corresponds to the VB 6 Integer data type. The underlying .NET type is System.Int16.

Single

The Single type holds a 32-bit value that conforms to IEEE standard 754 for binary floating
point arithmetic. The Single type holds floating point numbers in the range -3.40282347E38
through 3.40282347E38. The smallest nonnegative number (other than zero) that can be held
in a Double is 1.401298E-45. The underlying .NET type is System.Single.
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String

The String type holds a sequence of Unicode characters. The underlying .NET type is
System.String.

Of the fundamental types, Boolean, Byte, Char, Date, Decimal, Double, Integer, Long, Short, and
Single (that is, all of them except Object and String) are value types. Object and String are reference

types.
2.5.2 Custom Types

Visual Basic .NET provides rich syntax for extending the type system. Programmers can define both
new value types and new reference types. Types declared with Visual Basic .NET's St r uct ur e and
Enumstatements are value types, as are all .NET Framework types that derive from
System.ValueType. Reference types include Object, String, all types declared with Visual

Basic .NET's Cl ass, | nt er f ace, and Del egat e statements, and all .NET Framework types that
don't derive from System.ValueType.

2.5.3 Arrays

Array declarations in Visual Basic .NET are similar to those in Visual Basic 6 and other languages. For
example, here is a declaration of an Integer array that has five elements:

Dima(4) As |nteger

The literal 4 in this declaration specifies the upper bound of the array. All arrays in Visual Basic .NET
have a lower bound of 0, so this is a declaration of an array with five elements, having indexes 0, 1, 2,
3, and 4.

The previous declaration is of a variable named a, which is of type "array of Integer." Array types
implicitly inherit from the .NET Framework's Array type (defined in the System namespace) and,
therefore, have access to the methods defined in that type. For example, the following code displays
the lower and upper bounds of an array by calling the Array class's GetLowerBound and
GetUpperBound methods:

Dima(4) As Integer

Consol e. WitelLine("LowerBound is " & a.GetLowerBound(0).ToString( ))
Consol e. WitelLine("UpperBound is " & a.Get UpperBound(0).ToString( ))

The output is:

Lower Bound is O
Upper Bound is 4

Note that the upper bound of the array is dynamic: it can be changed by methods available in the
Array type.

Array elements are initialized to the default value of the element type. A type's default value is
determined as follows:

For numeric types, the default value is O.

For the Boolean type, the default value is Fal se.
For the Char type, the default value is the character whose Unicode value is 0.
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For structure types (described later in this chapter), the default value is an instance of the
structure type with all of its fields set to their default values.

For enumeration types (described later in this chapter), the default value is an instance of the
enumeration type with its internal representation set to 0, which may or may not correspond to
a legal value in the enumeration.

For reference types (including String), the default value is Not hi ng.

You can access array elements by suffixing the array name with the index of the desired element
enclosed in parentheses, as shown here:

For i =0 To 4
Consol e. WiteLine(a(i))
Next

Arrays can be multidimensional. Commas separate the dimensions of the array when used in
declarations and when accessing elements. Here is the declaration of a three-dimensional array,
where each dimension has a different size:

Dima(5, 10, 15) As Integer
As with single-dimensional arrays, array elements are initialized to their default values.
2.5.3.1 Initializing arrays

Arrays of primitive types can be initialized by enclosing the initial values in curly brackets ({ } ). For
example:

Dma( ) As String = {"First", "Second", "Third", "Fourth", "Fifth"}

Notice that when arrays are initialized in this manner, the array declaration is not permitted to specify
an explicit size. The compiler infers the size from the number of elements in the initializer.

To initialize multidimensional arrays, include the appropriate number of commas in the array-name
declaration and use nested curly brackets in the initializer. Here is a declaration of a two-dimensional
array having three rows and two columns:

Dma(,) As Integer = {{1, 2}, {3, 4}, {5, 6}}

This declaration produces the following array:

When initializing multidimensional arrays, the innermost curly brackets correspond to the rightmost
dimension.

2.5.3.2 Dynamically allocating arrays

Use the New keyword to allocate arrays of any type. For example, this code creates an array of five
Integers and initializes the elements as shown:

Dma( ) As Integer
a = New Integer(4) {1, 2, 3, 4, 5}
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If the array elements won't be initialized by the allocation, it is still necessary to include the curly
brackets:

Dima( ) As Integer
allocates an uninitialized array of five Integers
a = New I nteger(5) {}

Curly brackets are required so the compiler won't confuse the array syntax with constructor syntax.

Note also the meaning of this declaration by itself:

Dma( ) As Integer

This is the declaration of a reference that could point to a single-dimensional array of Integers, but
doesn't yet. Its initial value is Not hi ng.

2.5.4 Collections

A collection is any type that exposes the | Col | ect i on interface (defined in the System.Collections
namespace). (Interfaces are explained later in this chapter. Briefly, an interface is an agreement in
which the type will expose certain methods, properties, and other members. By exposing the

| Col | ecti on interface, a type ensures that it can be used anywhere a collection is expected.) In
general, collections store multiple values and provide a way for iterating through those values.
Specialized collection types may also provide other means for adding and reading values. For
example, the Stack type (defined in the System.Collections hamespace) provides methods, such as
Push and Pop, for performing operations that are appropriate for the stack data structure.

The Visual Basic .NET runtime provides a type called Collection (defined in the Microsoft.VisualBasic
namespace) that mimics the behavior of Visual Basic 6 collections and exposes the | Col | ect i on
interface. Example 2-1 shows its use.

Example 2-1. Using the Collection type

Create a new col |l ection object.
Dimcol As New Collection( )

Add sone itens to the collection.
col . Add(" Some val ue")
col . Add(" Sone ot her val ue")
col . Add("A third val ue")

Iterate through the collection and output the strings.
D m obj As bj ect
For Each obj In col

Dimstr As String = CType(obj, String)

Consol e. WiteLine(str)
Next

The Collection type's Add method adds items to the collection. Although strings are added to the
collection in Example 2-2, the Add method is defined to take items of type Object, meaning that any
type can be passed to the method. After items are added to the collection, they can be iterated using
the For Each statement (discussed later in this chapter, under Section 2.13). Because the
Collection class is defined to store items of type Object, the loop variable in the For Each statement

must be of type Object. Because the items are actually strings, the code in Example 2-1 converts the
Object references to String references using the CType function. Type conversions are discussed later
in this section. The output of the code in Example 2-1 is:
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Sonme val ue
Sone ot her val ue
A third val ue

The items in a Collection object can also be iterated using a numerical index. The Collection object
has a Count property, which indicates the number of items in the collection. Example 2-2 is precisely
the same as Example 2-1, except that it iterates through the Collection object using a numerical
index and a standard For loop.

Example 2-2. Using a numerical index on a collection object

Create a new col |l ection object.
Dimcol As New Col |l ection( )

Add sone itens to the collection.
col . Add(" Sonme val ue")
col . Add(" Sonme ot her val ue")
col . Add("A third val ue")

Iterate through the collection and output the strings.
Dimi As Integer
For i = 1 To col. Count

Dimstr As String = CType(col (i), String)

Consol e. WiteLine(str)
Next

Note that to access an item by index, the index number is placed within parentheses following the
name of the Collection reference variable, as shown again here:

col (i)
The syntax of the Add method is:

Public Sub Add( _
By Val

Item As Object, _
Opti onal ByVal

Key As String = Not hing,
Opti onal ByVal

Bef ore As Obj ect = Not hing,
Opti onal ByVal

After As Object = Nothing _

)
The parameters are:
Item
The item to add to the collection.
Key

An optional string value that can be used as an index to retrieve the associated item. For
example, the following code adds an item to a collection and then uses the key value to
retrieve the item:

Dimcol As New Col Il ection( )
col . Add(" Sone val ue", "Some key")
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Dimstr As String = CType(col ("Some key"), String)
Consol e. WiteLine(str)

The output is:

Somre val ue
Bef ore

The item before which the new item should be added.

After
The item after which the new item should be added.

The .NET Framework class library provides several additional collection types, which are listed and
briefly discussed in Chapter 3.

2.5.5 Type Conversions

Visual Basic .NET provides a variety of ways for values of one type to be converted to values of
another type. There are two main categories of conversions: widening conversions and narrowing
conversions. Widening conversions are conversions in which there is no possibility for data loss or
incorrect results. For example, converting a value of type Integer to a value of type Long is a widening
conversion because the Long type can accommodate every possible value of the Integer type.
Narrowing is the reverse operation—converting from a Long to an Integer—because some values of
type Long can't be represented as values of type Integer.

Visual Basic .NET performs widening conversions automatically whenever necessary. For example, a
widening conversion occurs in the second line of the following code. The Integer value on the
righthand side of the assignment is automatically converted to a Long value so it can be stored in the
variable b:

Dma As Integer = 5
Dmb As Long = a

A conversion that happens automatically is called an implicit conversion.
Now consider the reverse situation:

Dma As Long =5
Dmb As Integer = a

The second line of code here attempts to perform an implicit narrowing conversion. Whether the
compiler permits this line of code depends on the value set for the Opt i on St ri ct compiler option.
When Option Strict is On, attempts to perform an implicit widening conversion result in a compiler
error. When Opt i on Strict is O f, the compiler automatically adds code behind the scenes to
perform the conversion. At runtime, if the actual value being converted is out of the range that can be
represented by the target type, a runtime exception occurs.

Option Strict can be setin either of two ways. First, it can be set in code at the top of a source file,
like this:

Option Strict On
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or:

Option Strict Of

The other way is to set a compiler switch, which affects all source files in the application. If you're
compiling from the command line, specify / opti onstri ct + on the command line to set Opt i on
Strict On. Specify / optionstrict- tosetOptionStrict OFf. Forexample:

vbc MySource.vb /optionstrict+
Toset Option Strict in Visual Studio .NET:

1. Right-click on the project name in the Solution Explorer window and choose Properties. This
brings up the Project Property Pages dialog box. (If the Solution Explorer window is not visible,
choose View—Solution Explorer from the Visual Studio .NET main menu to make it appear.)

2. Within the Project Property Pages dialog box, choose the Common Properties folder. Within
that folder, choose the Build property page. This causes the project-build options to appear on
the right side of the dialog box.

3. Set the desired value for the Opti on Stri ct option.

By default, Opt i on St ri ct is O f, meaning that implicit narrowing conversions are allowed. This
matches the default setting of Visual Basic 6. However, most experienced developers consider it
beneficial to set Opt i on Stri ct On so the compiler can help detect coding errors before they
become runtime errors. Attempting to assign a Long to an Integer, for example, is usually a sign either
that something was mistyped or that there is a problem with the design of the program. Setting
Option Strict On helps the developer discover such errors at compile time. On the other hand,
there may sometimes be a legitimate need to perform a narrowing conversion. Perhaps the application
is interfacing to another application that passes a value as a Long, but it is guaranteed that the actual
value passed will never be outside the range of the Integer type. Opti on St ri ct could be setto O f
to allow implicit narrowing conversions, but a better alternative is to have Opti on Strict On (so it
can protect the majority of the program) and to specify an explicit narrowing conversion. For example:

Dma As Long = 5
Dmb As Integer = Cint(a)

This is known as an explicit conversion because the programmer is explicitly requesting a conversion
to Integer. If at runtime a contains a value that is outside the Integer range, an exception is thrown.

Table 2-3 shows Visual Basic .NET's conversion functions.

Table 2-3. Conversion functions
Conversion function Converts its argument to

CBool A Boolean

CByte A Byte

CChar A Char

CDate A Date

CDbl A Double

CDec A Decimal

Cint An Integer

ClLng A Long

CObj An Object
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CSng A Single
CStr A String

The functions shown in Table 2-3 all take a single argument. If the argument can't be converted to
the given type, an exception is thrown. Note the following:

When converting from any numeric value to Boolean, zero converts to Fal se and nonzero
converts to Tr ue.

When converting from Boolean to a numeric value, Fal se converts to O and Tr ue converts to
- 1.

When converting from String to Boolean, the string must contain either the word " f al se”,
which converts to Fal se, or the word "t r ue", which converts to Tr ue. The case of the string
is not important.

When converting from Boolean to String, Tr ue convertsto " Tr ue" and Fal se converts to
"Fal se".

Anything can be converted to type Object.

It's also possible to convert between reference types. Any object-reference conversion of a derived
type to a base type is considered a widening conversion and can therefore be done implicitly.
Conversely, conversion from a base type to a derived type is a harrowing conversion. As previously
discussed, in order for narrowing conversions to compile, either Opt i on St ri ¢t must be O f or an
explicit conversion must be performed. Explicit conversions of reference types are done with the
CType function. The CType function takes two arguments. The first is a reference to some object, and
the second is the name of the type to which the reference will convert. At runtime, if a conversion is
possible, the return value of the function is an object reference of the appropriate type. If no
conversion is possible, an exception is thrown.

Here is an example of converting between base and derived classes:

This is a base cl ass.
Public C ass Ani nal

End C ass
This is a derived cl ass.

Public C ass Cat
| nherits Ani mal

End C ass
This is another derived cl ass.

Public C ass Dog
| nherits Ani nal

End C ass
This is a test class.
Public C ass Ani mal Test
Publ i ¢ Shared Sub SonmeMet hod( )
DimmyCat As New Cat( )
Di m myDog As New Dog( )
Di m myDog2 As Dog
Dim myAnimal As Aninmal = nyCat ' Inplicit conversion K
myAni mal = nyDog ' Inplicit conversion OK
nmyDog2 = CType(nyAninmal, Dog) ' Explicit conversion required
End Sub
End C ass
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Object references can also be implicitly converted to any interface exposed by the object's class.

2.6 Namespaces

Thousands of types are defined in the .NET Framework. In addition, programmers can define new
types for use in their programs. With so many types, hame clashes are inevitable. To prevent name
clashes, types are considered to reside inside of namespaces. Often, this fact can be ignored. For
example, in Visual Basic .NET a class may be defined like this:

Public O ass Soned ass
End C ass
This class definition might be in a class library used by third-party customers, or it might be in the

same file or the same project as the client code. The client code that uses this class might look
something like this:

Dim x As New SoneC ass( )
x. DoSonet hi ng( )

Now consider what happens if the third-party customer also purchases another vendor's class library,
which also exposes a SomeClass class. The Visual Basic .NET compiler can't know which definition of
SomecClass will be used. The client must therefore use the full name of the type, also known as its fully
qualified name . Code that needs to use both types might look something like this:

The nanespace i s "FooBar Corp. Super Foo2100".
Dim x As New FooBar Cor p. Super Fo02100. SoneC ass( )
x. DoSonet hi ng( )
The nanespace is "MegaBi z. ProductivityTool s. WzardMaster".

Dimy As New MegaBi z. ProductivityTool s. WzardMast er. SoneCl ass( )
y. DoSonet hi ngEl se( )

Note that a namespace name can itself contain periods (. ). When looking at a fully qualified type
name, everything prior to the final period is the namespace name. The name after the final period is
the type name.

Microsoft recommends that namespaces be named according to the format
ConpanyNane. Technol ogyNane. For example, "Microsoft.VisualBasic".

2.6.1 The Namespace Statement

So how does a component developer specify a type's namespace? In Visual Basic .NET, this can be
done several ways. One is to use the Nanespace keyword, like this:

Nanespace MegaBi z. ProductivityTool s. W zar dvast er
Public Cl ass Sonmed ass
End O ass

End Nanespace

Note that it is permissible for different types in the same source file to have different namespaces.
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A second way to provide a namespace is to use the / r oot nanespace switch on the Visual
Basic .NET command-line compiler. For example:

vbc src.vb /t:library /rootnanespace: MegaBi z. Producti vi tyTool s. W zar dMVast er
All types defined within the compiled file(s) then have the given namespace.

If you're compiling in the Visual Studio .NET IDE, the root namespace is specified in the Project
Property Pages dialog box, which can be reached by right-clicking the project name in the Solution
Explorer window of the IDE, then choosing Properties (see Figure 2-1 for the resulting WizardMaster
Property Pages dialog). By default, Visual Studio .NET sets the root namespace equal to the nhame of
the project.

Figure 2-1. Setting the root namespace in the Visual Studio .NET IDE

WizardMaster Property Pages x|
| I-] I I-] |
—d Coenimeen Properie: Aizzembly name:
e Dersel
E:D:Is Dustpad type: Stantup object:
Refearize Path [windows appication =] [Fomt |
Sirang Mame Flool namespace:

Diezgner Defeutz

WieandM act
1 Comliguration Propesties | —
Infeemation
Project folder, C:hbacks\Piog VB ME T \chaplihhestwizadbd asbers
Froject fis: SwizadMaster. vhpoo|
Dlusipi name WirarcMaster axs

Note that regardless of which compiler is used (command line or Visual Studio .NET), if a root
namespace is specified and the Nanespace keyword is used, the resulting namespace will be the
concatenation of the root namespace name and the name specified using the Nanespace keyword.

2.6.2 The Imports Statement

So far, the discussion has implied that it's not necessary for the user of a type to specify the type's full
name unless there is a name clash. This isn't exactly true. The CLR deals with types only in terms of
their full names. However, because humans don't like to deal with long names, Visual Basic .NET
offers a shortcut. As an example, the .NET Framework provides a drawing library, in which a type
called Point is defined. This type's namespace is called System.Drawing, so the type's fully qualified
name is System.Drawing.Point. Code that uses this type might look like this:

Dim pt As System Drawi ng. Poi nt
pt. X = 10
pt.Y = 20

Typing the full name of every type whenever it is used would be too cumbersome, though, so Visual
Basic .NET offers the | npor t s statement. This statement indicates to the compiler that the types from
a given namespace will appear without qualification in the code. For example:

41



At the top of the source code file:
I mports System Draw ng

Sonmewhere within the source code file:
D m pt As Poi nt
pt.X = 10
pt.Y = 20

To import multiple namespaces, list each one in its own | npor t s statement. It's okay if multiple
imported namespaces have some name clashes. For the types whose names clash, the full name
must be specified wherever the type is used.

The | npor t s statement is just a convenience for the developer. It does not set a reference to the
assembly in which the types are defined. See the discussion of assemblies in Chapter 3 to learn how
to reference assemblies that contain the types you need.

Finally, note that namespaces, too, are just a convenience for the developer writing source code. To
the runtime, a type is not "in" a hnamespace—a namespace is just another part of a type name. It is
perfectly acceptable for any given assembly to have types in different namespaces, and more than
one assembly can define types in a single namespace.

2.7 Symbolic Constants

Consider this function:

Publ i ¢ Shared Functi on Remai ni ngCar bonMass(
ByVal Initial Mass As Doubl e,
ByVal Years As Long _
) As Doubl e
Return InitialMass * ((0.5 ~ (Years / 5730)))
End Function

What's wrong with this code? One problem is readability. What does it mean to divide Year s by 5730?
In this code, 5730 is referred to as a magic number -- one whose meaning is not readily evident from
examining the code. The following changes correct this problem:

Publ i c Const CarbonHal fLifelnYears As Double = 5730

Publ i ¢ Shared Functi on Renai ni ngCar bonMass( _

ByVal Initial Mass As Doubl e,

ByVal Years As Long _
) As Doubl e

Return InitialMass * ((0.5 ~ (Years / CarbonHal fLifelnYears)))
End Function

There is now no ambiguity about the meaning of the divisor.

Another problem with the first code fragment is that a program filled with such code is hard to maintain.
What if the programmer later discovers that the half-life of carbon is closer to 5730.1 years, and she
wants to make the program more accurate? If this number is used in many places throughout the
program, it must be changed in every case. The risk is high of missing a case or of changing a number
that shouldn't be changed. With the second code fragment, the number needs to be changed in only
one place.

See also the discussion of read-only fields later in this chapter, under Section 2.14.
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2.8 Variables

A variable is an identifier that is declared in a method and that stands for a value within that method.
Its value is allowed to change within the method. Each variable is of a particular type, and that type is
indicated in the declaration of the variable. For example, this line declares a variable named i whose
type is Integer:

Dmi As Integer

The keyword Di mindicates a variable declaration. Dim is short for dimension and dates back to the
original days of the BASIC programming language in the late 1960s. In that language, variables were
not declared; they were just used where needed (except for arrays). Because of how arrays were laid
out in memory, the BASIC language interpreter had to be told of the dimensions of an array before the
array was used. This was the purpose of the Di mstatement. In later years, when declaration of all
variables was agreed upon to be a good thing, the use of the Di mstatement was broadened to include
all variable declarations.

Variable identifiers may be suffixed with type characters that serve to indicate the variable's type. For
example, this line declares a variable of type Integer:

Di m X%
The effect is precisely the same as for this declaration:
Dim x As |nteger

The set of type characters is shown in Table 2-4; note that not all data types have a type character.

Table 2-4. Type characters

Data type Type character Example
Decimal @ Di m decVal ue@ = 132. 24
Double # Di m dbl Val ue# = .0000001327
Integer % D mi Count % = 100
Long & DimILimt& = 1000000
Single ! Di m sngVal ue! = 3. 1417
String $ Dmstrinput$ = ""

As a matter of style, type characters should be avoided in preference to spelling out type names and
using descriptive variable names.

2.8.1 Variable Initializers

New to Visual Basic .NET is the ability to combine variable declaration and assignment. For example,
this code declares an Integer i and gives it an initial value of 10:

Dimi As Integer = 10
This is equivalent to the following code:

Dimi As Integer



2.9 Scope

Scope refers to the so-called visibility of identifiers within source code. That is, given a particular
identifier declaration, the scope of the identifier determines where it is legal to reference that identifier
in code. For example, these two functions each declare a variable Cof f eeBr eaks. Each declaration
is invisible to the code in the other method. The scope of each variable is the method in which it is
declared.

Public Sub MyFirstMethod( )
Di m Cof f eeBreaks As | nteger

End Sub

Public Sub MySecondMet hod( )
Di m Cof f eeBreaks As Long

End Sub

Unlike previous versions of Visual Basic, Visual Basic .NET has block scope. Variables declared within
a set of statements ending with End, Loop, or Next are local to that block. For example:

Dimi As Integer

For i =1 To 100
Dimj As Integer
For | = 1 To 100
Next

Next

j is not visible here

Visual Basic .NET doesn't permit the same variable name to be declared at both the method level and
the block level. Further, the life of the block-level variable is equal to the life of the method. This means
that if the block is re-entered, the variable may contain an old value (don't count on this behavior, as it
is not guaranteed and is the kind of thing that might change in future versions of Visual Basic).

2.10 Access Modifiers

Access modifiers control the accessibility of types (including enumerations, structures, classes,
standard modules, and delegates) and type members (including methods, constructors, events,
constants, fields [data members], and properties) to other program elements. They are part of the
declarations of types and type members. In the following code fragment, for example, the keywords
Publ i c and Pri vat e are access modifiers:

Public C ass SoneC ass
Publ i c Sub DoSonet hi ng( )
End Sub
Private Sub I nternal Hel per Sub( )
End Sub

End Cl ass

The complete list of access modifiers and their meanings is shown in Table 2-5.



Programming Visua Basic .NET

Table 2-5. Access modifiers

Access

modifier Description

Friend Defines a type that is accessible only from within the program in which it is declared.
Defines a type that is accessible only from within the context in which it is declared.

Privat e For instance, a Private variable declared within a class module is accessible only from
within that class module. A Private class is accessible only from classes within which it
is nested.
Applies to class members only. Defines a type that is accessible only from within its

Pr ot ect ed .
own class or from a derived class.

Protected |Defines a type that is accessible from within the program in which it is declared as well

Friend as from derived classes.

Publ i c Defines a type that is publicly accessible. For example, a public method of a class can

be accessed from any program that instantiates that class.

2.11 Assignment

In Visual Basic .NET, assignment statements are of the form:

vari abl e,
field, or

property =
expressi on

Either the type of the expression must be the same as that of the item receiving the assignment, or
there must exist an appropriate implicit or explicit conversion from the type of the expression to the
type of the item receiving the assignment. For information on implicit and explicit conversions, see
Section 2.5.5 earlier in this chapter.

When an assignment is made to a value type, the value of the expression is copied to the target. In
contrast, when an assignment is made to a reference type, a reference to the value is stored in the
target. This is an important distinction that is worth understanding well. Consider the code in Example

2-3.

Example 2-3. Value-type assignment versus reference-type assignment

Public Structure SoneStructure
Publ i c MyPublicMenber As String
End Structure

Public O ass Soned ass
Publ i c MyPublicMenber As String

End C ass

Public C ass Assi gnnent Test

Publ i ¢ Shared Sub Test Val ueAndRef er enceAssi gnnment ()

Dima, b As SomeStructure
Dimc, d As Sonmed ass
Test assignnment to val ue type.
a. MyPubl i cMenber = "To be copied to 'b""
b =a
a. MyPubl i cMenber = "New value for "a'"

Consol e. Wi teLi ne("The val ue of b. MyPublicMenber is """
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& b. MyPubl i cMember & """")

Test assignnent to reference type.

= New SonmeCl ass( )

. MyPubl i cMenber = "To be copied to "d""

=c

. MyPubl i cMenber = "New value for "c¢'"

Consol e. WiteLine("The val ue of d. MyPublicMenber is """
& d. MyPubl i cMenber & """")

OO 00

End Sub

End Cl ass

The output of the TestValueAndReferenceAssignment method in Example 2-3 is:

The val ue of b. MyPublicMenber is "To be copied to 'b""
The val ue of d. MyPublicMenber is "New value for 'c'"

In Example 2-3, the SomeStructure structure and the SomeClass class have identical definitions,
except that one is a structure and the other is a class. This leads to very different behavior during
assignment. When a value type is copied, the actual value is copied. When a reference type is copied,
only the reference is copied, resulting in two references to the same value. If the value is subsequently
changed through one of the references, the new value is also seen through the other reference.

This difference is shown in the output from Example 2-3. The value type in variable a is copied to
variable b. The value of a. MyPubl i cMenber is then modified. Subsequently, the call to
Console.WriteLine shows that this modification does not affect b. MyPubl i cMerber . In contrast, the
assignment of ¢ to d copies only a reference, which means that after the assignment, both ¢ and d
reference the same object. The value of c. MyPubl i cenber is then modified. The subsequent call
to Console.WriteLine shows that this modification did affect d. MyPubl i cMenber . Indeed,

d. MyPubl i cMenber refers to the same memory as c. MyPubl i cMenber .

2.12 Operators and Expressions

Operators are symbols (characters or keywords) that specify operations to be performed on one or two
operands (or arguments). Operators that take one operand are called unary operators. Operators that
take two operands are called binary operators. Unary operators use prefix notation, meaning that the
operator precedes the operand (e.g., - 5). Binary operators (except for one case) use infix notation,
meaning that the operator is between the operands (e.g., 1 + 2). The TypeO . . . | s operator is a
binary operator that uses a special form that is neither prefix nor infix notation.

2.12.1 Unary Operators
Visual Basic supports the following unary operators:
+ (unary plus)

The unary plus operator takes any numeric operand. It's not of much practical use because
the value of the operation is equal to the value of the operand.

- (unary minus)

The unary minus operator takes any numeric operand (except as noted later). The value of the
operation is the negative of the value of the operand. In other words, the result is calculated by
subtracting the operand from zero. If the operand type is Short, Integer, or Long, and the value
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of the operand is the maximum negative value for that type, then applying the unary minus
operator will cause a System.OverflowException error, as in the following code fragment:

Dimsh As Short = -32768
Dmi As Integer = -sh

Not (logical negation)
The logical negation operator takes a Boolean operand. The result is the logical negation of
the operand. That is, if the operand is Fal se, the result of the operation is Tr ue, and vice
versa.

AddressOf

The Addr essOF operator returns a reference to a method. Two different kinds of references
can be obtained, depending on the context in which the operator is used:

When the Addr essOF operator is used within the argument list of a call to a method,
which is made available via the Decl ar e statement, it returns a function pointer that
is suitable for such calls.

When the Addr essOF operator is used in any other context, a delegate object is
returned. See Section 2.19 later in this chapter for information.

2.12.2 Arithmetic Operators

The arithmetic operators perform the standard arithmetic operations on numeric values. The arithmetic
operators supported by Visual Basic .NET are:

* (multiplication)

The multiplication operator is defined for all numeric operands. The result is the product of the
operands.

/ (regular division)

The regular division operator is defined for all numeric operands. The result is the value of the
first operand divided by the second operand.

\ (integer division)

The integer division operator is defined for integer operands (Byte, Short, Integer, and Long).
The result is the value of the first operand divided by the second operand, then rounded to the
integer nearest to zero.

Mod (modulo)

The modulo operator is defined for integer operands (Byte, Short, Integer, and Long). The
result is the remainder after the integer division of the operands.

A (exponentiation)

The exponentiation operator is defined for operands of type Double. Operands of other
numeric types are converted to type Double before the result is calculated. The result is the
value of the first operand raised to the power of the second operand.

+ (addition)
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The addition operator is defined for all numeric operands and operands of an enumerated type.
The result is the sum of the operands. For enumerated types, the sum is calculated on the
underlying type, but the return type is the enumerated type. See the discussion of enumerated
types in the "Enumerations"” section later in this chapter for more information on the types that
can underlie an enumerated type. See also Section 2.12.4 later in this section.

- (subtraction)

The subtraction operator is defined for all numeric operands and operands of an enumerated
type. The result is the value of the first operand minus the second operand. For enumerated
types, the subtraction is calculated on the underlying type, but the return type is the
enumerated type. See the discussion of enumerated types in Section 2.17 later in this
chapter for more information on the types that can underlie an enumerated type.

2.12.3 Relational Operators

The relational operators all perform some comparison between two operands and return a Boolean
value indicating whether the operands satisfy the comparison. The relational operators supported by
Visual Basic .NET are:

= (equality)

The equality operator is defined for all primitive value types and all reference types. For
primitive value types and for the String type, the result is Tr ue if the values of the operands
are equal; Fal se if not. For reference types other than String, the result is Tr ue if the
references refer to the same object; Fal se if not. If the operands are of type Object and they
reference primitive value types, value comparison is performed rather than reference
comparison.

<> (inequality)

The inequality operator is defined for all primitive value types and for reference types. For
primitive value types and for the String type, the result is Tr ue if the values of the operands
are not equal; Fal se if equal. For reference types other than String, the result is Tr ue if the
references refer to different objects; Fal se if they refer to the same object. If the operands are
of type Object and they reference primitive value types, value comparison is performed rather
than reference comparison.

< (less than)

The less-than operator is defined for all numeric operands and operands of an enumerated
type. The result is Tr ue if the first operand is less than the second; Fal se if not. For
enumerated types, the comparison is performed on the underlying type.

> (greater than)

The greater-than operator is defined for all numeric operands and operands that are of an
enumerated type. The result is Tr ue if the first operand is greater than the second; Fal se if
not. For enumerated types, the comparison is performed on the underlying type.

<= (less than or equal to)

The less-than-or-equal-to operator is defined for all numeric operands and operands of an
enumerated type. The result is Tr ue if the first operand is less than or equal to the second
operand; Fal se if not.

48



Programming Visual Basic .NET

>= (greater than or equal to)

The greater-than-or-equal-to operator is defined for all numeric operands and operands of an
enumerated type. The result is Tr ue if the first operand is greater than or equal to the second
operand; Fal se if not.

TypeOf...Is

Like

The TypeO . . . | s operator is defined to take a reference as its first parameter and the name
of a type as its second parameter. The result is Tr ue if the reference refers to an object that is
type-compatible with the given type-name; Fal se if the reference is Not hi ng or if it refers to
an object that is not type-compatible with the given type name.

Use the TypeOf . . . | s operator to determine whether a given object:

Is an instance of a given class
Is an instance of a class that is derived from a given class
Exposes a given interface

In any of these cases, the TypeOf expression returns Tr ue.

The | s operator is defined for all reference types. The result is Tr ue if the references refer to
the same object; Fal se if not.

The Li ke operator is defined only for operands of type String. The result is Tr ue if the first
operand matches the pattern given in the second operand; Fal se if not.

The rules for matching are:

The ? (question mark) character matches any single character.

The * (asterisk) character matches zero or more characters.

The # (number sign) character matches any single digit.

A sequence of characters within [ | (square brackets) matches any single character in
the sequence.

Within such a bracketed list, two characters separated by a - (hyphen) signify a range
of Unicode characters, starting with the first character and ending with the second
character. A - character itself can be matched by placing it at the beginning or end of
the bracketed sequence.

Preceding the sequence of characters with an | (exclamation mark) character
matches any single character that does not appear in the sequence.

The ?, *, #, and [ characters can be matched by placing them within [ | in the pattern
string. Consequently, they cannot be used in their wildcard sense within [ | .

The | character does not need to be escaped to be explicitly matched. However, it
can't be used within [ ] .
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2.12.4 String-Concatenation Operators

The & (ampersand) and + (plus) characters signify string concatenation. String concatenation is
defined for operands of type String only. The result is a string that consists of the characters from the
first operand followed by the characters from the second operand.

2.12.5 Bitwise Operators

It is sometimes necessary to manipulate the individual bits that make up a value of one of the integer
types (Byte, Short, Integer, and Long). This is the purpose of the bitwise operators. They are defined
for the four integer types and for enumerated types. When the bitwise operators are applied to
enumerated types, the operation is done on the underlying type, but the result is of the enumerated

type.

The bitwise operators work by applying the given Boolean operation to each of the corresponding bits
in the two operands. For example, consider this expression:

37 And 148

To calculate the value of this expression, consider the binary representation of each operand. It's
helpful to write one above the other so that the bit columns line up:

00100101 (37)
10010100 (148)

Next, apply the Boolean And operation to the bits in each column:

00100101 (37)
And 10010100 (148)

00000100 (4)
37 And 148, therefore, equals 4.

The bitwise operators are:

And
Performs a Boolean And operation on the bits. (The result bit is 1 if and only if both of the
source bits are 1.)

AndAlso
The resultis Tr ue if and only if both the operands are Tr ue; otherwise, the result is Fal se.
AndAl so performs logical short-circuiting: if the first operand of the expression is Fal se, the
second operand is not evaluated.

Or
Performs a Boolean Or operation on the bits. (The result bit is 1 if either or both of the source
bits are 1.)

OrElse
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The result is Tr ue if either or both the operands is Tr ue; otherwise, the result is Fal se.
Or El se performs logical short-circuiting: if the first operand of the expression is Tr ue, the
second operand is not evaluated.

Xor

Performs a Boolean exclusive or operation on the bits. (The result bit is 1 if either of the
source bits is 1, but not both.)

Not

Performs a Boolean Not operation on the bits in the operand. This is a unary operator. (The
result is 1 if the source bitis 0 and O if the source bit is 1.)

2.12.6 Logical Operators

Logical operators are operators that require Boolean operands. They are:

And

The result is Tr ue if and only if both of the operands are Tr ue; otherwise, the result is Fal se.
Or

The result is Tr ue if either or both of the operands is Tr ue; otherwise, the result is Fal se.
Xor

The result is Tr ue if one and only one of the operands is Tr ue; otherwise, the result is Fal se.
Not

This is a unary operator. The result is Tr ue if the operand is Fal se; Fal se if the operand is
Tr ue.

2.12.7 Operator Precedence

Operator precedence defines the order in which operators are evaluated. For example, the expression
1+ 2 * 3 has the value 9 if the addition is performed first but has the value 7 if the multiplication is
performed first. To avoid such ambiguity, languages must define the order in which operations are
evaluated. Visual Basic .NET divides the operators into groups and defines each group's precedence
relative to the others. Operators in higher-precedence groups are evaluated before operators in lower-
precedence groups. Operators within each group have the same precedence relative to each other.
When an expression contains multiple operators from a single group, those operators are evaluated
from left to right.

Table 2-6 shows Visual Basic .NET's operators, grouped by precedence from highest to lowest order
of evaluation.

Table 2-6. The precedence of Visual Basic .NET's operators

\ Category | Operator
\Arithmetic and |Exponentiation
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concatenation

Negation

Multiplication and division

Integer division

Modulus arithmetic

Addition and subtraction, string concatenation (+)
String concatenation (&)

Equality, inequality, greater than, less than, greater than or equal to, less
than or equal to, | s, TypeOr, Li ke

Comparison operators

Logical and bitwise

operators Negation (Not )

Conjunction (And, AndAl so)
Disjunction (O, O El se, Xor)

Parentheses override the default order of evaluation. For example, in the expression 1 + 2 * 3, the
multiplication is performed before the addition, yielding a value of 7. To perform the addition first, the
expression can be rewritten as (1 + 2) * 3, yielding a result of 9.

2.12.8 Operator Overloading

Operator overloading is a feature that some languages (C#, for example) provide to allow developers
to specify how the built-in operators (+, -, *, / , =, etc.) should behave when applied to programmer-
defined types. For example, the developer of a type representing complex numbers could use operator
overloading to specify appropriate functionality for the built-in arithmetic operators when applied to
operands of the custom type.

The .NET Framework supports operator overloading, but .NET languages are not required to do so.
The current version of Visual Basic .NET doesn't support operator overloading, although there's no
reason that Microsoft couldn't add it in the future. Components that are written in other languages may
overload operators, but Visual Basic .NET will not be aware of the overloads. Well-designed
components provide an alternative mechanism for accessing the functionality provided by the
overloads. For example, if a component written in C# provides a class that overloads the + operator, it
should also provide a method that takes two parameters and returns their sum. Thus, what would be
written as:

c=a+b

in a language that supports overloading would be written as:

c = MyCust onifype. Add(a, b)

in Visual Basic .NET.

The name of the actual method would depend on the component's implementer.

2.13 Statements

Visual Basic .NET is a line-oriented language, in which line breaks generally indicate the ends of
statements. However, there are times when a programmer may wish to extend a statement over
several lines or have more than one statement on a single line.
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To extend a statement over several lines, use the line-continuation character, an underscore (). It
must be the last character on its line, and it must be immediately preceded by a space character.
Lines connected in this way become a single logical line. Here is an example:

DimstrSqgl As String = "SELECT Custoners. ConpanyNane, "
" COUNT(Orders.Orderl D) AS Order Count™

' FROM Custoners INNER JO N Orders" _

ON Custoners. Custonerl D = Orders. Custoner| D'
CGROUP BY Cust oners. ConpanyNane"

ORDER BY Order Count DESC"

Ro Ro Ro Ro Ro

A line break can occur only where whitespace is allowed.

To place two or more statements on a single line, use the colon (: ) between the statements, like this:
i =5: ] =10

The remainder of this section discusses the statements in Visual Basic .NET.

2.13.1 Option Statements

There are three Opt i on statements, which affect the behavior of the compiler. If used, they must
appear before any declarations in the same source file. They control the compilation of the source
code in the file in which they appear. They are:

Option Compare

The Opt i on Conpar e statement controls the manner in which strings are compared to each
other. The syntax is:

Option Conpare [ Binary | Text ]

If Bi nary is specified, strings are compared based on their internal binary representation (i.e.,
string comparisons are case-sensitive). If Text is specified, strings are compared based on
case-insensitive alphabetical order. The default is Bi nary.

Option Explicit

The Opti on Explicit statement determines whether the compiler requires all variables to
be explicitly declared. The syntax is:

Option Explicit [ On | Of ]

If On is specified, the compiler requires all variables to be declared. If O f is specified, the
compiler considers a variable's use to be an implicit declaration. It is considered good
programming practice to require declaration of variables. The default is On.

Option Strict

The Opti on Strict statement controls the implicit type conversions that the compiler will
allow. The syntax is:

Option Strict [ On | Of ]
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If On is specified, the compiler only allows implicit widening conversions; narrowing conversions must
be explicit. If O  is specified, the compiler allows implicit narrowing conversions as well. This could
result in runtime exceptions not foreseen by the developer. It is considered good programming
practice to require strict type checking. The default is Of f .

See Section 2.5.5 earlier in this chapter for the definitions of widening and narrowing conversions.

2.13.2 Branching Statements

Visual Basic .NET supports a number of branching statements that interrupt the sequential flow of
program execution and instead allow it to jump from one portion of a program to another. These can
be either conditional statements (such as | f or Sel ect Case) or unconditional (such as Cal | and
Exit).

2.13.2.1 Call
The Cal | statement invokes a subroutine or function. For example:
Call SoneMet hod( )

When the invoked subroutine or function finishes, execution continues with the statement following the
Cal | statement. If a function is invoked, the function's return value is discarded.

The Cal | statement is redundant because subroutines and functions can be invoked simply by
naming them:

SonmeMet hod( )
2.13.2.2 Exit

The Exi t statement causes execution to exit the block in which the Exi t statement appeatrs. It is
generally used to prematurely break out of a loop or procedure when some unusual condition occurs.

The Exi t statement should be avoided when possible because it undermines the structure of the
block in which it appears. For example, the exit conditions of a For loop should be immediately
apparent simply by looking at the For statement. It should not be necessary to read through the entire
loop to determine if there are additional circumstances under which the loop might exit. If a given For
loop truly needs an Exi t statement, investigate whether a different loop construct would be better
suited to the task. If a given procedure truly needs an Exi t statement, investigate whether the
procedure is factored appropriately.
The Exi t statement has a different form for each type of block in which it can be used, as listed here:
Exit Do

Exits a Do loop. Execution continues with the first statement following the Loop statement.
Exit For

Exits a For loop. Execution continues with the first statement following the Next statement.

Exit Function
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Exits a function. Execution continues with the first statement following the statement that
called the function.

Exit Property

Exits a property get or property set procedure. Execution continues with the first statement
following the statement that invoked the property get or property set procedure.

Exit Sub

Exits a subroutine. Execution continues with the first statement following the statement that
called the subroutine.

Exit Try

Exits the Try clause of a Tr y block. If the Tr y block has a Fi nal | y clause, execution
continues with the first statement in the Fi nal | y clause. If the Tr y block does not have a
Fi nal | y clause, execution continues with the first statement following the Tr y block.

2.13.2.3 Goto

The Cot o statement transfers execution to the first statement following the specified label. For
example:

Got o MyLabel

MyLabel :

The label must be in the same procedure as the Got o statement.

The Cot o statement is generally avoided in structured programming because it often leads to code
that is difficult to read and debug.

2.13.24 If

The | f statement controls whether a block of code is executed based on some condition. The
simplest form of the | f statement is:

I f expression Then
statenents
End | f

expressi on is any expression that can be interpreted as a Boolean value. If expr essi onis Tr ue,
the statements within the | f block are executed. If expr essi on is Fal se, those statements are
skipped.

To provide an alternative set of statements to execute when expr essi on is Fal se, add an El se
clause, as shown here:

| f expression Then
statenents

El se
statenents
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End If

If expressi onis Tr ue, only the statements in the | f clause are executed. If expr essi on is Fal se,
only the statements in the El se clause are executed.

Finally, a sequence of expressions can be evaluated by including one or more El sel f clauses, as
shown here:

If expression Then
statenents

El sel f expression Then
statenents

El sel f expression Then
statenents

El se
statenents

End |f

Thefirst | f or El sel f clause whose expression evaluates to Tr ue will have its statements executed.
Statements in subsequent El sel f clauses will not be executed, even if their corresponding
expressions are also Tr ue. If none of the expressions evaluate to Tr ue, the statements in the El se
clause will be executed. The El se clause can be omitted if desired.

2.13.2.5 RaiseEvent

The Rai seEvent statement fires the given event. After the event has been fired to all listeners,
execution continues with the first statement following the Rai seEvent statement. See Section 2.20
later in this chapter for more information.

2.13.2.6 Return

The Ret ur n statement exits a function and provides a return value to the caller of the function.
Execution continues with the first statement following the statement that called the function. Here is an
example:

Publ i c Shared Function MyFactorial (ByVal value As Integer) As |nteger
Dmretval As Integer =1
Dimi As I|nteger
For i = 2 To val ue
retval *=i
Next
Return retva
End Function

Another way to return a value to the caller of the function is to assign the value to the function name
and then simply drop out of the bottom of the function. This is how it was done in Visual Basic 6 (and
can still be done in Visual Basic .NET). Here is an example:

Publ i c Shared Function MyFactorial (ByVal value As Integer) As |nteger
Dmretval As Integer =1
Dimi As I|nteger

For i = 2 To val ue
retval *= i

Next

MyFactorial = retval

End Functi on
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In Visual Basic 6, the Ret ur n statement was used to return

a execution to the statement following a GoSub statement. In Visual
Basic .NET, the CoSub statement no longer exists, and the

Ret ur n statement is now used as described here.

2.13.2.7 Select Case

The Sel ect Case statement chooses a block of statements to execute based on some value. For
example:

Sel ect Case str Col or
Case "red"

Case '.'.g.reen"

Case " bI ue"

Case '.'S/.el | ow'

Case EI ée
End Sel e.cf .

If st r Col or in this example contains " bl ue" , only the statements in the Case " bl ue" clause are
executed. If none of the Case clauses matches the value in the Sel ect Case statement, the
statements in the Case El se clause are executed. If more than one Case clause matches the given
value, only the statements in the first matching Case clause are executed.

Case statements can include multiple values to be matched against the value given in the Sel ect
Case statement. For example:

Case "red", "green", "blue", strSoneCol or

This case will be matched if the value in the Sel ect Case statementis"red", " green”, " bl ue", or
the value contained in st r SoneCol or . The To keyword can be used to match a range of values, as
shown here:

Case "appl es" To "oranges”

This Case statement matches any string value that falls alphabetically within this range.
The | s keyword can be used for matching an open-ended range:

Case |s > "oranges"

Don't confuse this use of the | s keyword with the | s comparison operator.

2.13.3 Iteration Statements

Iteration statements, also known as looping statements, allow a group of statements to be executed
more than once. The group of statements is known as the body of the loop. Three statements fall
under this category in Visual Basic .NET: Do, For, and For Each.
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2.13.3.1 Do

The Do loop executes a block of statements either until a condition becomes true or while a condition

remains true. The condition can be tested at the beginning or at the end of each iteration. If the test is
performed at the end of each iteration, the block of statements is guaranteed to execute at least once.
The Do loop can also be written without any conditions, in which case it executes repeatedly until and
unless an Exi t Do statement is executed within the body of the loop. Here are some examples of Do

loops:

Do Wile i < 10

Loop.”

Do Until i >= 10
Loop.”

Do

Loop V\.hi.lei < 10
Do

Loop Unt|l i >= 10
Do

Loop.”

2.13.3.2 For

The For loop executes a block of statements a specified number of times. The number of iterations is
controlled by a loop variable, which is initialized to a certain value by the For statement, then is
incremented for each iteration of the loop. The statements in the body of the loop are repeatedly
executed until the loop variable exceeds a given upper bound.

The syntax of the For loop is:

For variable = expression To expression [ Step expression |
statenments
Next [ variable list ]

The loop variable can be of any numeric type. The variable is set equal to the value of the first
expression before entering the first iteration of the loop body. Prior to executing each iteration of the
loop, the loop variable is compared with the value of the second expression. If the value of the loop
variable is greater than the expression (or less than the expression if the step expression is negative),
the loop exits and execution continues with the first statement following the Next statement.

The step expression is a numeric value that is added to the loop variable between loop iterations. If
the St ep clause is omitted, the step expression is taken to be 1.

The Next statement marks the end of the loop body. The Next keyword can either appear by itself in
the statement or be followed by the name of the loop variable. If For statements are nested, a single
Next statement can terminate the bodies of multiple loops. For example:

For i =1 To 10
For j =1 To 10
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For k =1 To 10

Next Kk, j, |
This code is equivalent to the following:

For i =1 To 10
For j = 1 To 10
For k =1 To 10

Next
Next
Next

| recommend the latter style, since it is considered more structured to terminate each block explicitly.

It is interesting to note that the For loop is equivalent to the following Do loop construction (assuming
that st ep_expr essi on is nonnegative):

| oop_vari able = from expression
Do While | oop_variable <= to_expression
statenments
| oop_vari abl e += step_expression
Loop

If st ep_expressi on is negative, the For loop is equivalent to this (only the comparison in the Do
statement is different):

| oop_vari abl e = from expression
Do While | oop_variable >= to_expression
statenents
| oop_vari abl e += step_expression
Loop

2.13.3.3 For Each

The For Each statement is similar to the For statement, except that the loop variable need not be
numeric, and successive iterations do not increment the loop variable. Instead, the loop variable takes
successive values from a collection of values. Here is the syntax:

For Each variable In expression
statenents
Next [ variable ]

The loop variable can be of any type. The expression must be a reference to an object that exposes
the | Enuner abl e interface (interfaces are discussed later in this chapter). Generally, types that are
considered collections expose this interface. The .NET Framework class library provides several
useful collection types, which are listed in Chapter 3. (See Section 2.5.4 earlier in this chapter for
an explanation of what constitutes a collection type.) The type of the items in the collection must be
compatible with the type of the loop variable. The statements in the body of the loop execute once for
each item in the collection. During each iteration, the loop variable is set equal to each consecutive
item in the collection.

Because all Visual Basic .NET arrays expose the | Enuner abl e interface, the For Each statement
can be used to iterate through the elements of an array. For example:

Dma( ) As Integer = {1, 2, 3, 4, 5}
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Dimb As Integer

For Each b In a
Consol e. Wit eLi ne(b)

Next

This is equivalent to the following code:

Dma( ) As Integer = {1, 2, 3, 4, 5}
Dimb As I|nteger
Dimi As Integer

For i = a. Get Lower Bound(0) To a. CGet Upper Bound(0)
b = a(i)
Consol e. Wit eLine(b)

Next

Because all arrays in Visual Basic .NET implicitly derive from the Array type (in the System
namespace), the a array in this example has access to methods defined on the Array type (specifically
GetLowerBound and GetUpperBound).

In case you're interested, here is the equivalent code using a Do loop. This is essentially what the For
Each statement is doing under the covers, although the For Each construct is likely to compile to
faster code.

Dma( ) As Integer = {1, 2, 3, 4, 5}
Dimb As |nteger
Dme As (bject = a.CGetEnunerator( )
Do Wil e CType(e. GetType( ).IlnvokeMember (" MwveNext", _
Ref | ecti on. Bi ndi ngFl ags. | nvokeMet hod, Not hi ng, e, Nothing), Bool ean)
b = CType(e. Get Type( ).InvokeMenber("Current", _
Ref | ecti on. Bi ndi ngFl ags. Get Property, Nothing, e, Nothing), |nteger)
Consol e. WiteLine(b)
Loop

2.13.4 Mathematical Functions

Mathematical functions are provided through the Math class (defined in the System namespace). The
Math class constants and methods are listed in Appendix E.

2.13.5 Input/Output

File and Internet I/O features are provided by the .NET Framework class library and will be briefly
touched on in Chapter 3. In addition, Visual Basic .NET provides its own class library that includes
functions for opening, reading, and closing files. File access and network-protocol programming are
not discussed in this book. Instead, preference is given to the much more common tasks of database
access and web-service programming.

2.14 Classes

A class is one form of data type. As such, a class can be used in contexts where types are expected—
in variable declarations, for example. In object-oriented design, classes are intended to represent the
definition of real-world objects, such as customer, order, product, etc. The class is only the definition,
not an object itself. An object would be a customer, an order, or a product. A class declaration defines
the set of members—fields, properties, methods, and events—that each object of that class
possesses. Together, these members define an object's state, as well as its functionality. An object is
also referred to as an instance of a class. Creating an object of a certain class is called instantiating an
object of the class.
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Consider the class definition in Example 2-4.

Example 2-4. A class definition
Public C ass Enpl oyee

Publ i ¢ Enpl oyeeNunber As I nteger
Public Fam | yNane As String
Public G venNanme As String
Public DateOBirth As Date
Public Salary As Deci nal

Public Function Format( ) As String
Return G venNanme & " " & Fam | yNane
End Function

End C ass

The code in Example 2-4 defines a class called Employee. It has five public fields (also known as
data members) for storing state, as well as one member function. The class could be used as shown

in Example 2-5.

Example 2-5. Using a class
Dimenp As New Enpl oyee( )

enp. Enpl oyeeNunber = 10

enp. Fam | yNane = "Rodri guez”
enp. G venNane = "Celia"

enp. DateOfBirth = #1/ 28/ 1965#
enp. Sal ary = 115000

Consol e. WiteLi ne("Enpl oyee Nane: " & enp. Format( ))

Consol e. Wi teLi ne("Enpl oyee Nunber: " & enp. Enpl oyeeNunber)
Console.WiteLine("Date of Birth: " & enp.DateOBirth. ToString("D",
Not hi ng))

Console. WiteLine("Salary: " & enp.Salary. ToString("C', Nothing))

The resulting output is:

Enpl oyee Nane: Celia Rodriguez

Enpl oyee Nunber: 10

Date of Birth: Thursday, January 28, 1965
Sal ary: $115, 000. 00

2.14.1 Object Instantiation and New

Object instantiation is done using the New keyword. The New keyword is, in effect, a unary operator
that takes a type identifier as its operand. The result of the operation is a reference to a newly created
object of the given type. Consider the following:

| mports System Col | ections

Di m Ht As Hasht abl e
ht = New Hashtable( )

The Di mstatement declares a variable that is capable of holding a reference to an object of type
Hashtable, but it doesn't actually create the object. The code in the line following the Di mstatement
instantiates an object of type Hashtable and assigns to the variable a reference to the newly created
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object. As with any other variable declaration, the assignment can be done on the same line as the
declaration, as shown here:

I mports System Col | ecti ons

Di m ﬁt As Hashtabl e = New Hashtable( )

Visual Basic .NET permits a typing shortcut that produces the same result:

| mports System Col | ections

Di m ﬁt As New Hashtable( )
2.14.2 Constructors

When a class is instantiated, some initialization often must be performed before the type can be used.
To provide such initialization, a class may define a constructor. A constructor is a special kind of
method. It is automatically run whenever an object of the class is instantiated. Constructor declarations
use the same syntax as regular method declarations, except that in place of a method name, the
constructor declaration uses the keyword New. For example:

Public Cl ass Soned ass
Public Sub New( )
Do any necessary initialization of the object here.
End Sub
End C ass

To invoke the constructor, a new object must be instantiated:

Di m obj As New SoneC ass( )

Note the parentheses (( ) ) following the name of the class. Until you get used to it, this method-style
syntax following a class name may appear odd. However, the empty parentheses indicate that the
class's constructor takes no arguments.

Constructors can take arguments, if they are necessary for the initialization of the object:
Public C ass Soned ass

Dim m val ue As I|nteger

Public Sub New(ByVval InitialValue As |nteger)
m val ue = Initial Val ue
End Sub

End Cl ass

When objects of this class are instantiated, a value must be provided for the constructor's argument:
Di m obj As New SoneC ass(27)
Constructors can be overloaded, if desired. For example:

Public C ass SoneC ass

Dim m val ue As Integer
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Public Sub New( )
m val ue = Date. Today. Day ' for exanple

End Sub
Public Sub New(ByVal InitialValue As Integer)
mvalue = Initial Val ue
End Sub
End d ass

The constructor that is called depends on the arguments that are provided when the class is
instantiated, as shown here:

Dimobj1 As New SoneClass( ) ' calls paraneterless constructor
Di m obj 2 As New SonmeCl ass(100) ' calls paraneterized constructor

Constructors are usually marked Publ i c. However, there are times when it may be desirable to mark
a constructor as Pr ot ect ed or Pri vat e. Protected access prohibits the class from being instantiated
by any class other than a class derived from this class. Private access prohibits the class from being
instantiated by any code other than its own. For example, a particular class design might require that
the class itself be in control of whether and when instances are created. Example 2-6 shows a class
that implements a crude form of object pooling.

Example 2-6. Using a private constructor
| nports System Col | ections

Public C ass MyPool edd ass

' This shared field keeps track of instances that can be handed out.
Private Shared m pool As New Stack( )
" This shared nmethod hands out instances.
Public Shared Function Getlnstance( ) As M/Pool edC ass

I f m pool.Count > 0 Then

' We have one or nore objects in the pool. Renove one fromthe

pool and give it to the caller.

Return CType(m pool . Pop( ), M/Pool edd ass)
El se

We don't have any objects in the pool. Create a new one.
Ret urn New MyPool edCl ass( )
End | f
End Function
" This nethod nmust be called to signify that the client is finished
with the object.
Public Sub I nmDone( )
" Put the object in the pool.
m pool . Push( Me)
End Sub

Declaring a private constructor neans that the only way to
instantiate this class is through the Getlnstance nethod.
Private Sub New( )

End Sub

End d ass

The class in Example 2-6 would be used like this:
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Di m obj As MyPool edd ass = MyPool edC ass. Get I nstance( )

obj I mDone( )

Sometimes when constructors are overloaded, it makes sense to implement one constructor in terms
of another. For example, here is a class that has a constructor that takes a SglConnection object as a
parameter. However, it also has a parameterless constructor that creates a SglConnection object and
passes it to the class's parameterized constructor. Note the use of the My Cl ass keyword to access
members of the type:

| mports System Data. Sql Cl i ent
Pubi | c Class Soned ass

Public Sub New( )
MyCl ass. New( New Sgl Connection( ))
End Sub

Public Sub New(ByVal cn As Sgl Connecti on)
Do sonething with the connection object.
End Sub

End Cl ass

Similarly, MyBase. New can call a base-class constructor. If this is done, it must be done as the first
statement in the derived class's constructor. Note that if no explicit call is made, the compiler creates a
call to the base-class constructor's parameterless constructor. Even if the base class exposes a
parameterized constructor having the same signature (i.e., the same number and types of parameters)
as the derived class's constructor, by default the compiler generates code that calls the base class's
parameterless constructor.

If a class has shared fields that must be initialized before access, and that initialization can't be
performed by initializers in the fields' declarations, a shared constructor may be written to initialize the
fields, as shown here:

Public C ass Soned ass
Public Shared SoneStaticField As Integer
Shared Sub New( )
SomeSt ati cFi el d = Date. Today. Day
End Sub

End Cl ass

The shared constructor is guaranteed to run sometime before any members of the type are referenced.
If any shared fields have initializers in their declarations, the initializers are assigned to the fields
before the shared constructor is run.

Shared constructors may not be overloaded, nor may they have access modifiers (Publ i c, Pri vat e,
etc.). Neither feature is meaningful in the context of shared constructors.

2.14.3 Fields

Fields, also known as data members, hold the internal state of an object. Their declarations appear
only within class and structure declarations. Field declarations include an access modifier, which
determines how visible the field is from code outside the containing class definition. Access modifiers
were discussed earlier in this chapter, under Section 2.10.
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The value stored in a field is specific to a particular object instance. Two instances can have different
values in their corresponding fields. For example:

Dimenpl As New Enpl oyee( )
Dimenp2 As New Enpl oyee( )

10
20 ' Doesn't affect enpl.

enpl. Enpl oyeeNunber
enp2. Enpl oyeeNunber

Sometimes it is desirable to share a single value among all instances of a particular class. Declaring a
field using the Shar ed keyword does this, as shown here:

Public O ass X
Public Shared a As I|nteger
End C ass

Changing the field value through one instance affects what all other instances see. For example:

Dmqg As New X( )
Dmr As New X( )

10

g.
r. 20

a
a
Consol e. WiteLine(g.a) ' Wites 20, not 10.

Shared fields are also accessible through the class name:

Consol e. WiteLine(X a)
2.14.3.1 Read-only fields

Fields can be declared with the ReadOnl y modifier, which signifies that the field's value can be set
only in a constructor for the enclosing class. This gives the benefits of a constant when the value of
the constant isn't known at compile time or can't be expressed in a constant initializer. Here's an
example of a class that has a read-only field initialized in the class's constructor:

Public O ass MDat aTi er
Public ReadOnly ActiveConnection As System Data. Sql Cient. Sql Connecti on
Public Sub New(ByVal ConnectionString As String)
ActiveConnection = _
New System Dat a. Sql C i ent. Sgl Connecti on( Connecti onStri ng)
End Sub

End C ass

The ReadOnl y modifier applies only to the field itself—not to members of any object referenced by
the field. For example, given the previous declaration of the MyDataTier class, the following code is
legal:

Di m nydata As New MyDat aTi er (str Connecti on)
nmydat a. Acti veConnecti on. ConnectionString = strSoneQ her Connecti on
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2.14.4 Handling Events

When a field is of an object type that exposes events, the field's enclosing class may define methods
for handling those events. For an explanation of events, see Section 2.20 later in this chapter.

Here is an example:

| mports System Data. Sql Cl i ent
Publ ic Cl ass Event Handl i ngTest
Private WthEvents mcn As Sqgl Connecti on

Public Sub MySgl | nf oMessageEvent Handl er ( _
ByVal sender As bject, _
ByvVal e As Sgl | nfoMessageEvent Args _
) Handl es m cn. | nf oMessage
Dimsqgle As Sql Error
For Each sqgle In e.Errors
Debug. Wit eLi ne(sql e. Message)
Next
End Sub

End Cl ass

This class has a field, m_cn, that holds a database connection. The field is declared with the

W t hEvent s keyword, so the class is capable of receiving and handling events raised by the
Connection object. In order to handle the Connection object's InfoMessage event, the class defines a
method having the appropriate parameter list and a Hand| es clause:

Public Sub MySgl | nf oMessageEvent Handl er ( _
ByVal sender As bject, _
ByvVal e As Sgl | nfoMessageEvent Args

) Handl es m cn. | nfoMessage

This declaration signifies that when the InfoMessage event is raised by the object referenced in m_cn,
the MySQLInfoMessageEventHandler method should be called to handle it. The body of the event
handler in this case simply outputs the messages received from SQL Server.

2.14.5 Inheritance

Inheritance is one way to reuse and extend previously written code. A program's design often requires
several classes as variations of a common theme. Consider a drawing program that deals with many
shapes. Such a program would probably define a class for each kind of shape. However, there would
be much in common among such classes, including many of their fields, methods, and events.
Inheritance allows these common features to be extracted into a base class from which the various
specific shape classes are derived. Example 2-7 shows a base class called Shape, two utility
classes used by Shape (Point and Extent), and two classes derived from Shape (Circle and Square).

Example 2-7. Class inheritance

This structure represents a point on a plane.
Public Structure Point
Public X As Integer
Public Y As Integer
End Structure
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This structure represents a size or offset.
Public Structure Extent

Public XExtent As Integer

Public YExtent As |nteger
End Structure
' This class represents the functionality that is conmon for
all shapes. This class can't itself be instantiated, because
" of the "Mustlnherit" nodifier.
Public Miustlnherit C ass Shape

The upper-left corner of the shape.
Public Origin As Point

" The width and height of the shape.
Public Size As Extent
' This forces all derived classes to inplement a nethod
" called Draw. Notice that a nmethod marked with Mistlnherit
" has no body in the base cl ass.
Public MiustOverride Sub Drawm )
' This subroutine noves a shape.
Public Sub O fset(ByVal Anmount As Extent)
Origin. X += Anount . XExt ent
Origin.Y += Anount . YExt ent
End Sub
" This property allows the class user to find or set the
center of a shape.
Public Property Center( ) As Point
Get
Dimretval As Point
retval . X = Origin. X + (Size. XExtent \ 2)
retval .Y = Origin. Y + (Size. YExtent \ 2)
Return retval
End Cet
Set
DimcurrentCenter As Point = Center
Origin. X += Value. X - currentCenter. X
Oigin.Y += Value.Y - currentCenter.Y
End Set
End Property

End d ass

Public Class Circle
I nherits Shape
Public Cverrides Sub Draw( )
" Just a dummy statenment for the exanple.
Console.WiteLine("GCrcle.Dram ) was called.")
End Sub
End d ass

Public C ass Square
I nherits Shape
Public Overrides Sub Drawm )
" Just a dummy statenent for the exanple.
Consol e. WitelLine("Square.Dram ) was called.")
End Sub
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End C ass
Note the following:

The Must | nher i t modifier in the Shape class declaration indicates that this class can't be
instantiated—it can only be used as a base class in a derivation. In object-oriented design
terminology, such a class is known as an abstract class.

The Circle and Square classes inherit the public members declared in the Shape class.

Using the Must Over r i de modifier on the Draw method declaration in the Shape class forces
derived classes to provide an implementation for this method.

Constructors aren't inherited. The Ellipse and Rectangle classes therefore declare their own
constructors.

When no constructor is explicitly provided in a class definition, the compiler automatically
creates one. Therefore, all classes have at least one constructor. The autogenerated
constructor (also known as the default constructor) created by the compiler is the same as if
the following code were written in the class definition:

Public Sub New( )

MyBase. New( )
End Sub

That is, the default constructor simply calls the base class's parameterless constructor. If there
is no parameterless constructor on the base class, the compiler generates an error. If a class
defines a parameterized constructor, the compiler does not generate a default constructor.
Therefore, if both parameterless and parameterized constructors are needed, both must be
explicitly written in the class definition.

It is possible to define a class from which it is not possible to inherit. This is done with the
Not | nheri t abl e keyword in the class declaration, as shown here:

Public Notlnheritable C ass SomeC ass
End O ass
2.14.6 Methods

Methods are members that contain code. They are either subroutines (which don't have a return value)
or functions (which do have a return value).

Subroutine definitions look like this:

[ method _nodifiers | Sub [ attribute list ] _

nmet hod_nane ( [ paranmeter _list ] ) [ handles_or_inplenents ]
[ method_body ]
End Sub

Function definitions look like this:

[ method _nodifiers ] Function [ attribute list ] _
nmet hod_nanme ( [ paranmeter_list ] ) [ As type_nane ]
[ handl es_or _inpl enments ]

[ method_body ]

End Function

The elements of method definitions are:
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net hod_nodi fiers
Keywords that affect the accessibility or use of the method. These include the following:
Access modifiers

Public, Protected, Friend, Protected Friend,orPrivate, as described in Table 2-
5. If no access-modifier keyword is given, Publ i c is assumed.

Override modifiers

Overrides, Must Overri de, Overri dabl e, or Not Overri dabl e. See Section 2.14.6.6.

Overloads keyword

Specifies that this method is an overload. See Section 2.14.6.7 later in this section.

Shared keyword

Specifies that this method does not access object state. That means that the method does not
access any nonshared members.

Sub or Function keyword
Specifies whether this method is a subroutine or a function.

attribute |ist

An optional list of attributes to be applied to the method. See Section 2.22 later in this
chapter.

net hod_nane
The name of the method.

paraneter _|i st

An optional list of formal parameters for the method. See Section 2.14.6.1.
As type_nane

For functions only, the data type of the value returned from this function. If Opt i on St ri ct is
off, the As t ype_nane clause is optional; otherwise, it is required. If it is omitted, the
function's return type defaults to Object. Subroutine declarations do not have an As
type_nane clause.

handl es_or _i npl enent s

Either the Hand| es keyword followed by a list of events from the enclosing class's data
members, or the | npl enent s keyword followed by a list of methods from an interface

implemented by the enclosing class. See Section 2.20 and Section 2.15 later in this
chapter.

nmet hod_body
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End Sub or End Function keywords

Indicates the end of the method definition.

2.14.6.1 Method parameters

Methods can be defined to take arguments. As already shown, method definitions can take an optional
parameter list. A parameter list looks like this:

paranmeter { , paraneter }

That is, a parameter list is one or more parameters separated by commas. Each parameter in the list
is of the form:

[ Optional | [ ParamArray ] [ ByRef | Byval ] [ attribute_list ]
paraneter_name [ As type name ] [ = constant_expression ]

The elements of each parameter declaration are:
Optional keyword

Specifies that an actual argument may be omitted for this parameter in a call to this method. If
Opt i onal is specified, the = const ant _expr essi on, which defines the default value of an
omitted argument, must also be specified. Nonoptional parameters can't follow optional
parameters in a parameter list. Opt i onal and Par amAr r ay parameters can't appear in the
same parameter list.

ParamArray keyword

Specifies that the caller can provide a variable number of arguments. The actual arguments
are passed to the method in an array. Only the last parameter in a list may have the

Par amAr r ay keyword attached to it. Opt i onal and Par amAr r ay parameters can't appear in
the same parameter list. Parameter arrays are discussed later in this section, under Section
2.14.6.3.

ByRef or ByVal keyword

Specifies whether the actual argument will be passed to the method by reference or by value.
When an argument is passed by reference, the address of the argument is passed to the
routine; as a result, assignments to the parameter within the method affect the argument in the
calling environment. When an argument is passed by value, a copy of the argument is passed
to the routine; as a result, assignments to the parameter within the method do not affect the
argument in the calling environment. Consider this code:

Publ i c Shared Sub TestByRef (ByRef M/Paraneter As |nteger)
MyParaneter += 1
End Sub

Publ i c Shared Sub TestByVal (ByVal M/Paraneter As |nteger)
MyParameter += 1
End Sub

Public Shared Sub DoTest( )
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Dmx As Integer =1
Test ByRef ( x)

Consol e. WiteLine("x = & X)
Dmy As Integer =1

Test ByVal (y)
Console.WiteLine("y = & vy)

End Sub

The output of the DoTest method is:

2
1

X
y

The TestByRef and TestByVal methods both increment the values of the arguments passed to them
by one. However, because the parameter of the TestByRef method is By Ref , the new value is written
back to the argument in the caller (in this case, the variable x in the DoTest method). In contrast, the
TestByVal method's parameter is By Val , so the assignment to the parameter doesn't affect the caller.

Be aware of the effects of ByRef and ByVal on arguments that are reference types. ByRef means
that a reference to the reference is being passed; ByVVal means that the reference itself is being
passed. That means that inside the method, the reference could be used to modify the state of the
object in the calling environment. For example:

Public Cl ass SoneC ass
Public a As Integer
End C ass

Public C ass Test Soned ass

Publ i ¢ Shared Sub Test ByRef (ByRef MyParaneter As SoneCd ass)
MyParaneter.a += 1

End Sub

Publ i ¢ Shared Sub TestByVal (ByVal My/Paraneter As SoneC ass)
MyParaneter.a += 1

End Sub

Publ i c Shared Sub DoTest( )

Dim x As New SoneCl ass( )

x.a =1
Test ByRef ( x)
Console. WiteLine("x.a =" & x.a)
Dimy As New SoneCl ass( )
y.a =1
Test ByRef (y)
Console. WiteLine("y.a =" &y.a)
End Sub
End C ass

The output of the DoTest method in this code is:

2
2

X.a
y.a
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Observe that even though the variable y is passed by value to the TestByVal method, one of its
members nevertheless is updated. In this case, ByVal merely keeps the reference in y from being
overwritten by another reference.

attribute |ist

Specifies a list of custom attributes to apply to the parameter. Attributes are discussed later in
this chapter.

par anet er _nane
Specifies the name of the parameter.
As type_nane

Specifies the data type of the parameter. When the method is called, the type of the actual
argument must be compatible with the type of the parameter. The As t ype nane element is
optional if Opt i on Stri ct is off; otherwise, it is required. If it is omitted, Object is assumed.

const ant _expression

Specifies a constant expression that specifies what value the parameter should take if no
actual argument is provided. This is permitted only on optional parameters.

2.14.6.2 Passing arrays as parameters

To declare a parameter as able to receive an array, include parentheses after the parameter name in
the declaration. The caller leaves off the parentheses when naming the actual argument. For example:

Publi c Shared Sub SonmeMet hod(ByVal x( ) As String)
Dimstr As String
For Each str In x
Consol e. WiteLine(str)
Next
End Sub

Publ ic Shared Sub Test SoneMet hod( )
Dima(5) As String

a(0) = "First"

a(1l) = "Second"

a(2) = "Third"

a(3) = "Fourth”

a(4) = "Fifth"

SorreMet hod( a)
End Sub

In the SomeMethod method, parameter x represents an array of String objects. In the
TestSomeMethod method, a String array is allocated, its elements are assigned, and the array as a
whole is passed to the SomeMethod method, which then prints the array's contents.

All array types are reference types. That means that when passing an array as a parameter, only a
reference to the array is passed. Because the target method receives a reference to the array, the
array elements can be changed by the method, even if the array reference was passed by value. If the
array reference is passed by reference, the array reference itself can be changed by the method. For
example, the method could allocate a new array and return it through the By Ref parameter, like this:

Publ i c Shared Sub DunpArray(ByVal x( ) As String)
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Dimstr As String
For Each str In Xx
Consol e. WiteLine(str)
Next
End Sub

Publ i c Shared Sub CreateNewArray(ByRef x( ) As String)
Di m newal (7) As String

newal (0) = "1st"
newal (1) = "2nd"
newal (2) = "3rd"
newal (3) = "4th"
newal (4) = "5th"
newal (5) = "6th"
newal (6) = "7th"
X = newal
End Sub

Publ i c Shared Sub DoTest( )

Set up a five-element string array and show its contents.
Dima(5) As String

a(0) = "First"
a(1l) = "Second"
a(2) = "Third"
a(3) = "Fourth"
a(4) = "Fifth"

Console.WiteLine("a( ) before calling the CreateNewArray nethod:")
DunpArray(a)

Now pass it to the CreateNewArray nethod and then show its
new contents.
Creat eNewArray(a)
Consol e. WiteLine( )
Console.WiteLine("a( ) after calling the CreateNewArray nethod:")
DunpArray(a)

End Sub

In this code, the DoTest method creates a five-element string array and passes it to DumpArray to
show the array's contents. The DoTest method then calls CreateNewArray, which allocates a new
string array—this time with seven elements. It would not be possible, however, to pass back an array
with a different number of dimensions, because the parameter is explicitly declared as one-
dimensional. Visual Basic .NET considers the dimensionality of an array to be part of its type, but the
size of any particular dimension is not part of the array's type.

2.14.6.3 Variable-length parameter lists

Some methods need to take a variable number of arguments. For example, a function to compute the
average of the numbers passed to it should accommodate as few or as many numbers as needed.
Visual Basic .NET provides this capability through parameter arrays . A parameter array is a
parameter that to the method looks like an array but to the caller looks like a variable number of
parameters. Here is the average-calculation method just mentioned:

Publ i ¢ Shared Function Avg(ParamArray ByVal Nunbers( ) As Integer) As
Doubl e
Dimsum As Integer = 0
Di m count As Integer =
Dimn As Integer
For Each n In Nunbers

0
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sum += n
count += 1
Next
Return sum/ count
End Functi on

This method declares only a single parameter—an array of Integers. However, it includes the
Par amAr r ay keyword in the declaration, which tells the compiler to allow calls such as this:

Comput e the average of some nunbers.
Dimd As Double = Avg(31, 41, 59, 26, 53, 58)

It's worth noting that an actual array can be passed through the Par amAr r ay parameter—something
that wasn't possible in Visual Basic 6. For example:

Comput e the average of some nunbers.
Dmargs( ) As Integer = {31, 41, 59, 26, 53, 58}
Dimd As Double = Avg(args)

2.14.6.4 Main method

When an executable application is compiled, some code must be identified as the startup routine. This
portion is what is executed when the application is run. The Visual Basic .NET compiler looks for a
method named Main to fulfill this need. In .NET, all code exists as methods within classes, even the
Main method. To make it accessible without having to instantiate a class, the Main method must be
declared as shared. For example:

Public Cl ass App
Publ ic Shared Sub Main( )

End Sub
End Cl ass

The name of the class is not important. At compile time, the Visual Basic .NET compiler looks for a
public shared subroutine named Main somewhere in the code. If more than one class has such a
method, the developer must specify which one to use by setting the startup object in the Project
Properties dialog box. If you're using the command-line compiler, specify the desired startup object
with the / mai n: <cl ass> switch.

A program's Main method can also appear within a Visual Basic .NET module (not to be confused
with .NET modules, which are described in Chapter 3). Because Visual Basic .NET modules are
classes wherein everything is shared, the Shar ed keyword is not used in such a declaration:

Modul e App
Public Sub Main( )

End Sub
End Modul e

2.14.6.5 Implementing interface methods

Classes can be declared as implementing one or more interfaces. (See Section 2.15.) To implement
an interface, the class must expose methods that correspond to the methods defined by the interface.
This is done by declaring the methods in the usual way, but with an | npl enent s clause as part of the
declaration. Note the | npl enent s keyword added to the declaration of the CompareTo method in this
example:
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Public d ass SoneC ass
[ mpl enrent s | Conpar abl e

Publ i ¢ Function ConpareTo( _
ByVal obj As bject _
) As Integer |nplenents | Conparabl e. ConpareTo

End Functi on
End C ass

When appearing in a method declaration, the | npl enent s keyword must be followed by the name of
the interface and method that the given method implements. The class's method must have the same
signature and return type as the interface's method, but they need not have the same name.

2.14.6.6 Overriding inherited methods

Example 2-7 showed how a base class can be written such that it forces derived classes to
implement certain methods. In this case, the Shape class contains this declaration:

Public MustOverride Sub Draw( )

This declares the Draw method, which takes no arguments. The Must Over ri de keyword specifies
that the base class does not provide an implementation for this method and that derived classes must
do so.

It is sometimes preferable to allow the base class to provide a default implementation, yet allow
derived classes to substitute their own implementations. Classes that don't provide their own
implementations use the base class's implementation by default. Consider the following class
definitions:

Cl ass BaseC ass
Public Overridable Sub SonmeMet hod( )
Consol e. WiteLi ne("BaseC ass definition")
End Sub
End C ass ' Based ass

Cl ass Derivedd ass
| nherits Based ass
Public Overrides Sub SoneMet hod( )
Consol e. WiteLine("DerivedC ass definition")
End Sub
End Class ' DerivedC ass

Cl ass DerivedC ass?
| nherits BaseC ass
End Class ' DerivedC ass?2

The BaseClass class defines a method called SomeMethod. In addition to providing an
implementation of this method, the declaration specifies the Over ri dabl e keyword. This signals to
the compiler that it's okay to override the method in derived classes. Without this modifier, derived
classes cannot override the method. The DerivedClass class overrides this method by defining a
method having the same name and signature and by specifying the Over ri des keyword. The Visual
Basic .NET compiler requires that the Over ri des keyword be present to ensure that the developer
actually meant to override a base-class method. The DerivedClass?2 class does not override the
SomeMethod method. Calls to SomeMethod through objects of type DerivedClass2 will invoke the
BaseClass definition of SomeMethod. Here is an example:
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Dimb As New BaseC ass( )
Dimd As New Derivedd ass( )
Dim d2 As New DerivedC ass2( )

b. SomeMet hod( )
d. SomeMet hod( )
d2. SoneMet hod( )

This code results in the following output:

BaseCl ass definition
Deri vedC ass definition
BaseCl ass definition

The SomeMethod implementation in the DerivedClass class can itself be overridden by a class
deriving from DerivedClass. This can be prevented, if desired, by specifying the Not Overri dabl e
keyword in the definition of the SomeMethod method of the DerivedClass class, as shown here:

Cl ass Derivedd ass
I nherits BaseCl ass
Publ i c Not Overridabl e Overrides Sub SonmeMet hod( )

End Sub
End Class ' Derivedd ass

2.14.6.7 Overloading

When two or more different methods conceptually perform the same task on arguments of different
types, it is convenient to give the methods the same name. This technique is called overloading and is
supported by Visual Basic .NET. For example, the following code defines an overloaded SquareRoot
method that can take either a Long or a Double as a parameter:

Publ i ¢ Function SquareRoot ( _
Byval Val ue As Long _
) As Doubl e
End Function
Publ i ¢ Function SquareRoot ( _
ByVal Val ue As Double _
) As Doubl e
End Function
When a call is made to the SquareRoot method, the version called is determined by the type of the
parameter passed to it. For example, the following code calls the version of the method that takes a
Long:
Dimresult As Doubl e = SquareRoot (10)

And this code calls the version that takes a Double:
Dimresult As Doubl e = SquareRoot (10. 1)

Careful readers will note that in the first case the type of the argument is actually Integer, not Long.
The Long version of the method is invoked because it is the closest match to the given argument. If
there were also an Integer version of the method, that version would have been invoked, because it is
a better match to the given argument. The .NET runtime (discussed in Chapter 3) always attempts to
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invoke the most appropriate version of an overloaded function, given the arguments provided. If no
suitable overload is found, a compiler error occurs (if Opt i on St ri ct is on) or a runtime exception
occurs (if Opti on Stri ct is off).

The name of a method together with the number and types of its arguments are called the signature of
the method. The signature uniquely identifies a specific overloaded version of a specific method. Note
that the return type is not part of the signature. Two versions of an overloaded method are not
permitted to differ only by return type.

2.14.6.8 Overloading inherited methods

A method can also overload a method in a base class. Be careful to note the difference between
overloading a base-class method and overriding a base-class method. Overriding means that the
base-class method and the derived-class method have the same signature and that the derived-class
method is replacing the base-class method. In addition, the base-class method must be marked with
the Overri dabl e keyword. Overloading means that they have different signatures and that both
methods exist as overloads in the derived class. When overloading a method defined in a base class,
the derived-class method declaration must include the Over | oads keyword, but the base-class
method doesn't have any special keyword attached to it. Here's an example:

Public Cl ass BaseC ass
Public Sub SonmeMet hod( )

End Sub
End C ass

Public C ass Derivedd ass
I nherits Based ass
Public Overl oads Sub SoneMet hod(ByVal i As I|nteger)

End Sub
End C ass

The requirement for the Over | oads keyword helps to document the fact that a base-class method is
being overloaded. There is no technical reason that the compiler requires it, but it is required
nevertheless to help prevent human error.

2.14.6.9 Shadowing

The Shadows keyword allows a derived-class method to hide all base-class methods with the same
name. Consider the following code, which does not use the Shadows keyword:

Public Cl ass BaseC ass
Public Overridabl e Sub SonmeMet hod( )

End Sub
Public Overridable Sub SonmeMet hod(ByVal i As Integer)

End Sub
End C ass

Public Cl ass Derivedd ass
| nherits Based ass
Public Overl oads Overrides Sub SoneMet hod( )

End Sub
End d ass
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The base class overloads the SomeMethod method, and the derived class overrides the version of the
method having no parameters. Instances of the derived class not only possess the parameterless
version defined in the derived class, but they also inherit the parameterized version defined in the
base class. In contrast, consider the following code, which is the same except for the declaration of the
SomeMethod method in the derived class:

Public C ass BaseC ass
Public Overridable Sub SomeMet hod( )

End Sub
Public Overridabl e Sub SoneMet hod(ByVal i As |nteger)

End Sub
End Cl ass

Public Cl ass Derivedd ass
I nherits BaseCl ass
Publ i ¢ Shadows Sub SonmeMet hod( )

End Sub
End Cl ass

In this version, instances of the derived class possess only the parameterless version declared in the
derived class. Neither version in the base class can be called through a reference to the derived class.

2.14.7 Properties

Properties are members that are accessed like fields but are actually method calls. The idea is that a
class designer may wish to expose some data values but needs to exert more control over their
reading and writing than is provided by fields. Properties are also useful for exposing values that are
calculated. This is demonstrated by the Center property in the Shape class of Example 2-7. The
property can be read and written just like the Origin and Size fields. However, there is no actual data
member called Center. When code reads the Center property, a call is generated to the Center
property's get t er . When a new value is assigned to the Center property, a call is generated to the
property's sett er.

Property declarations look like this:

[ property nodifiers | Property [ attributes | Property_Name _
([ parameter list ] ) [ As Type_Nanme | [ inplenents |ist ]

[ getter ]

[ setter ]

End Property

The components of the declaration are:
property nodifiers
Further defined as:

[ Default ][ access nodifier ][ override nodifier ]
[ overload nodifier ] |

shared nodifier ] |

read/wite nodifier ]

If the Def aul t keyword is present, it specifies the property as the default property of the class.
Only one property in a class can be the class's default property, and only parameterized (or
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indexed) properties can be default properties. So what is a default property? A default
property is just a property that can be referenced without actually specifying the property's
name. For example, if a class has a default property called Item, takes an Integer argument,
and is of type String, the following two lines are equivalent to each other:

nmyObject.ltem3) = "hello, world"
myQhj ect(3) = "hello, world"

Note that previous versions of Visual Basic did not constrain parameterized properties as the
only possible default properties.

The access nodi fi er,override nodifier,overl oad nodi fi er, and shar ed
nodi fi er clauses have the same meanings as discussed later in this chapter in relation to
method definitions. The read/ wri t e nodi f i er clause is defined as:
ReadOnly | WiteOnly
This clause determines whether the property is read/write (signified by the absence of
ReadOnly and Wi t eOnl y), read-only (signified by ReadOnl y), or write-only (signified by
WiteOnly).

Property keyword
Identifies this as a property definition.

attri butes

Represents a comma-separated list of attributes to be stored as metadata with the property.
Attributes are discussed earlier in this chapter.

Property_Nane
Represents the name of the property.
paraneter |i st

Permits properties to have parameters. Parameterized properties are also called indexed
properties. See the discussion of parameter lists in Section 2.14.6 earlier in this chapter.

As Type_Nane

Indicates the data type of the property. This clause is optional if Opt i on St ri ct is off;
otherwise, it is required. If this clause is omitted, the property defaults to type Object.

i mpl enents |ist
Has the same meaning as for method definitions.
getter
Provides the method that is executed when the property is read. Its form is:

Cet
code
End Get
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The value returned by the get t er is returned as the value of the property. To return a value
from the get t er, either use the Ret ur n statement with an argument or assign a value to the
property name. The value returned must be compatible with the data type of the property.

Itis an error to provide a get t er if the property has been marked Wi teOnly.
setter

Provides the method that is executed when the property is written. Its form is:

Set [ ( Byval Value [ As Type_Nane | ) ]
code
End Set

The value assigned to the property is passed to the method through the parameter specified in
the Set statement. The type specified in the Set statement must match the type specified in
the Property statement. Alternatively, the parameter declaration can be omitted from the
Set statement. In this case, the value assigned to the property is passed to the method
through a special keyword called Val ue. For example, this set t er copies the passed-in
value to a class data member called MyDataMember:

Set
MyDat aMenber = Val ue
End Set

The data type of Val ue is the same as the data type of the property.
End Property keywords
Indicates the end of the property definition.

Review the property definition from Example 2-7:

This property allows the class user to find or set the
center of a shape.
Public Property Center( ) As Point
Get
Dimretval As Point
retval . X = Oigin. X + (Si ze. XExtent \ 2)
retval .Y = Oigin. Y + (Size. YExtent \ 2)
Return retval
End Get
Set
Dimcurrent Center As Point = Center
Oigin. X += Value. X - currentCenter. X
Oigin.Y += Value.Y - currentCenter.Y
End Set
End Property

This is a public property called Center that has a type of Point. The get t er returns a value of
type Point that is calculated from some other members of the class. The set t er uses the
passed-in value to set some other members of the class.
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2.14.8 The Me and MyClass Keywords

There are several ways for code to access members of the class in which the code is running. As long
as the member being accessed is not hidden by a like-named declaration in a more immediate scope,
it can be referenced without qualification:

Public C ass SoneCl ass
Publ i ¢ SoneVal ue As | nteger
Public Sub SoneMet hod( )
SoﬁéVal ue = 5
End Sub

End C ass

If the member is hidden by a more immediate declaration, the Ve keyword can be used to qualify the
reference. Unqualified references refer to the more local declaration, as shown here:

Public d ass SoneC ass
Publ i ¢ SoneVal ue As | nteger
Publ i c Sub SoneMet hod(ByVal SoneVal ue As | nteger)

Assign the passed-in value to a field.
Me. SoneVal ue = SoneVal ue

End Sub

End C ass

The Me keyword is an implicit variable that holds a reference to the object instance running the code.
Related to the Ve keyword, but subtly different, is the MyCl ass keyword. While the Ve keyword can be
used in any context in which an object reference is expected, the My Cl ass keyword is used only for
member access; it must always be followed by a period and the name of a member, as shown here:

Public C ass Soned ass
Publ i ¢ SoneVal ue As | nteger
Publ i c Sub SoneMet hod(ByVal SoneVal ue As | nteger)

Assign the passed-in value to a field.
MyCl ass. SoneVal ue = SoneVal ue

End Sub

End C ass

As you can see, there is overlap in the contexts in which these two keywords can be used, and for
most circumstances they can be considered synonymous. However, there are situations in which the
two keywords differ:

The Ve keyword can't be used in shared methods because it represents a specific object
instance of the class, yet shared methods can be executed when no instance exists.
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The keywords can behave differently when used in a class from which other classes are
derived. Consider this code:
Public Cl ass BaseCd ass
Public Sub Methodl( )
Consol e. WiteLine("lnvoking Me. Method2...")
Me. Met hod2( )
Consol e. WiteLine("l nvoking M/Cl ass. Met hod2...")
MyCl ass. Met hod2( )
End Sub
Public Overridabl e Sub Method2( )
Consol e. WiteLine("BaseC ass. Met hod2")
End Sub
End C ass

Public C ass Derivedd ass
I nherits BaseCl ass
Public Overrides Sub Method2( )
Consol e. WiteLine("DerivedC ass. Met hod2")
End Sub
End d ass

This code defines two classes: BaseClass and DerivedClass. BaseClass defines two methods:
Method1 and Method2. DerivedClass inherits Method1 but provides its own implementation
for Method2.

Now consider the following instantiation of DerivedClass, as well as a call through it to the
Method1 method:

Dimd As New Derivedd ass( )
d. Met hod1( )

This produces the following output:

I nvoki ng Me. Met hod2. ..

Deri vedd ass. Met hod2

I nvoki ng Myd ass. Met hod2. . .
BaseCl ass. Met hod2

The call to Method1 through the DerivedClass instance calls the Method1 implementation
inherited from BaseClass. Method1 calls Method?2 twice: once through the Ve keyword and
once through the My Cl ass keyword. The Ve keyword is a reference to the actual object
instance, which is of type DerivedClass. Therefore, Ve. Vet hod2( ) invokes the
DerivedClass class's implementation of Method2. In contrast, the MyCl ass keyword is used
for referencing members in the class in which the code is defined, which in this case is the
BaseClass class. Therefore, My Cl ass. Met hod2( ) invokes the BaseClass class's
implementation of Method2.

2.14.9 The MyBase Keyword

The MyBase keyword is used to access methods on the base class. This feature is commonly used
when an overriding method needs to call the base-class implementation of the same method:

Public C ass BaseC ass
Public Overridabl e Sub DoSonet hi ng( )
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End Sub
End C ass

Public C ass Derivedd ass
I nherits Based ass
Public Overrides Sub DoSomet hi ng( )
Start by calling the base-class inplenenation of DoSonet hi ng.
MyBase. DoSonet hi ng( )
Then continue on with additional stuff required by DerivedC ass.
End Sub
End C ass

2.14.10 Nested Classes

Class definitions can be nested. The nested class is considered a member of the enclosing class. As
with other members, dot notation is used for accessing the inner class definition. Consider this nested
class definition:

Public Class QuterC ass
Public C ass I nnerC ass
Public Sub SoneMet hod( )
Consol e. WiteLine("Hello from I nnerd ass. SonmeMet hod! ")
End Sub
End C ass
End C ass

Instantiating an object of type InnerClass requires qualifying the name with the name of the enclosing
class:

Dimx As New QuterC ass. |l nnerd ass( )
x. SomeMet hod( )

The accessibility of the inner-class declaration can be controlled with the class declaration's access
modifier. For example, in the following definition, InnerClass has been declared with the Pri vat e
modifier, making it visible only within the confines of the OuterClass class:

Public Cl ass QuterC ass
Private C ass | nnerd ass
End C ass

End C ass

Classes can be nested as deeply as desired.

2.14.11 Destructors

Just as constructors are methods that run when objects are instantiated, it is often convenient to
define methods that run when objects are destroyed (that is, when the memory that was allocated to
them is returned to the pool of free memory). Such a method is called a destructor. Visual Basic .NET
doesn't have special syntax for declaring destructors, as it does for constructors. Instead, Visual
Basic .NET uses the specially named methods Finalize and Dispose to perform the work normally
associated with destructors. Because this mechanism is actually part of the .NET Framework rather
than Visual Basic .NET, it is explained in Chapter 3, under "Memory Management and Garbage
Collection.”
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2.14.12 Early Versus Late Binding

Declarations permit the compiler to know the data type of the item being declared. Here is the
declaration of a variable of type String:

Dms As String

Knowing the data type of a variable (or parameter, field, etc.) allows the compiler to determine what
operations are permitted on any object referenced by the variable. For example, given the previous
declaration of s as String, the compiler knows that the expression s. Tri n{ ) is permitted (because it
is defined in the String class), while s. Conpact () is not (because there is no such method in the
String class). During compilation, the Visual Basic .NET compiler complains if it encounters such
errors.

There is, however, one case in which the developer is permitted to relax this constraint. If Opt i on
Strict is turned off, the compiler forgoes this kind of checking on variables of type Object. For
example, the following code will compile without difficulty, even though the Object class doesn't have a
method called "Whatever":

Option Strict Of

Di mobj As Object
obj . Vhat ever ()

With Opt i on St ri ct off, the compiler compiles obj . V\hat ever () to code that checks to see if the
runtime type of the object referenced by obj is a type that possesses a Whatever method. If it does,
the Whatever method is called. If not, a runtime exception is raised. Here is such a scenario:

Option Strict Of

Public C ass Wat ever C ass
Public Sub Whatever( )
Consol e. WiteLi ne("Whatever!")
End Sub
End Cl ass

Public Cl ass Testd ass
Publ i c Shared Sub Test Met hod( )
Di m obj As Obj ect

obj = New What everC ass( )
obj . What ever ()
End Sub
End C ass

Because Opt i on St ri ct is off, this code compiles just fine. Because obj references an object at
runtime that is of a class that implements a Whatever method, it also runs just fine. However, consider
what happens if the Whatever method is removed from the WhateverClass class:

Option Strict Of

Public C ass Wat ever Cl ass
End Cl ass

Public Cl ass Testd ass
Publ i c Shared Sub Test Method( )
Di m obj As Obj ect
obj = New What everC ass( )
obj . Vhat ever ()
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End Sub
End C ass

The code still compiles without a problem, because Opt i on St ri ct is off. However, at runtime there
is a problem, as shown in Figure 2-2.

Figure 2-2. A problem

' An unhandled soception of bype ‘System, MissingMethodE xception'
+ % occurred in

CUWTNNTIMcrosaft NET\Framaworkly L.0.2204 Micrasoft VisualBas

Continue | Halp |

The technique of accessing members through a generic object of type Object is called late binding.
"Late" means that whether the desired member is really there is not known until the statement is
actually executed. In contrast, leaving Opt i on St ri ct on and accessing members only through
variables that have been declared as the appropriate type is known as early binding. "Early" means
that whether the member access is legitimate is known at compile time.

Late binding is less efficient than early binding because additional checks are needed at runtime to
determine whether the requested member actually exists on the runtime object and, if it does, to
access that member. The worst part of late binding is that it can mask certain program errors (such as
mistyped member names) until runtime. In general, this is bad programming practice.

2.15 Interfaces

It is useful to make a distinction between a class's interface and its implementation. Conceptually, the
interface of a class is the set of members that are visible to users of the class—i.e., the class's public
members. The public members are thought of as comprising the class's interface because they are the
only way that code outside of the class can interact (i.e., interface) with objects of that class. In
contrast, the implementation is comprised of the class's code plus the set of members that are not
public.

It is possible to take this interface concept further and separate interface definition from class definition
altogether. This has benefits that will be shown shortly. To define an interface, use the | nt er f ace
statement:

Public Interface | Sonelnterface
Sub SomeSub( )
Function SoneFunction( ) As Integer
Property SonmeProperty( ) As String
Event SoneEvent ( _
ByVal sender As bject, _
ByVal e As SoneEvent Args _
)

End Interface

An interface declaration defines methods, properties, and events that will ultimately be implemented
by some class or structure definition. Because interfaces never include any implementation, the
declarations are headers only—never any implementation code; End Sub, End Funct i on, or End
Property statements; or property get or set blocks. There are no access modifiers (Publ i c,
Privat e, etc.) because all members of an interface are public by definition. By convention, interface
names start with the letter "I".
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To provide an implementation for a given interface, it is necessary to define a class or structure. For
example, the following class implements the interface defined earlier:

Public C ass Soned ass

" This indicates that the class inplenments the nethods,
properties, and events of the | Sonmelnterface interface.
| npl enents | Somel nterface

This nmethod inplenments the SomeSub met hod of the
| Sonel nterface interface.
Private Sub SomeSub( ) Inplenents | Sonelnterface. SoneSub

End Sub

This nmethod i npl enments the SoneFunction nmethod of the
| Sonel nterface interface.
Private Function SoneFunction( ) As Integer

| mpl enent s | Sonel nt erface. SomeFuncti on

End Function
' This property inplenments the SoneProperty property of the
| Sonel nterface interface.
Private Property SoneProperty( ) As String _

I mpl erent s | Sonel nt er f ace. SomePr operty

Get

End Get .
Set

End Set
End Property
' This event inplenents the SoneEvent event of the
| Sonel nterface interface.

Private Event SonmeEvent( _

ByVal sender As Object, _

ByVal e As SoneEvent Args _

) Inplenments | Sonel nterface. SoneEvent

End C ass
The key elements of this class definition are:

The class-declaration header is immediately followed by the | npl enent s statement,
indicating that this class will expose the | Sonel nt er f ace interface:
Public Cl ass Sonmed ass
' This indicates that the class inplenents the nethods,

properties, and events of the | Sonelnterface interface.
| mpl erent s | Sonel nterface

This information is compiled into the class. Class users can find out whether a given class
implements a given interface by attempting to assign the object reference to a variable that
has been declared of the interface type, like this:

Di m obj As Obj ect
Dmifce As | Sonel nterface

' Get an object reference from sonewhere.
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obj = New Soned ass( )

Try to convert the object reference to a reference of type
| Somel nterface. If the object inplenents the | Sonelnterface
interface, the conversion succeeds. |f the object doesn't
i npl ement the | Sonelnterface interface, an exception of
type InvalidCast Exception (defined in the System nanespace)
is thrown.

ifce = CType(obj, |Sonelnterface)

For each method, property, and event in the interface, there is a corresponding method,
property, or event in the class that has precisely the same signature and return value. The
names don't have to match, although they match in the example.

The declaration header for each method, property, and event in the class that implements a
corresponding item in the interface must have an implements clause. This is the keyword

I npl enent s followed by the qualified name of the interface method, property, or event being
implemented.

Additional things to note about implementing interfaces include:

The access modifiers in the class-member declarations need not be Publ i c. Note that in the
example all the members are marked as Pr i vat e. This means that the members are
accessible only when accessed through the | Sonel nt er f ace interface. This will be shown
in a moment.

The class definition can include members that are not part of the implemented interface.
These can be public if desired. This results in a class that effectively has two interfaces: the
default interface, which is the set of members defined as Publ i ¢ in the class definition; and
the implemented interface, which is the set of members defined in the interface named in the
| npl enent s statement.

Classes are permitted to implement multiple interfaces.

To access members defined by an interface, declare a variable as that interface type and manipulate
the object through that variable. For example:

Dim x As | Sonelnterface = New SoneC ass( )
X. SomeFunction( )

This code declares x as a reference to an object of type ISomelnterface. That's right: interface
definitions define new types. Declared in this way, x can take a reference to any object that
implements the | Sonel nt er f ace interface and access all the members that | Sonel nt er f ace
defines, confident that the underlying object can handle such calls. This is a powerful feature of
defining and implementing explicit interfaces. Objects that explicitly implement an interface can be
used in any context in which that interface is expected; objects that implement multiple interfaces can
be used in any context in which any of the interfaces is expected.

Interface definitions can inherit from other interface definitions in the same way that classes can inherit
from other classes. For example:

Public Interface | SoneNewl nterface
I nherits | Sonel nterface
Sub SomeNewSub( )

End Interface

This defines a new interface called | SoneNew! nt er f ace that has all the members of the
| Sonel nt er f ace interface plus a new member, called SomeNewSub. Any class or structure that
implements the | SonmeNewl nt er f ace interface must implement all members in both interfaces. Any
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such class is then considered to implement both interfaces and could be used in any context where
either | Sonel nterface or | SomeNewl nt er f ace is required.

2.16 Structures

Structures define value types. Variables of a value type store an actual value, as opposed to a
reference to a value stored elsewhere. Contrast this with classes, which define reference types.
Variables of a reference type store a reference (a pointer) to the actual value. See the discussion of
value types versus reference types in Section 2.5 earlier in this chapter. Example 2-8 shows a
structure definition.

Example 2-8. A structure definition
Public Structure Conpl ex
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The | Formattabl e interface provides a generic nmechani sm for
asking a value to represent itself as a string.
| mpl erent s | Formatt abl e

These private nenbers store the val ue of the conplex nunber.
Private m Real Part As Doubl e

Private m | mgi naryPart As Doubl e

' These fields provide potentially useful values, sinmlar to the
correspondi ng values in the Double type. They are initialized
in the shared constructor. The ReadOnly nodifier indicates that
they can be set only in a constructor.

Publ i ¢ Shared ReadOnly MaxVal ue As Conpl ex

Public Shared ReadOnly M nVal ue As Conpl ex

This is a shared constructor. It is run once by the runtine
before any other access to the Conplex type occurs. Note again
that this is run only once in the life of the program-not once
for each instance. Note also that there is never an access
nodi fi er on shared constructors.

Shared Sub New( )

MaxVal ue = New Conpl ex( Doubl e. MaxVal ue, Doubl e. MaxVal ue)
M nVal ue = New Conpl ex( Doubl e. M nVal ue, Doubl e. M nVal ue)
End Sub

' The Real Part property gives access to the real part of the
' conpl ex nunber.
Public Property Real Part( ) As Double
Get
Ret urn m Real Part
End Get
Set (ByVal Val ue As Doubl e)
m Real Part = Val ue
End Set
End Property
' The | magi naryPart property gives access to the imaginary part
of the conpl ex number.
Public Property InmaginaryPart( ) As Double
Get
Return m_| magi naryPart
End Get
Set (ByVal Val ue As Doubl e)
m_| magi naryPart = Val ue
End Set
End Property
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" This is a paraneterized constructor allowing initialization of
" a conplex nunmber with its real and inmaginary val ues
Public Sub New( _

ByVal Real Part As Double, _

ByVal | magi naryPart As Double _

)

m Real Part = Real Part

m_ | magi naryPart = | nagi naryPart
End Sub

" This function conputes the sum of two Conpl ex val ues.

Publ i ¢ Shared Function Add( _
ByVal Val uel As Conplex, _
Byval Val ue2 As Conplex _

) As Conpl ex
Dimretval As Conpl ex
retval . Real Part = Val uel. Real Part + Val ue2. Real Part
retval . | magi naryPart = Val uel. | magi naryPart + Val ue2. | magi naryPart
Return retva

End Function

" This function conputes the difference of two Conpl ex val ues.

Publ i ¢ Shared Function Subtract( _
ByVal Valuel As Conplex, _
ByVval Val ue2 As Conplex _

) As Conpl ex
Dimretval As Conpl ex
retval . Real Part = Val uel. Real Part - Val ue2. Real Part
retval .| magi naryPart = Val uel. | magi naryPart - Val ue2.| nagi naryPart
Return retva

End Function

" This function conputes the product of two Conpl ex val ues.
Public Shared Function Miltiply( _
ByVval Valuel As Conplex, _
ByVval Val ue2 As Conplex _
) As Compl ex
Dimretval As Conpl ex
retval . Real Part = Val uel. Real Part * Val ue2. Real Part
- Val uel. | magi naryPart * Val ue2. | nagi naryPart
retval .l magi naryPart = Val uel. Real Part * Val ue2.|nmagi naryPart
+ Val uel. | magi naryPart * Val ue2. Real Part
Return retva
End Function

" This function conputes the quotient of two Conpl ex val ues.
Publ i c Shared Function Divide( _

ByVal Val uel As Conplex, _

Byval Val ue2 As Conplex _
) As Conpl ex

Dimretval As Conpl ex

Di m nunmeratorl As Doubl e

Di m numer ator2 As Doubl e

Di m denoni nat or As Doubl e

nuneratorl = Val uel. Real Part * Val ue2. Real Part _
+ Val uel. | magi naryPart * Val ue2. | magi naryPart
numer ator2 = Val uel. | magi naryPart * Val ue2. Real Part
- Val uel. Real Part * Val ue2. | magi naryPart
denom nator = Val ue2. Real Part ~ 2 + Val ue2. | magi naryPart ~ 2
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retval . Real Part = nuneratorl / denom nat or
retval . | magi naryPart = nunerator2 / denoni nat or
Return retval

End Functi on

This function inplenments | Formattable. ToString. Because it is
declared Private, this function is not part of the Conpl ex
type's default interface. Note that the function nanme need
not match the nanme as declared in the interface, nor need
it be in the format shown here
Private Function | Formattable _ToString( _
Byval format As String, _
ByVval formatProvider As | FormatProvider _
) As String Inplenments | Formattabl e. ToString
Dimreal Formatter As | Formattable = m Real Part
Di mimagi naryFormatter As | Formattabl e = m | magi naryPart
Return real Formatter. ToString(format, formatProvider) & " + " _
& imagi naryFormatter. ToString(format, formatProvider) & "i"
End Function

This function formats the Conpl ex value as a string.
Public Overrides Function ToString( ) As String
Return CType(Me, |Formattable). ToString(Nothing, Nothing)
End Function

End Structure ' Conpl ex

Structure definitions can include fields, properties, methods, constructors, and more—any member, in
fact, that a class definition can have. Unlike class definitions, however, structures are constrained in
several ways:

Structures are not permitted to inherit from any other type. (However, structures implicitly
inherit from System.ValueType, which in turn inherits from Object.)

Structures cannot override methods implicitly inherited from System.ValueType.

No type can inherit from a structure.

Structures are not permitted to have parameterless constructors. Consider this array
declaration:

Di m a(1000000) As SomeStructure

When an array of value types is created, it is immediately filled with instances of the value
type. This behavior corresponds to what you'd expect from an array holding a primitive type
(such as Integer). If parameterless constructors were permitted for structures, this array
declaration would result in 1,000,000 calls to the constructor. Ouch.

Structures are not permitted to have destructors.

Field members in structures are not permitted to be initialized in their declarations. This
includes the special cases of using As Newt ype in the declaration or specifying an initial size
in an array declaration.

2.16.1 Boxing and Unboxing

Value types are optimized for size and speed. They don't carry around the same amount of overhead
as reference types. It would not be very efficient if every four-byte integer also carried around a four-
byte reference. There are times, however, when treating value types and reference types in a
polymorphic way would be nice. Consider this method declaration, which takes any number of
arguments of any type and processes them in some way:
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Public Shared Sub Print(ParamArray ByVal objArray( ) As Object)
D m obj As bj ect
For Each obj In objArray
Next o

End Sub

Clearly, obj Array is an array of reference types, and obj is a reference type. Yet it would be nice to
pass value types and reference types to the method, like this:

Print("hello, world", SonmeCbject, 4, True)

In fact, this is possible. When a value type is assigned to a variable of type Object or passed in a
parameter of type Object, it goes through a process known as boxing. To box a value type means to
allocate memory to hold a copy of the value, then copy the value into that memory, and finally
manipulate or store a reference to the value. Unboxing is the opposite process: taking a reference to a
value type and copying the referenced value into an actual value type.

Boxing and unboxing are done on your behalf by the .NET runtime—there is nothing you have to do to
facilitate it. You should be aware of it, however, because the box and unbox operations aren't free.

2.17 Enumerations

An enumeration is a type whose values are explicitly named by the creator of the type. The .NET
Framework and Visual Basic .NET define many enumerations for their and your use. In addition,
Visual Basic .NET provides syntax for defining new enumerations. Here is an example:

Publ i ¢ Enum Rai nbow
Red
Or ange
Yel | ow
G een
Bl ue
I ndi go
Vi ol et
End Enum

This declaration establishes a new type, called Rainbow. The identifiers listed within the body of the
declaration become constant values that may be assigned to variables of the Rainbow type. Here is a
declaration of a variable of type Rainbow and an initial assignment to it:

Di m nyRai nbow As Rai nbow = Rai nbow. Bl ue
Note that the value name is qualified by the type name.

Enumerations are value types that implicitly inherit from the .NET Framework's System.Enum type
(which in turn inherits from System.ValueType). That means that every enumeration has access to the
members defined by System.Enum. One such member is the ToString method, which returns a string
containing the name of the value. This is handy for printing:

Di m nmyRai nbow As Rai nbow = Rai nbow. Bl ue
Consol e. WitelLine("The val ue of nyRainbow is: " & myRai nbow. ToString( ))

This code results in the following output:
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The val ue of nyRai nbow is: Bl ue

The values of an enumeration are considered as ordered. Thus, comparisons are permitted between
variables of the enumeration type:

Di m nyRai nbow As Rai nbow
Di m your Rai nbow As Rai nbow

I f nmyRai nbow < your Rai nbow Then

End If

Variables of an enumeration type can be used as indexes in For . . . Next statements. For example:

For nyRai nbow = Rai nbow. Red To Rai nbow. Vi ol et

Next

Internally, Visual Basic .NET and the .NET Framework use values of type Integer to represent the
values of the enumeration. The compiler starts with 0 and assigns increasing Integer values to each
name in the enumeration. It is sometimes useful to override the default Integer values that are
assigned to each name. This is done by adding an initializer to each enumeration constant. For
example:

Publ i ¢ Enum MyLegacyErr or Codes
NoError = 0
Fi | eNot Found = -1000
Qut OF Menory = -1001
I nvalidEntry = -2000
End Enum

It is also possible to specify the type of the underlying value. For example:

Publ i ¢ Enum Rai nbow As Byte
Red
Orange
Yel | ow
Green
Bl ue
I ndi go
Vi ol et
End Enum

This could be an important space-saving measure if many values of the enumeration will be stored
somewhere. The only types that can be specified for an enumeration are Byte, Short, Integer, and
Long.

Sometimes enumerations are used as flags, with the idea that multiple flags can be combined in a
single value. Such an enumeration can be defined by using the FI ags attribute. (Attributes are
discussed later in this chapter.) Here is an example:

<Flags( )> Public Enum Rai nbow
Red = 1
Orange = 2
Yellow = 4
Green = 8
Bl ue = 16
I ndigo = 32
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Violet = 64
End Enum

Note two important things in this definition:

The first line of the definition starts with <FI ags( ) >. This indicates that values of this type
can be composed of multiple items from the enumeration.

The items in the enumeration have values that are powers of two. This ensures that each
combination of items has a unique sum. For example, the combination of Yellow, Blue, and
Violet has a sum of 84, which can't be attained with any other combination of items.

Individual values are combined using the Or operator.

The ToString method is smart enough to sort out the value names when creating a string
representation of the value. For example, given the previous assignment, consider the following call to
the ToString method:

Consol e. Wit eLi ne(nyRai nbow. ToString( ))
This statement produces the following output:

Green, Blue
2.18 Exceptions

Sometimes errors or exceptional conditions prohibit a program from continuing its current activity. A
classic example is division by zero:

0
1\ X

Dimx As Integer =
Dimy As Integer =
When the process hits the line containing the integer division, an exception occurs. An exception is
any occurrence that is not considered part of normal, expected program flow. The runtime detects, or
catches, this exception and takes appropriate action, generally resulting in termination of the offending
program. Figure 2-3 shows the message box that is displayed when this code is run within the Visual
Studio .NET IDE.

Figure 2-3. A divide-by-zero exception

' An unhandled scoception of bype ‘System, DivideBy ZeroException’
% % occurred in C:\Documents and Satongsidavegi™My Dooumeantsihy
Cod=ivBMisc TestsC onsole Appibinl YEMiscTestsConsoleapp. gxe

Continue Halp

Visual Basic .NET programs can and should be written to catch exceptions themselves. This is done
by wrapping potentially dangerous code in Try. . . End Try blocks. Example 2-9 shows how to
catch the divide-by-zero exception.

Example 2-9. Catching an exception
Try
Dim x As |nteger
Dmy As |Integer

0
1\ X
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Catch e As Exception
Consol e. Wi teLine(e. Message)
End Try

When the program attempts the division by zero, an exception occurs, and program execution jumps
to the first statement in the Cat ch block. The Cat ch statement declares a variable of type Exception
that receives information about the exception that occurred. This information can then be used within
the Cat ch block to record or report the exception, or to take corrective action. The previous code
merely displays the message associated with the exception that occurred, as shown here:

Attenpted to divide by zero.

After executing the statements in the Cat ch block, program execution continues with whatever follows
the End Try statement. In Tr y blocks in which no exception occurs, execution continues through to
the last statement of the Tr v block and then skips the statements in the Cat ch block.

The variable declared in the Cat ch statement of Example 2-9 is of type Exception (defined in the
System namespace). All exceptions are represented by types that derive, either directly or indirectly,
from the Exception type. The As t ype nane clause of the Cat ch statement specifies the type of
exception that the associated block of code can handle. Exceptions of the indicated type, or of any
type derived (directly or indirectly) from the indicated type, are handled by the associated block of
code.

Look again at the Cat ch statement from Example 2-9:
Catch e As Exception

Because all exceptions derive from the Exception type, any exception that occurs during execution of
the Tr vy block in Example 2-9 results in execution of the Cat ch block. This behavior can be modified
by providing a more specific exception type in the Cat ch statement. Example 2-10 is identical to
Example 2-9, except that it catches only divide by zero exceptions.

Example 2-10. Catching a specific exception
Try
Dmx As Integer = 0
Dmy As Integer = 1\ X
Catch e As System Di vi deByZer oExcepti on
Consol e. Wi teLi ne(e. Message)
End Try

If any exception other than DivideByZeroException were to occur in the Tr y block of Example 2-10,
it would not be caught by the code shown. What happens in that case depends on the rest of the code
in the program. Try. .. End Try blocks can be nested, so if there is a surrounding Try. . . End Try
block with a suitable Cat ch statement, it will catch the exception. Alternatively, if the calling routine
couches the method call withina Try. . . End Try block having a suitable Cat ch statement,
execution jumps out of the current method and into the associated Cat ch block in the calling routine.
If no suitable Cat ch block exists in the calling routine, the search for a suitable Cat ch continues up
the call chain until one is found or until all callers have been examined. If no suitable Cat ch block
exists anywhere in the call chain, the runtime environment catches the exception and terminates the
application.

Try. .. End Try blocks can include multiple Cat ch blocks, which allows different exceptions to be
handled in different ways. For example, the following code handles two specific exceptions, allowing
all others to go unhandled:

Try
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Catch e As System Di vi deByZer oExcepti on
Catch e As System Overfl owException

End Try

Because all exception types are derived from the Exception type, the properties and methods of the
Exception type are available on all exception types. In fact, most exception types don't define any
additional properties or methods. The only reason they're defined as specific types is so that they can
be specifically caught. The properties of the Exception class are:

HelpLink

A URN or URL that links to a help-file topic that explains the error in further detail. The type is
String.

HResult

A COM HRESULT representing the exception. This is used for interoperating with COM
components (a topic that is not discussed in this book). The type is integer.

InnerException

Sometimes a method may choose to throw an exception because it has caught an exception
from some other internal method call. The outer method throws an exception that is
meaningful to it and its caller, but the exception thrown by the inner method should also be
communicated to the caller. This is the purpose of the InnerException property. This property
contains a reference to the internal exception (if any) that led to the current exception. The
type is Exception.

Message

The message associated with the exception. In general, this is a description of the condition
that led to the exception and, where possible, an explanation of how to correct it. The type is
String.

Source
The name of the application or object in which the exception occurred. The type is String.
StackTrace

A textual representation of the program call stack at the moment the exception occurred. The
type is String.

TargetSite

A reference to an object of type MethodBase (defined in the System.Reflection namespace)
that represents the method in which the exception occurred. If the system cannot obtain this
information, this property contains Not hi ng.

The methods of the Exception class are:

GetBaseException
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As discussed for the InnerException property, indicates that the current exception may be the
end exception in a chain of exceptions. The GetBaseException method returns the first
exception in the chain. This method takes no parameters. The return type is Exception.

GetObjectData

Serializes the Exception object into a SerializationInfo object (a process not discussed in this
book). The syntax is:

Overridabl e Public Sub Get ObjectData( _
ByvVal info As Serializationlnfo, _
ByVal context As Stream ngContext _
) Implements |Serializable.Get(CbjectData
ToString

Returns a text representation of the Exception. This includes the exception type, the message,
the stack trace, and similar information for any inner exceptions.

When an exception occurs, there is no facility for retrying the statement that caused the exception. If
such behavior is desired, it must be explicitly coded. Here's one possibility:

Di m bSuccess As Bool ean = Fal se
Do
Try
Sorme code that is to be protected.

bSuccess = True
Catch e As Exception
Some recovery action.

End Try
Loop Until bSuccess
Sometimes you must ensure that certain code is executed regardless of whether there is an exception.
For example, if a file is opened, the file should be closed even when an exception occurs. Try. . . End
Try blocks can include Fi nal | v blocks for this purpose. Code appearing in a Fi nal | y block is
executed regardless of whether an exception occurs. If no exception occurs, the statements in the
Fi nal | y block are executed after the statements in the Tr y block have been executed. If an
exception does occur, the statements in the Fi nal | y block are executed after the statements in the
Cat ch block that handles the exception are executed. If the exception is not handled, or if there are

no Cat ch blocks, the statements in the Fi nal | y block are executed prior to forwarding the exception
to any enclosing exception handlers. Here's an example of using a Fi nal | v block:

Dms As System 1O Stream =_
System IO File.Open("c:\test.txt", System O Fil eMbde. Cr eat eNew)
Try
Do sonmething with the open stream

Catch e As Exception
Handl e any excepti ons.

Finally

The stream shoul d be cl osed whether or not there is an error.
s.Close( )
End Try

Visual Basic .NET applications can intentionally throw exceptions to indicate errors or other unusual
occurrences. For example, if a method is expecting an argument that is within a specific range and the
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actual value passed to the method is outside of that range, the method can throw an exception of type
ArgumentOutOfRangeException (defined in the System namespace). This is done with the Thr ow
statement, as shown in Example 2-11.

Example 2-11. Throwing an exception
Publ i c Sub SoneMet hod(ByVal MParaneter As | nteger)
' Ensure that the argunent is valid.
If (MyParaneter < 10) O (MyParaneter > 100) Then
Throw New Ar gunent Qut Of RangeException( )
End | f
" Remai nder of nethod.

End Sub

The Thr ow statement requires an instance of some type derived from the Exception type. When the
Thr ow statement is reached, the runtime looks for an appropriate Cat ch block in the calling code to
handle the exception. If no suitable Cat ch block is found, the runtime catches the exception itself and
terminates the application. See Appendix B for a list of exception types defined in the System
namespace.

Visual Basic .NET applications can create their own exception types simply by declaring types that
derive from the Exception type. Example 2-12 shows how the exception handling of Example 2-11
can be made more specific to the actual error that occurs. In Example 2-12, a new exception type
called MyParameterOutOfRangeException is declared. Next, a method is shown that throws this
exception. Lastly, a method is shown that handles the exception.

Example 2-12. Defining and using a custom exception

" Define a custom exception class to represent a specific error condition.
Public O ass MyParanet er Qut Of RangeExcepti on

I nherits Exception

Public Sub New( )

' The Exception type has a constructor that takes an error nessage
as its argunent. Because the Message property of the Exception
type is read-only, using this constructor is the only way that
the Message property can be set.

MyBase. New( " The val ue passed in the MyParaneter paraneter" _

& " is out of range. The value nust be in the range of" _
& " 10 through 100.")
End Sub
End d ass

' Define a nethod that nmay throw a custom excepti on.
Publ i c Sub SoneMet hod(ByVal MParaneter As | nteger)
" Ensure that the argument is valid.
If (MyParanmeter < 10) O (MyParanmeter > 100) Then
Throw New MyPar anet er Qut Of RangeException( )
End | f
" Remai nder of nethod.

End Sub

" Call the SomeMethod net hod, catching only the
" MyPar anet er Qut OFf RangeExcepti on excepti on.
Public Sub SoneCaller( )
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Try
SomeMet hod( 500)
Catch e As MyPar anet er Qut Of RangeExcepti on

End Try

End Sub

Visual Basic 6 did not have exception objects and Try. . . Cat ch blocks.
Instead, it used the On Er r or statement to specify a line within the current
procedure to which execution should jump if an error occurred. The code at
that point in the procedure could then examine the Err intrinsic object to
determine the error that had occurred. For compatibility with previous
versions, Visual Basic .NET continues to support the On Er r or and related
statements, but they should not be used in new development, for the
following reasons:

Error handling with the On Er r or and related statements are not discussed
in this book.

What About On Error?

Structured exception handling is more flexible.

Structured exception handling does not use error codes. (Application-
defined error codes often clashed with error codes defined by other
applications.)

Structured exception handling exists at the .NET Framework level,
meaning that regardless of the language in which each component is
written, exceptions can be thrown and caught across component
boundaries.

2.19 Delegates

A delegate is a programmer-defined type that abstracts the ability to call a method. A delegate-type
declaration includes the declaration of the signature and return type that the delegate encapsulates.
Instances of the delegate type can then wrap any method that exposes the same signature and return
type, regardless of the class on which the method is defined and whether the method is an instance
method or shared method of the defining class. The method thus wrapped can be invoked through the
delegate object. The delegate mechanism provides polymorphism for methods having the same
signature and return type.

Delegates are often used to implement callback mechanisms. Imagine a class that will be used by a
program you are writing. This class provides some useful functionality, including the ability to call in to
a method that you must implement within your program. Perhaps this callback mechanism is provided
to feed your program data as it becomes available in the class you are using. One way to achieve this
capability is through the use of delegates. Here's how:

1.

2.

ook w
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The writer of the class you're using (call it a server class) declares a public delegate type that
defines the signature and return value of the method that you will implement.

The writer of the server class exposes a method for clients of the class to pass in an instance
of the delegate type.

You implement a method having the appropriate signature and return value.

You instantiate a new object of the delegate type.

You connect your method to your delegate instance.

You call the method defined in Step 2, passing in your delegate instance.
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7. The server class now has a delegate instance that wraps your method. The class can call your
method through the delegate at any time.

8. Depending on the application, it might be appropriate for the writer of the server class to
provide a method that allows the client application to disconnect its delegate from the server to
stop receiving callbacks.

Example 2-13 shows an example of this mechanism.

Example 2-13. Defining and using a delegate type to implement a
callback mechanism

' This class is defined in the server conponent.
Public C ass Serverd ass

Even though the follow ng declaration |ooks sinlar to a

nmet hod declaration, it is actually a type declaration. It
conpiles to a type that ultimately derives fromthe

System Del egate type. The purpose of the nethod syntax in
this declaration is to define the signature and return type
" of the nethods that instances of this delegate type are able
to wrap.

Public Del egate Sub MessageDel egate(ByVal nsg As String)

The following is a private field that will hold an instance of
the del egate type. The instance will be provided by the client
by calling the RegisterForMessages nethod. Even though this
field can hold only a single delegate instance, the
System Del egate class itself is designed such that a
del egate instance can refer to nultiple other del egate
i nstances. This feature is inherited by all del egate types.
Therefore, the client will be able to register nultiple
del egates, if desired. See the Regi sterForMessages and
Unr egi st er For Messages nethods in the current class to see
how mul ti pl e del egates are saved.
Private m del egat eHol der As MessageDel egate = Not hi ng
' The client calls the RegisterForMessages nethod to give the
server a delegate instance that waps a suitable nmethod on
the client.
Publlc Sub Regi st er For Messages(ByVal d As MessageDel egat e)
The System Del egate class's Conbi ne net hod takes two
del egates and returns a del egate that represents them
both. The return type is System Del egate, which nust be
explicitly converted to the appropriate del egate type.

Di m sysDel egate As System Del egate =

SystenlDeIegate Cbnblne(n1delegatekblder d)

m del egat eHol der = CType(sysDel egate, MessageDel egate)

End Sub

The client calls the UnregisterForMessages nethod to tel
the server not to send any nore nessages through a
particul ar del egate instance.
Publlc Sub Unregi st er For Messages(ByVal d As MessageDel egat e)
The System Del egate class's Renpve nethod takes two
del egates. The first is a delegate that represents a |ist
of del egates. The second is a delegate that is to be
renoved fromthe list. The return type is
Syst em Del egate, which nust be explicitly converted to
the appropriate del egate type.
Di m sysDel egate As System Del egate = _

Syst em Del egat e. Renove( m del egat eHol der, d)
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m del egat eHol der = CType(sysDel egate, MessageDel egat e)
End Sub

' The DoSonet hi ngUseful method represents the norma

" processing of the server object. At sone point during nornal
' processing, the server object decides that it is time to

' send a nessage to the client(s).

Publ i ¢ Sub DoSonet hi ngUseful ()

' Sone processing has led up to a decision to send a
nessage. However, do so only if a del egate has been
regi stered.

I f Not (m.del egateHol der I's Nothing) Then

' The del egate object's Invoke nmethod i nvokes the

" nmethods wrapped by the del egates represented by

' the given del egate.

m del egat eHol der. | nvoke("This is the nsg paraneter.")
End If

End Sub
End Class ' Serverd ass

' This class is defined in the client conponent.
Public Class Cientd ass

' This is the callback nethod. It will handl e nessages

' received fromthe server class.

Publi ¢ Sub Handl eMessage(ByVal nsg As String)
Consol e. Wi telLi ne(nsg)

End Sub

' This nethod represents the normal processing of the client

' object. As sone point during normal processing, the client

' object creates an instance of the server class and passes it
' a del egate wapper to the Handl eMessage net hod.

Publ i ¢ Sub DoSonet hi ngUseful ()

Di m server As New ServerC ass( )
' The AddressOf operator in the following initialization
isalittle msleading to read. It's not returning an
' address at all. Rather, a delegate instance is being
' created and assigned to the nyDel egate vari abl e.
Di m myDel egate As Server C ass. MessageDel egate _
= AddressOf Handl eMessage
server. Regi st er For Messages( nyDel egat e)

This represents other calls to the server object, which
m ght somehow trigger the server object to call back to
the client object.

server. DoSonet hi ngUseful ()

' At sone point, the client may decide that it doesn't want
' any nore call backs.
server. Unregi st er For Messages( nyDel egat e)

End Sub

End Class ' dientd ass

Delegates are central to event handling in the .NET Framework. See the next section for more
information.
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Delegates don't provide any capabilities that can't be achieved in other ways. For example, the
solution in Example 2-13 could have been achieved in at least two ways that don't involve delegates:

The server component could define an abstract base class defining the method to be
implemented by the client. The client would then define a class that inherits from the server's
abstract base class, providing an implementation for the class's one method. The server
would then provide methods for registering and unregistering objects derived from the abstract
base class.

The server component could define an interface that includes the definition of the method to
be implemented by the client. The client would then define a class that implemented this
interface, and the server would provide methods for registering and unregistering objects that
expose the given interface.

Any of these methods (including delegates) could be a reasonable solution to a given problem.
Choose the one that seems to fit best.

Delegates are sometimes characterized as safe function pointers. | don't think that this
characterization aids the learning process, because delegates aren't any sort of pointer—safe or
otherwise. They are objects that encapsulate method access. Delegate objects can invoke methods
without knowing where the actual methods are implemented. In effect, this allows individual methods
to be treated in a polymorphic way.

2.20 Events

An event is a callback mechanism. With it, objects can notify users that something interesting has
happened. If desired, data can be passed from the object to the client as part of the notification.
Throughout this section, | use the terms event producer, producer class, and producer object to talk
about a class (and its instances) capable of raising events. | use the terms event consumer, consumer
class, and consumer object to talk about a class (and its instances) capable of receiving and acting on
events raised by an event producer.

Here is a class that exposes an event:

Public Cl ass Event Producer
Publ i c Event SoneEvent( )
Publ i ¢ Sub DoSonet hi ng( )

Rai. ééEvent SoneEvent ()
End SQb

End C ass

The Event statement in this code fragment declares that this class is capable of raising an event
called SomeEvent. The empty parentheses in the declaration indicate that the event will not pass any
data. An example later in this section will show how to define events that pass data.

The Rai seEvent statement in the DoSomething method raises the event. Any clients of the object
that have registered their desire to receive this event will receive it at this time. Receiving an event
means that a method will be called on the client to handle the event. Here is the definition of a client
class that receives and handles events from the EventProducer class:

Public C ass Event Consuner

Private WthEvents producer As Event Producer
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Public Sub producer_SomeEvent( ) Handl es producer. SonmeEvent
Consol e. WiteLine("Hey, an event happened!!")

End Sub
Public Sub New( )

producer () = New Event Producer( )
End Sub

Publ i ¢ Sub DoSonet hi ng( )
prbdﬁcer(). DoSonet hi ng( )
End Sub

End C ass
The key aspects here are:

The consumer object has a field that contains a reference to the producer object.

The consumer object has a method capable of handling the event. A method is capable of
handling an event if the method and event have the same signature. The name of the method
is not important.

The handler-method declaration has a handles clause.

The handles clause specifies the event to be handled. The identifier before the dot indicates
the field with the object to generate events. The identifier after the dot indicates the name of
the event.

The handler method is called synchronously, which means that the statement following the

Ral seEvent statement in the event producer does not execute until after the method handler in the
consumer completes. If an event has multiple consumers, each consumer's event handler is called in
succession. The order in which the multiple consumers are called is not specified.

Here's a class that exposes an event with parameters:
Public Cl ass Event Producer
Publ i c Event Anot her Event (ByVal MyData As | nteger)
Publ i c Sub DoSonet hi ng( )
Rai ééEvent Anot her Event (42)
End Sub

End Cl ass

And here's a class that consumes it:

Public Cl ass Event Consuner
Private WthEvents producer As Event Producer
Public Sub New( )
producer = New Event Producer( )
End Sub
Publ i c Sub producer_Anot her Event (ByVal MyData As |nteger)

Handl es producer. Anot her Event
Consol e. WiteLine("Received the '"Anot her Event' event.")
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Consol e. WiteLine("The value of MyData is {0}.", Fornmat(M/Data))
End Sub
Pub! i c Sub DoSonet hing( )
Prbdﬁcer() . DoSomet hi ng( )
End Sub

End C ass
The result of calling the EventConsumer class's DoSomething method is:

Recei ved the ' Anot her Event' event.
The val ue of MyData is 42.

2.20.1 Using Events and Delegates Together

Under the covers, .NET uses delegates as part of its events architecture. Delegates are necessary in
this architecture because they enable hooking up the consumer class's event-handler method to the
event producer (recall that delegates encapsulate method invocation). The Visual Basic .NET compiler
hides the details of this mechanism, quietly creating delegates as needed under the surface. However,
the programmer is free to make this process explicit. The following definition of the EventProducer
class is semantically equivalent to the previous one:

Public Cl ass Event Producer
Publ i c Del egate Sub SoneDel egate(ByVal MyData As | nteger)
Publ i c Event Anot her Event As SoneDel egat e
Publ i ¢ Sub DoSonet hi ng( )
Rai ééEvent Anot her Event (42)
End Sub

End Cl ass

Note here that the declaration of SomeDelegate defines a delegate capable of wrapping any
subroutine whose signature matches the signature given in the declaration. The subsequent
declaration of AnotherEvent defines an event that will use the signature defined by SomeDelegate.
Regardless of which syntax is being used, events are actually fields whose type is some delegate type.

Variations in syntax are possible on the consumer side, too. When the W t hEvent s and Handl es
keywords are used, Visual Basic .NET creates a delegate that wraps the given handler method and
then registers that delegate with the object and event given in the Handl es clause. The Wt hEvent s
and Hand! es keywords can be omitted, and the delegate declaration and hookup can be done
explicitly, as shown here:

Publ i c C ass Event Consuner
Private producer As Event Producer

Public Sub New( )
producer = New Event Producer( )
AddHandl er producer. Anot her Event, _
New Event Producer. SonmeDel egat e( Addr essOF  producer _Anot her Event)
End Sub
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Publ i c Sub producer_Anot her Event (ByVal MyData As | nteger)
Consol e. WiteLine("Received the 'Anot her Event' event.")
Consol e. WiteLine("The value of MyData is {0}.", Format(MData))
End Sub
Publ i c Sub DoSonet hi ng( )
producer. DoSonet hi ng( )
End Sub

End Cl ass

The hookup of the handler method to the event producer is done with this statement in the
EventConsumer class's constructor:

AddHandl er producer. Anot her Event, _
New Event Producer. SonmeDel egat e( Addr essOF  producer _Anot her Event)

The AddHandl er statement and its companion, the RenoveHand!| er statement, allow event
handlers to be dynamically registered and unregistered. The RenmoveHand| er statement takes
exactly the same parameters as the AddHand! er statement.

2.21 Standard Modules

A standard module is a type declaration. It is introduced with the Modul e statement, as shown here:
Publ i ¢ Modul e Modul eTest
End Modul e

E Y

: Don't confuse the Visual Basic .NET term, standard module, with
as the .NET term, module. They are unrelated to each other. See
* Chapter 3 for information about .NET modules.

Standard module definitions are similar to class definitions, with these differences:
Standard module members are implicitly shared.
Standard modules cannot be inherited.

The members in a standard module can be referenced without being qualified with the
standard module name.

Standard modules are a good place to put global variables and procedures that aren't logically
associated with any class.

2.22 Attributes

An attribute is a program element that modifies some declaration. Here is a simple example:
<SoneAttribute( )> Public C ass Soned ass

End CI éés

This example shows a fictitious SoneAt t r i but e attribute that applies to a class declaration.

Attributes appear within angle brackets (<>) and are following by parentheses (( ) ), which may
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contain a list of arguments. To apply multiple attributes to a single declaration, separate them with
commas within a single set of angle brackets, like this:

<SoneAttribute(), SonmeQherAttribute( )> Public O ass SoneC ass
End Ci éés

Attributes can be placed on the following kinds of declarations:

Types

This includes classes, delegates, enumerations, events, interfaces, Visual Basic .NET
standard modules, and structures.

The attribute is placed at the beginning of the first line of the type declaration:
<SoneAttribute( )> Public O ass Soned ass
End d ass

Constructors

The attribute is placed at the beginning of the first line of the constructor declaration:

<SoneAttribute()> Public Sub New( )

End Sub
Fields
The attribute is placed at the beginning of the field declaration:
<SoneAttribute( )> Public SoneField As Integer
Methods
The attribute is placed at the beginning of the first line of the method declaration:
<SoneAttribute()> Public Sub SonmeMethod( )
End Sub
Parameters
The attribute is placed immediately prior to the parameter declaration. Each parameter can
have its own attributes:
Public Sub SonmeMet hod(<SonmeAttribute( )> ByVal SomeParaneter As
I nt eger)
Properties

An attribute that applies to a property is placed at the beginning of the first line of the property
declaration. An attribute that applies specifically to one or both of a property's Get or Set
methods is placed at the beginning of the first line of the respective method declaration:

<SoneAttribute()> Public Property SoneProperty( ) As |nteger
Get

End Get
<SoneQt herAttribute( )> Set(ByVal Value As Integer)
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End Set
End Property
Return values

The attribute is placed after the As keyword and before the type name:

Publ i ¢ Function SonmeFunction() As <SoneAttribute( )> Integer

End Functi on
Assemblies

The attribute is placed at the top of the Visual Basic .NET source file, following any | nports
statements and preceding any declarations. The attribute must be qualified with the
Assenbl y keyword so that the compiler knows to apply the attribute to the assembly rather
than the module. Assemblies and modules are explained in Chapter 3.

I nports ...
<Assenbly: SomeAttribute( )>
Public Class ...

Modules

The attribute is placed at the top of the Visual Basic .NET source file, following any | nports
statements and preceding any declarations. The attribute must be qualified with the Modul e
keyword so that the compiler knows to apply the attribute to the module rather than the
assembly. Assemblies and modules are explained in Chapter 3.

I nports ...
<Mbdul e: SomeAttribute( )>
Public Class ...

Some attributes are usable only on a subset of this list.

The .NET Framework supplies several standard attributes. For example, the Obsol et e attribute
provides an indication that the flagged declaration should not be used in new code. This allows
component developers to leave obsolete declarations in the component for backward compatibility,
while still providing a hint to component users that certain declarations should no longer be used.
Here's an example:

<Obsol ete("Use | Sonelnterface2 instead.")> Public Interface | Sonelnterface

End I nterface

When this code is compiled, the Cbsol et e attribute and the associated message are compiled into
the application. Tools or other code can make use of this information. For example, if the compiled
application is a code library referenced by some project in Visual Studio .NET, Visual Studio .NET
warns the developer when she tries to make use of any items that are flagged as Cbsol et e. Using
the previous example, if the developer declares a class that implements | Sonel nt er f ace, Visual
Studio .NET displays the following warning:

bsol ete: Use | Sonel nterface2 instead.

See Appendix A for the list of attributes defined by the .NET Framework.
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2.22.1 Creating Custom Attributes

The attribute mechanism is extensible. A new attribute is defined by declaring a class that derives from
the Attribute type (in the System namespace) and that provides an indication of what declarations the
attribute should be allowed to modify. Here's an example:

<AttributeUsage(AttributeTargets. All)> Public C ass SoneAttribute
Inherits System Attribute
End C ass

This code defines an attribute called SoneAt t r i but e. The SomeAttribute class itself is modified by
the At t ri but eUsage attribute. The At t ri but eUsage attribute is a standard .NET Framework
attribute that indicates which declarations can be modified by the new attribute. In this case, the value
of AttributeTargets. All indicates that the SoneAt t ri but e attribute can be applied to any and
all declarations. The argument of the At t r i but eUsage attribute is of type AttributeTargets (defined
in the System namespace). The values in this enumeration are: Assenbl vy, Mbdul e, Cl ass, Struct,
Enum Const ruct or, Met hod, Property, Fi el d, Event, | nterface, Par anet er, Del egat e,
ReturnVval ue, and Al | .

To create an attribute that takes one or more arguments, add a parameterized constructor to the
attribute class. Here's an example:

<AttributeUsage(AttributeTargets. Method)> _
Public C ass MethodDocunentati onAttribute
I nherits System Attribute

Public ReadOnly Author As String
Public ReadOnly Description As String

Public Sub New(ByVal Author As String, ByVal Description As String)
Me. Aut hor = Aut hor
Me. Descri ption = Description

End Sub

End Cl ass

This code defines an attribute that takes two parameters: Aut hor and Descri pti on. It could be
used to modify a method declaration like this:

<Met hodDocunent ati on(" Dave G undgeiger", "This is ny nethod.")> _
Public Sub SoneMet hod( )

End Sub

=

: By convention, attribute names end with the word At t r | but e.

#: | Visual Basic .NET references attributes either by their full

—8% names—for example, Vet hodDocunent at i onAttri but e—or
by their names less the trailing At t r | but e—for example,
Vet hodDocunent at | on. Attributes whose names do not end
with the word At t r i but e are simply referenced by their full

names.

2.22.2 Reading Attributes

Compiled applications can be programmatically examined to determine what attributes, if any, are
associated with the applications' various declarations. For example, it is possible to write a Visual
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Basic .NET program that searches a compiled component for the Cbsol et e attribute and produces a
report. This is done by using the .NET Framework's reflection capability. Reflection is the ability to
programmatically examine type information. The .NET Framework provides a great deal of support for
reflection in the Type class (in the System namespace) and in the types found in the
System.Reflection namespace.

Reflection deserves a book of its own, but here's a brief look to get you started:

| nports System
I mports System Refl ection

Dmtyp As Type = Get Type(System Dat a. Sgl C i ent. Sgl Connecti on)
Dimobjs( ) As hject = typ. GetCustomAttri butes(Fal se)
Di m obj As Obj ect

For Each obj In objs
Consol e. Wi teLi ne(obj. Get Type( ). Full Nane)
Next

This code fragment does the following:

Uses the GetType function to get a Type object that represents the SqlConnection type
(defined in the System.Data.SqlClient namespace). You can experiment with putting any type
name here (including the types that you create). | chose SqlConnection because | know that it
happens to have an attribute associated with it.

Calls the GetCustomAttributes method of the Type object to get an array of objects that
represent the attributes associated with the type. Each object in the array represents an
attribute.

Loops through the object array and prints the type name of each object. The type name is the
name of the attribute.

The output is shown here:

Syst em Conponent Model . Def aul t Event Attri bute

Reflection is not discussed further in this book. Review the .NET documentation for the
System.Reflection namespace for more information.

2.23 Conditional Compilation

Conditional compilation is the ability to specify that a certain block of code will be compiled into the
application only under certain conditions. Conditional compilation uses precompiler directives to affect
which lines are included in the compilation process. This feature is often used to wrap code used only
for debugging. For example:

#Const DEBUG = True
Public Sub SormeMet hod( )
#I f DEBUG Then

Consol e. WiteLi ne("Entering SonmeMethod( )")
#End | f

#I f DEBUG Then
Consol e. WiteLi ne("Exiting SomeMethod( )")
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#End | f
End Sub

The #Const directive defines a symbolic constant for the compiler. This constant is later referenced in
the #| f directives. If the constant evaluates to Tr ue, the statements within the #| f block are
compiled into the application. If the constant evaluates to Fal se, the statements within the #| f block
are ignored.

The scope of constants defined by the #Const directive is the source file in which the directive
appears. However, if the constant is referenced prior to the definition, its value is Not hi ng. Itis
therefore best to define constants near the top of the file. Alternatively, compiler constants can be
defined on the command line or within the Visual Studio .NET IDE. If you're compiling from the
command line, use the / def i ne compiler switch, like this:

vbc MySource. vb /defi ne: DEBUG=Tr ue

You can set multiple constants within a single / def i ne switch by separating the synbol =val ue
pairs with commas, like this:

vbc MySource. vb /defi ne: DEBUG=Tr ue, SOVECONSTANT=42
To assign compiler constants in Visual Studio .NET:

1. Right-click on the project name in the Solution Explorer window and choose Properties. This
brings up the Project Property Pages dialog box. (If the Solution Explorer window is not visible,
choose View—2Solution Explorer from the Visual Studio .NET main menu to make it appear.)

2. Within the Project Property Pages dialog box, choose the Configuration Properties folder.
Within that folder, choose the Build property page. This causes the configuration build options
to appear on the right side of the dialog box.

3. Add values to the Custom constants text box on the right side of the dialog box.

2.24 Summary

This chapter provided an overview of the syntax of the Visual Basic .NET language. In Chapter 3,
you'll learn about the .NET Framework—an integral part of developing in any .NET language.
Subsequent chapters will teach you how to accomplish specific programming tasks in Visual

Basic .NET.
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Chapter 3. The .NET Framework

The .NET Framework is the next iteration of Microsoft's platform for developing component-based
software. It provides fundamental advances in runtime services for application software. It also
supports development of applications that can be free of dependencies on hardware, operating
system, and language compiler.

This chapter provides an overview of the architecture of the .NET Framework and describes the base
features found in the core of its class library.

3.1 Common Language Infrastructure (CLI) and Common Language
Runtime (CLR)

At the heart of the .NET Framework is a new mechanism for loading and running programs and
managing their interactions. This mechanism is described in the Common Language Infrastructure
(CLI), a specification for a runtime environment that allows software components to:

Pass data between each other without regard to the programming language in which each
component is written

Execute on different operating systems and on different hardware platforms without having to
recompile the high-level source code (a low-level compilation still automatically occurs on the
target platform, as will be discussed in this chapter)

Although the CLI specification was created by Microsoft, it has since been submitted to the ECMA
standards organization (http://www.ecma.ch), which now has responsibility and control over it.

The CLlI is just a specification—it has to be implemented in order to be useful. An implementation of
the CLI is known as a Common Language Runtime (CLR). Microsoft's CLR implementation on the
Windows platform is not under ECMA's control, but it is Microsoft's intention that the CLR be a fully
compliant implementation of the CLI. As of this writing, the CLI has not been implemented on non-
Windows platforms, but Microsoft and others have announced intentions to do so.

The CLI specifies how executable code is loaded, run, and managed. The portion of the CLR that
performs the tasks of loading, running, and managing .NET applications is called the virtual execution
system (VES). Code run by the VES is called managed code .

The CLI greatly expands upon concepts that exist in Microsoft's Component Object Model (COM). As

its core feature, COM specifies how object interfaces are laid out in memory. Any component that can
create and consume this layout can share data with other components that do the same. COM was a

big step forward when it was introduced (circa 1992), but it has its shortcomings. For example, in spite
of its name, COM actually has no concept of an object—only object interfaces. Therefore, COM can't

support passing native types from one component to another.

3.2 Common Type System (CTS)

The CLI specification defines a rich type system that far surpasses COM's capabilities. It's called the
Common Type System (CTS). The CTS defines at the runtime level how types are declared and used.
Previously, language compilers controlled the creation and usage of types, including their layout in
memory. This led to problems when a component written in one language tried to pass data to a
component written in a different language. Anyone who has written Visual Basic 6 code to call
Windows API functions, for instance, or who has tried to pass a JavaScript array to a component
written either in Visual Basic 6 or C++, is aware of this problem. It was up to the developer to translate
the data to be understandable to the receiving component. The CTS obliterates this problem by
providing the following features:
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Primitive types (Integer, String, etc.) are defined at the runtime level. Components can easily
pass instances of primitive types between each other because they all agree on how that data
is formatted.

Complex types (structures, classes, enumerations, etc.) are constructed in a way that is
defined at the runtime level. Components can easily pass instances of complex types between
each other because they all agree on how complex types are constructed from primitive types.
All types carry rich type information with them, meaning that a component that is handed an
object can find out the definition of the type of which the object is an instance. This is
analogous to type libraries in COM, but the CTS is different because the type information is
much richer and is guaranteed to be present.

3.2.1 Namespaces

Namespaces were introduced in Chapter 2 as a way to group related types. They are mentioned
again here because they aren't just a Visual Basic .NET concept; they are also used by the CLR and
by other languages that target the .NET platform. It's important to keep in mind that to the CLR, a
namespace is just part of a fully qualified type name, and nothing more. See Section 3.4.2 later in
this chapter for more information.

3.3 Portions of the CLI

The CLI specification recognizes that the CLR can't be implemented to the same extent on all
platforms. For example, the version of the CLR implemented on a cell phone won't be as versatile as
the one implemented on Windows 2000 or Windows XP. To address this issue, the CLI defines a set
of libraries. Each library contains a set of classes that implement a certain portion of the CLI's
functionality. Further, the CLI defines profiles. A profile is a set of libraries that must be implemented
on a given platform.

The libraries defined by the CLI are:
Runtime Infrastructure Library

This library provides the core services that are needed to compile and run an application that
targets the CLI.

Base Class Library

This library provides the runtime services that are needed by most modern programming
languages. Among other things, the primitive data types are defined in this library.

Network Library
This library provides simple networking services.
Reflection Library

This library provides the ability to examine type information at runtime and to invoke members
of types by supplying the member name at runtime, rather than at compile time.

XML Library
This library provides a simple XML parser.
Floating Point Library

This library provides support for floating point types and operations.
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Extended Array Library

This library provides support for multidimensional arrays.
The profiles defined by the CLI at this time are:
Kernel Profile

This profile defines the minimal functionality of any system claimed as an implementation of
the CLI. CLRs that conform to the Kernel Profile must implement the Base Class Library and
the Runtime Infrastructure Library.

Compact Profile

This profile includes the functionality of the Kernel Profile, plus the Network Library, the
Reflection Library, and the XML Library. It is intended that an implementation of the Compact
Profile can be lightweight, yet provide enough functionality to be useful.

Additional profiles will be defined in future versions of the CLI specification. Any given implementation
of the CLI is free to implement more than the functionality specified by these minimal profiles. For
example, a given implementation could support the Compact Profile but also support the Floating
Point Library. The .NET Framework on Windows 2000 supports all the CLI libraries, plus additional
libraries not defined by the CLI.

Note that the CLI does not include such major class libraries as Windows Forms, ASP.NET, and
ADO.NET. These are Microsoft-specific class libraries for developing applications on Windows
platforms. Applications that depend on these libraries will not be portable to other implementations of
the CLI unless Microsoft makes those class libraries available on those other implementations.

3.4 Modules and Assemblies

A module is an .exe or .dll file. An assembly is a set of one or more modules that together make up an
application. If the application is fully contained in an .exe file, fine—that's a one-module assembly. If
the .exe is always deployed with two .dll files and one thinks of all three files as comprising an
inseparable unit, then the three modules together form an assembly, but none of them does so by
itself. If the product is a class library that exists in a .dll file, then that single .dll file is an assembly. To
put it in Microsoft's terms, the assembly is the unit of deployment in .NET.

An assembly is more than just an abstract way to think about sets of modules. When an assembly is
deployed, one (and only one) of the modules in the assembly must contain the assembly manifest,
which contains information about the assembly as a whole, including the list of modules contained in
the assembly, the version of the assembly, its culture, etc. The command-line compiler and the Visual
Studio .NET compiler create single-module assemblies by default. Multiple-module assemblies are not
used in this book.

Assembly boundaries affect type resolution. When a source file is compiled, the compiler must resolve
type names used in the file to the types' definitions. For types that are defined in the same source
project, the compiler gets the definitions from the code it is compiling. For types that are defined
elsewhere, the compiler must be told where to find the definitions. This is done by referencing the
assemblies that contain the compiled type definitions. When the command-line compiler is used, the

/ ref er ence switch identifies assemblies containing types used in the project being compiled. An
assembly has the same name as the module that contains the assembly manifest, except for the file
extension. In some cases, however, an assembly is specified by giving the full name of the module
that contains the assembly manifest. For example, to compile an application that uses the
System.Drawing.Point class, you could use the following command line:

vbc MySource.vb /reference: System Drawi ng. dl |
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The documentation for the command-line compiler states that the argument to the reference switch is
an assembly. This is not quite accurate. The argument is the name of the module that contains the
assembly manifest for an assembly.

If more than one assembly needs to be referenced, you can list them all in the same / r ef er ence
switch, separated by commas, like this:

vbc MySource.vb /reference: System Drawi ng. dl |, System W ndows. For ns. dl |

The Visual Basic .NET command-line compiler automatically references two assemblies: mscorlib.dll,
which contains most of the types found in the System namespace; and Microsoft.VisualBasic.dll,
which contains the types found in the Microsoft.VisualBasic namespace.

When you're working within the Visual Studio .NET IDE, external assemblies are referenced by doing
the following:

1. Inthe Solution Explorer window, right-click on References, then click on Add Reference. The
Add Reference dialog box appears, as shown in Figure 3-1.

2. Scroll down to find the desired assembly.

3. Double-click or highlight the assembly name, and press the Select button. The assembly
name appears in the Selected Components frame of the dialog box.

4. Select additional assemblies, or click OK.

Figure 3-1. The Add Reference dialog box
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3.4.1 Global Assembly Cache (GAC)

By default, assemblies are not shared. When one assembly is dependent on another, the two
assemblies are typically deployed into a single application directory. This makes it easy to install and
remove an application. To install an application, simply create the application directory and copy the
files into it. To delete the application, just delete the application directory. The Windows Registry is not
used at all.
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If an assembly must be shared among more than one program, either it can be copied into each
appropriate application directory or it can be installed into the global assembly cache (GAC). The GAC
is an area on disk (typically, it's the assembly subdirectory of the Windows directory) that holds
assemblies to be shared among all applications. All of the .NET Framework assemblies reside in the
GAC. (See Figure 3-2 for a partial view of the assemblies in a typical GAC.) Placing an assembly into
the GAC should be avoided if possible: it makes application installation and removal more difficult.
This is because the Windows Installer or gacutil.exe must be used to manipulate the GAC—you can
no longer simply copy or remove the application directory. Installing assemblies into the GAC is not
covered in this book. For information, point your browser to http://msdn.microsoft.com and
perform a search for "Deploying Shared Components."

Figure 3-2. Partial view of a typical GAC
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3.4.2 Comparison of Assemblies, Modules, and Namespaces
It's easy to confuse the three concepts of namespace, module, and assembly. Here is a recap:
Namespace

A portion of a type name. Specifically, it is the portion that precedes the final period in a fully
qualified type name.

Module
A file that contains executable code (.exe or .dll).
Assembly

A set of one or more modules that are deployed as a unit. The assembly name is the same as
the name of the module that contains the assembly manifest, minus the filename extension.

Depending on how things are named, it can seem like these three terms are interchangeable. For
example, System.Drawing.dll is the name of a module that is deployed as part of the .NET Framework.
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As it happens, this module is part of a single-module assembly. Because assemblies are named after
the module that contains the assembly manifest, the assembly is called System.Drawing. A compiler
will reference this assembly as System.Drawing.dll. Many (but not all) of the types in this assembly
have a namespace of System.Drawing. (Other types in the System.Drawing assembly have
namespaces of System.Drawing.Design, System.Drawing.Drawing2D, System.Drawing.Imaging,
System.Drawing.Printing, and System.Drawing.Text.) Note that even though the namespace, module,
and assembly are similarly named in this case, they are distinct concepts. Note in particular that
importing a namespace and referencing an assembly are different operations with different purposes.
The statement:

| mports System Draw ng

allows the developer to avoid typing the fully qualified names of the types in the System.Drawing
namespace. It does not reference the assembly in which those types are defined. To use the types,
the System.Drawing assembly (contained in the System.Drawing.dll module) must be referenced as
described earlier in this section. The | npor t s statement was introduced in Chapter 2.

In other cases, hamespace and assembly names don't correspond. One example is the System
namespace. Some types with this namespace are found in the mscorlib assembly, and others are
found in the System assembly. In addition, each of those assemblies has types with other
namespaces. For example, the System assembly contains types with the Microsoft.VisualBasic
namespace, even though most of the types with that namespace are found in the
Microsoft.VisualBasic assembly. (The reason for this apparent inconsistency is actually quite sound.
Namespaces group types according to functionality, while assemblies tend to group types according to
which types are most likely to be used together. This improves performance because it minimizes the
number of assemblies that have to be loaded at runtime.)

When thinking about namespaces, just remember that types can have any namespace at all,
regardless of where they're defined—the namespace is just part of the type name.

3.5 Application Domains

Application domains are to the CLR what processes are to an operating system. It may be surprising

to note that the CLR can run multiple .NET applications within a single process, without any contention
or security difficulties. Because the CLR has complete control over loading and executing programs,
and because of the presence of type information, the CLR guarantees that .NET applications cannot
read or write each other's memory, even when running in the same process. Because there is less
performance overhead in switching between application domains than in switching between processes,
this provides a performance gain. This is especially beneficial to web applications running in Internet
Information Services (IIS), where scalability is an issue.

3.6 Common Language Specification (CLS)

The CLI defines a runtime that is capable of supporting most, if not all, of the features found in modern
programming languages. It is not intended that all languages that target the CLR will support all CLR
features. This could cause problems when components written in different languages attempt to
interoperate. The CLI therefore defines a subset of features that are considered compatible across
language boundaries. This subset is called the Common Language Specification (CLS).

Vendors creating components for use by others need to ensure that all externally visible constructs
(e.g., public types, public and protected methods, parameters on public and protected methods, etc.)
are CLS-compliant. This ensures that their components will be usable within a broad array of
languages, including Visual Basic .NET. Developers authoring components in Visual Basic .NET have
an easy job because all Visual Basic .NET code is CLS-compliant (unless the developer explicitly
exposes a public or protected type member or method parameter that is of a non-CLS-compliant type).

116



Programming Visual Basic .NET

Because Visual Basic .NET automatically generates CLS-compliant components, this book does not
describe the CLS rules. However, to give you a sense of the kind of thing that the CLS specifies,
consider that some languages support a feature called operator overloading . This allows the
developer to specify actions that should be taken if the standard operator symbols (+, -, *, /, =, etc.)
are used on user-defined classes. Because it is not reasonable to expect that all languages should
implement such a feature, the CLS has a rule about it. The rule states that if a CLS-compliant
component has public types that provide overloaded operators, those types must provide access to
that functionality in another way as well (usually by providing a public method that performs the same
operation).

3.7 Intermediate Language (IL) and Just-In-Time (JIT) Compilation

All compilers that target the CLR compile source code to Intermediate Language (IL), also known as
Common Intermediate Language (CIL). IL is a machine language that is not tied to any specific
machine. Microsoft designed it from scratch to support the CLI's programming concepts. The CLI
specifies that all CLR implementations can compile or interpret IL on the machine on which the CLR is
running. If the IL is compiled (versus interpreted), compilation can occur at either of two times:

Immediately prior to a method in the application being executed
At deployment time

In the first case, each method is compiled only when it is actually needed. After the method is
compiled, subsequent calls bypass the compilation mechanism and call the compiled code directly.
The compiled code is not saved to disk, so if the application is stopped and restarted, the compilation
must occur again. This is known as just-in-time (JIT) compilation and is the most common scenario.

In the second case, the application is compiled in its entirety at deployment time.

IL is saved to .exe and .dll files. When such a file containing IL is executed, the CLR knows how to
invoke the JIT compiler and execute the resulting code.

Note that on the Microsoft Windows platforms, IL is always compiled—never interpreted.

3.8 Metadata

Source code consists of some constructs that are procedural in nature and others that are declarative
in nature. An example of a procedural construct is:

sone(bj ect. SoneMenber = 5

This is procedural because it compiles into executable code that performs an action at runtime.
Namely, it assigns the value 5 to the SomeMember member of the someObject object.

In contrast, here is a declarative construct:

Di m sonehj ect As Soned ass

This is declarative because it doesn't perform an action. It states that the symbol someObiject is a
variable that holds a reference to an object of type SomeClass.

In the past, declarative information typically was used only by the compiler and did not compile directly
into the executable. In the CLR, however, declarative information is everything! The CLR uses type
and signature information to ensure that memory is always referenced in a safe way. The JIT compiler
uses type and signature information to resolve method calls to the appropriate target code at JIT
compile time. The only way for this to work is for this declarative information to be included alongside
its associated procedural information. Compilers that target the CLR therefore store both procedural
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and declarative information in the resulting .exe or .dll file. The procedural information is stored as IL,
and the declarative information is stored as metadata. Metadata is just the CLI's name for declarative
information.

The CLI has a mechanism that allows programmers to include arbitrary metadata in compiled
applications. This mechanism is known as custom attributes and is available in Visual Basic .NET.
Custom attributes were discussed in detail in Chapter 2.

3.9 Memory Management and Garbage Collection

In any object-oriented programming environment, there arises the need to instantiate and destroy
objects. Instantiated objects occupy memory. When objects are no longer in use, the memory they
occupy should be reclaimed for use by other objects. Recognizing when objects are no longer being
used is called lifetime management, which is not a trivial problem. The solution the CLR uses has
implications for the design and use of the components you write, so it is worth understanding.

In the COM world, the client of an object notified the object whenever a new object reference was
passed to another client. Conversely, when any client of an object was finished with it, the client
notified the object of that fact. The object kept track of how many clients had references to it. When
that count dropped to zero, the object was free to delete itself (that is, give its memory back to the
memory heap). This method of lifetime management is known as reference counting. Visual Basic
programmers were not necessarily aware of this mechanism because the Visual Basic compiler
automatically generated the low-level code to perform this housekeeping. C++ developers had no
such luxury.

Reference counting has some drawbacks:

A method call is required every time an object reference is copied from one variable to another
and every time an object reference is overwritten.

Difficult-to-track bugs can be introduced if the reference-counting rules are not precisely
followed.

Care must be taken to ensure that circular references are specially treated (because circular
references can result in objects that never go away).

The CLR mechanism for lifetime management is quite different. Reference counting is not used.
Instead, the memory manager keeps a pointer to the address at which free memory (known as the
heap) starts. To satisfy a memory request, it just hands back a copy of the pointer and then
increments the pointer by the size of the request, leaving it in a position to satisfy the next memory
request. This makes memory allocation very fast. No action is taken at all when an object is no longer
being used. As long as the heap doesn't run out, memory is not reclaimed until the application exits. If
the heap is large enough to satisfy all memory requests during program execution, this method of
memory allocation is as fast as is theoretically possible, because the only overhead is incrementing
the heap pointer on memory allocations.

If the heap runs out of memory, there is more work to do. To satisfy a memory request when the heap
is exhausted, the memory manager looks for any previously allocated memory that can be reclaimed.
It does this by examining the application variables that hold object references. The objects that these
variables reference (and therefore the associated memory) are considered in use because they can be
reached through the program's variables. Furthermore, because the runtime has complete access to
the application's type information, the memory manager knows whether the objects contain members
that reference other objects, and so on. In this way, the memory manager can find all of the memory
that is in use. During this process, it consolidates the contents of all this memory into one contiguous
block at the start of the heap, leaving the remainder of the heap free to satisfy new memory requests.
This process of freeing up memory is known as garbage collection (GC), a term that also applies to
this overall method of lifetime management. The portion of the memory manager that performs
garbage collection is called the garbage collector.

The benefits of garbage collection are:
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No overhead is incurred unless the heap becomes exhausted.
It is impossible for applications to cause memory leaks.
The application need not be careful with circular references.

Although the process of garbage collection is expensive (on the order of a fraction of a second when it
occurs), Microsoft claims that the total overhead of garbage collection is on average much less than
the total overhead of reference counting (as shown by their benchmarks). This, of course, is highly
dependent on the exact pattern of object allocation and deallocation that occurs in any given program.

3.9.1 Finalize

Many objects require some sort of cleanup (i.e., finalization) when they are destroyed. An example
might be a business object that maintains a connection to a database. When the object is no longer in
use, its database connection should be released. The .NET Framework provides a way for objects to
be notified when they are about to be released, thus permitting them to release nonmemory resources.
(Memory resources held by the object can be ignored because they will be handled automatically by
the garbage collector.) Here's how it works: the Object class (defined in the System namespace) has a
method called Finalize that can be overridden. Its default implementation does nothing. If it is
overridden in a derived class, however, the garbage collector automatically calls it on an instance of
that class when that instance is about to be reclaimed. Here's an example of overriding the Finalize
method:

Public O ass SoneC ass
Protected Overrides Sub Finalize( )
Rel ease nonmanaged resources here.
MyBase. Finalize( ) ' Inportant
End Sub
End C ass

The Finalize method should release any nonmanaged resources that the object has allocated.
Nonmanaged resources are any resources other than memory (for example, database connections,
file handles, or other OS handles). In contrast, managed resources are object references. As already
mentioned, it is not necessary to release managed resources in a Finalize method—the garbage
collector will handle it. After releasing resources allocated by the class, the Finalize method must
always call the base class's Finalize implementation so that it can release any resources allocated by
base-class code. If the class is derived directly from the Object class, technically this could be omitted
(because the Obiject class's Finalize method doesn't do anything). However, calling it doesn't hurt
anything, and it's a good habit to get into.

An object's Finalize method should not be called by application code. The Finalize method has special
meaning to the CLR and is intended to be called only by the garbage collector. If you're familiar with
destructors in C++, you'll recognize that the Finalize method is the identical concept. The only
difference between the Finalize method and C++ destructors is that C++ destructors automatically call
their base class destructors, whereas in Visual Basic .NET, the programmer must remember to put in
the call to the base class's Finalize method. It is interesting to note that C#—another language on

the .NET platform—actually has destructors (as C++ does), but they are automatically compiled into
Finalize methods that work as described here.

3.9.2 Dispose

The downside of garbage collection and the Finalize method is the loss of deterministic finalization .
With reference counting, finalization occurs as soon as the last reference to an object is released (this
is deterministic because object finalization is controlled by program flow). In contrast, an object in a
garbage-collected system is not destroyed until garbage collection occurs or until the application exits.
This is nondeterministic because the program has no control over when it happens. This is a problem
because an object that holds scarce resources (such as a database connection) should free those
resources as soon as the object is no longer needed. If this is not done, the program may run out of
such resources long before it runs out of memory.
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Unfortunately, no one has discovered an elegant solution to this problem. Microsoft does have a
recommendation, however. Objects that hold nonmanaged resources should implement the

| Di sposabl e interface (defined in the System namespace). The | Di sposabl e interface exposes a
single method, called Dispose, which takes no parameters and returns no result. Calling it tells the
object that it is no longer needed. The object should respond by releasing all the resources it holds,
both managed and nonmanaged, and should call the Dispose method on any subordinate objects that
also expose the | Di sposabl e interface. In this way, scarce resources are released as soon as they
are no longer needed.

This solution requires that the user of an object keep track of when it is done with the object. This is
often trivial, but if there are multiple users of an object, it may be difficult to know which user should
call Dispose. At the time of this writing, it is simply up to the programmer to work this out. In a sense,
the Dispose method is an alternate destructor to address the issue of nondeterministic finalization
when nonmanaged resources are involved. However, the CLR itself never calls the Dispose method. It
is up to the client of the object to call the Dispose method at the appropriate time, based on the client's
knowledge of when it is done using the object. This implies responsibilities for both the class author
and client author. The class author must document the presence of the Dispose method so that the
client author knows that it's necessary to call it. The client author must make an effort to determine
whether any given class has a Dispose method and, if so, to call it at the appropriate time.

Even when a class exposes the | Di sposabl e interface, it should still override the Finalize method,
just in case the client neglects to call the Dispose method. This ensures that nonmanaged resources
are eventually released, even if the client forgets to do it. A simple (but incomplete) technique would
be to place a call to the object's Dispose method in its Finalize method, like this:

I nconpl ete solution. Don't do this.
Public Sub Di spose( ) Inplenments |Di sposable. D spose
Rel ease resources here.

End Sub

Protected Overrides Sub Finalize( )
Di spose( )
MyBase. Finalize( )

End Sub

In this way, if the client of the object neglects to call the Dispose method, the object itself will do so
when the garbage collector destroys it. Microsoft recommends that the Dispose method be written so it
is not an error to call it more than once. This way, even if the client calls it at the correct time, it's OK
for it to be called again in the Finalize method.

If the object holds references to other objects that implement the | Di sposabl e interface, the code
just shown may cause a problem. This is because the order of object destruction is not guaranteed.
Specifically, if the Finalize method is executing, it means that garbage collection is occurring. If the
object holds references to other objects, the garbage collector may have already reclaimed those
other objects. If the object attempts to call the Dispose method on a reclaimed object, an error will
occur. This situation exists only during the call to Finalize—if the client calls the Dispose method,
subordinate objects will still be there. (They can't have been reclaimed by the garbage collector
because they are reachable from the application's code.)

To resolve this race condition, it is necessary to take slightly different action when finalizing than when
disposing. Here is the modified code:

Public Sub Di spose( ) Inplenments |Di sposable. D spose
D sposeManagedResources( )
Di sposeUnmanagedResources( )

End Sub

Protected Overrides Sub Finalize( )
Di sposeUnmanagedResources( )
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MyBase. Finalize( )
End Sub

Private Sub D sposeManagedResources( )
" Call subordinate objects' Dispose nethods.
End Sub

Private Sub D sposeUnnanagedResources( )
' Rel ease unmanaged resources, such as database connecti ons.
End Sub

Here, the Finalize method only releases unmanaged resources. It doesn't worry about calling the
Dispose method on any subordinate objects, assuming that if the subordinate objects are also
unreachable, they will be reclaimed by the garbage collector and their finalizers (and hence their
Dispose methods) will run.

An optimization can be made to the Dispose method. When the Dispose method is called by the client,
there is no longer any reason for the Finalize method to be called when the object is destroyed.
Keeping track of and calling objects' Finalize methods imposes overhead on the garbage collector. To
remove this overhead for an object with its Dispose method called, the Dispose method should call the
SuppressFinalize shared method of the GC class, like this:

Public Sub Dispose( ) Inplenents |Di sposable.Dispose
Di sposeManagedResources( )
Di sposeUnmanagedResour ces( )
GC. SuppressFinal i ze( M)

End Sub

The type designer must decide what will occur if the client attempts to use an object after calling its
Dispose method. If possible, the object should automatically reacquire its resources. If this is not
possible, the object should throw an exception. Example 3-1 shows the latter.

Example 3-1. A complete Finalize/Dispose example

Public C ass Soned ass
| mpl enent s | Di sposabl e

" This nenber keeps track of whether the object has been di sposed.
Private di sposed As Bool ean = Fal se
' The Di spose nethod rel eases the resources held by the object.
" It nust be called by the client when the client no | onger needs
" the object.
Public Sub Dispose( ) Inplenents |Di sposable.Dispose
I f Not disposed Then
Di sposeManagedResources( )
Di sposeUnmanagedResour ces( )
GC. Suppr essFinal i ze( Me)
di sposed = True
End | f
End Sub

" The Finalize nethod rel eases nonmanaged resources in the case
" that the client neglected to call Dispose. Because of the
' SuppressFinalize call in the Dispose nethod, the Finalize nethod
" will be called only if the Dispose nethod is not call ed.
Protected Overrides Sub Finalize( )

Di sposeUnnmanagedResources( )

MyBase. Finalize( )
End Sub
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Private Sub D sposeManagedResources( )
Cal | subordi nate objects' Dispose nethods.
End Sub

Private Sub D sposeUnmanagedResources( )
Rel ease unmanaged resources, such as dat abase connecti ons.
End Sub

Private Sub DoSonet hi ng( )
Call the EnsureNot D sposed nethod at the top of every nmethod that
needs to access the resources held by the object.
Ensur eNot Di sposed( )

End Sub

Private Sub EnsureNot D sposed( )
Make sure that the object hasn't been di sposed.
I nstead of throwi ng an exception, this nmethod could be witten
to reacquire the resources that are needed by the object.
I f disposed Then
Throw New Obj ect Di sposedExcepti on( Me. Get Type( ). Nane)
End |f
End Sub

End
Cl ass

3.10 A Brief Tour of the .NET Framework Namespaces

The .NET Framework provides a huge class library—something on the order of 6,000 types. To help
developers navigate though the huge hierarchy of types, Microsoft has divided them into namespaces.
However, even the number of namespaces can be daunting. Here are the most common namespaces
and an overview of what they contain:

Microsoft.VisualBasic

Runtime support for applications written in Visual Basic .NET. This namespace contains the
functions and procedures included in the Visual Basic .NET language.

Microsoft.Win32

Types that access the Windows Registry and provide access to system events (such as low
memory, changed display settings, and user logout).

System
Core system types, including:

Implementations for Visual Basic .NET's fundamental types (see "Types" in Chapter
2 for a list of fundamental types and the .NET classes that implement them).
Common custom attributes used throughout the .NET Framework class library (see
Appendix A), as well as the Attribute class, which is the base class for most
(although not all) custom attributes in .NET applications.

Common exceptions used throughout the .NET Framework class library (see
Appendix B), as well as the Exception class, which is the base class for all
exceptions in .NET applications.
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The Array class, which is the base class from which all Visual Basic .NET arrays
implicitly inherit.
The Convert class, which contains methods for converting values between various

types.
The Enum class, from which all enumerations implicitly derive.

The Delegate class, from which all delegates implicitly derive.

The Math class, which has many shared methods for performing common

mathematical functions (e.g., Abs, Min, Max, Sin, and Cos). This class also defines

two constant fields, E and PI, that give the values of the numbers e and pi ,

respectively, within the precision of the Double data type.

The Random class, for generating pseudorandom numbers.

The Version class, which encapsulates version information for .NET assemblies.
System.CodeDom

Types for automatically generating source code (used by tools such as the wizards in Visual
Studio .NET and by the ASP.NET page compiler).

System.Collections
Types for managing collections, including:
ArrayList

Indexed like a single-dimensional array and iterated like an array, but much more flexible than
an array. With an ArrayList, it is possible to add elements without having to worry about the
size of the list (the list grows automatically as needed), insert and remove elements anywhere
in the list, find an element's index given its value, and sort the elements in the list.

BitArray

Represents an array of bits. Each element can have a value of Tr ue or Fal se. The BitArray
class defines a number of bitwise operators that operate on the entire array at once.

Hashtable

Represents a collection of key/value pairs. Both the key and value can be any object.
Queue

Represents a queue, which is a first-in-first-out (FIFO) list.

SortedList

Like a Hashtable, represents a collection of key/value pairs. When enumerated, however, the
items are returned in sorted key order. In addition, items can be retrieved by index, which the
Hashtable cannot do. Not surprisingly, SortedList operations can be slower than comparable
Hashtable operations because of the increased work that must be done to keep the structure
in sorted order.

Stack

Represents a stack, which is a last-in-first-out (LIFO) list.
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Be aware that in addition to these types, there is also the Array type, defined in the System
namespace, and the Collection type, defined in the Microsoft.VisualBasic namespace. The
latter is a collection type that mimics the behavior of Visual Basic 6 collection objects.

System.ComponentModel

Support for building components that can be added to Windows Forms and Web Forms.
System.Configuration

Support for reading and writing program configuration.
System.Data

Support for data access. The types in this namespace constitute ADO.NET.
System.Diagnostics

Support for debugging and tracing.
System.Drawing

Graphics-drawing support.
System.EnterpriseServices

Transaction-processing support.
System.Globalization

Internationalization support.
System.lO

Support for reading and writing streams and files.
System.Net

Support for communicating over networks, including the Internet.
System.Reflection

Support for runtime type discovery.
System.Resources

Support for reading and writing program resources.
System.Security

Support for accessing and manipulating security information.
System.ServiceProcess

Types for implementing system services.
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System.Text
Types for manipulating text and strings.

Note in particular the StringBuilder type. When strings are built from smaller parts, the
methods on the StringBuilder class are more efficient than similar methods on the String class.
This is because the instances of the String class can't be modified in place; every time a
change is made to a String object, a new String object is actually created to hold the new
value. In contrast, the methods in StringBuilder that modify the string actually modify the string
in place.

System.Threading
Support for multithreaded programming.
System.Timers

Provides the Timer class, which can generate an event at predetermined intervals. This
addresses one of the limitations of the Visual Basic 6 Timer control: it had to be hosted in a
container and therefore could be used only in an application with a user interface.

System.Web

Support for building web applications. The types in this namespace constitute Web Forms and
ASP.NET.

System.Windows.Forms

Support for building GUI (fat client) applications. The types in this namespace constitute
Windows Forms.

System.Xml

Support for parsing, generating, transmitting, and receiving XML.

3.11 Configuration

System and application configuration is managed by XML files with a .config extension. Configuration
files exist at both the machine and application level. There is a single machine-level configuration file,
located atr unt i me_i nst al | _pat h\CONFIG\machine.config. For example,

C:\WINNT\Microsoft. NET\Framework\v1.0.2914\CONFIG\machine.config. Application-configuration
files are optional. When they exist, they reside in the application's root folder and are named
application_file nane.config. For example, myApplication.exe.config. Web application-
configuration files are always named web.config. They can exist in the web application's root folder
and in subfolders of the application. Settings in subfolders' configuration files apply only to pages
retrieved from the same folder and its child folders and override settings from configuration files in
higher-level folders.

Configuration files should be used for all application-configuration information; the Windows Registry
should no longer be used for application settings.

3.11.1 Configuration File Format

Configuration files are XML documents, where the root element is <conf i gur at i on>. For example:
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<?xm version="1.0" encodi ng="UTF-8"?>

<configuration>
<l-- More stuff goes in here. -->
</ configuration>

To be as flexible as possible, .NET configuration files use a scheme in which the application developer
can decide on the names of the subelements within the <conf i gur at i on> element. This is done
using the <conf i gSections>, <secti on>, and <sect i onG oup> elements. Example 3-2 shows
how this is done using the <conf i gSect i ons> and <sect i on> elements; the <sect i onG oup>
element is discussed later in this section.

Example 3-2. Defining a section in a configuration file
<?xm version="1.0" encodi ng="UTF-8"?>

<configuration>

<confi gSecti ons>
<section
name="rmySect i onNane"
type="System Configuration. Si ngl eTagSecti onHandl er" />
</ configSecti ons>

<nySect i onNane
someSetti ng="SoneVal ue"
anot her Set ti ng=" Anot her Val ue" />

</ configuration>

The nane attribute of the <sect i on> element specifies the name of an element that will (or could)
appear later in the file. The t ype attribute specifies the name of a configuration section handler, which
is a class that knows how to read an XML section that's formatted in a particular way. The .NET
Framework provides stock configuration section handlers (notably the SingleTagSectionHandler and
the NameValueSectionHandler classes, both of which will be discussed later in this section), which are
sufficient for the majority of cases. Although it's beyond the scope of this book, a custom configuration
section handler can be created by writing a class that implements the

| Confi gurationSecti onHandl er interface.

The SingleTagSectionHandler configuration section handler reads XML sections that are of the form:
<sectionNanme keylName="Val uel" key2Nanme="Val ue2" etc... />
The element can contain any number of key/value pairs.

The configuration section handler class is not used directly in code. To read information from an
application's configuration file, use the GetConfig method in the ConfigurationSettings class (defined in
the System.Configuration namespace). The syntax of the GetConfig method is:

Publ i ¢ Shared Function Get Confi g(ByVal
sectionNanme As String) As Object

Here's how the mechanism works (an example will follow):

1. The application calls the GetConfig method, passing it the name of the configuration section
that is to be read.

2. Internally, the GetConfig method instantiates the configuration section handler class that is
appropriate for reading that section. (Recall that it is the values found in the
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<confi gSect i ons> portion of the configuration file that identify the appropriate configuration
section handler class to use.)

3. The Create method of the configuration section handler is called and is passed the XML from
the requested configuration section.

4. The configuration section handler's Create method returns an object containing the values
read from the configuration section.

5. The object returned from the Create method is passed back to the caller of the GetConfig
method.

The type of object returned from GetConfig is determined by the specific configuration section handler
that handles the given configuration section. The caller of the GetConfig method must have enough
information about the configuration section handler to know how to use the object that is returned. Two
stock configuration section handlers—and the objects they create—will be discussed in this section.

Example 3-3 shows how to read the configuration file shown in Example 3-2. To run this example,
do the following:

1. Create a new directory for the application.
2. Save the code from Example 3-3 into a file named ConfigurationTest.vb.
3. Compile the code with this command line:

vbc ConfigurationTest.vb /reference: System dl |

The reference to the System assembly is required because the System assembly contains the
definition of the ConfigurationSettings class.

The compiler creates an executable file named ConfigurationTest.exe.

4. Save the configuration file from Example 3-2 into a file named ConfigurationTest.exe.config.
Run the executable from the command prompt. The application prints the configuration values
to the command window.

Example 3-3. Reading the configuration file shown in Example 3-2

| nports System
| mports System Col | ections
I mports System Configuration

Publ i c Modul e SoneModul e
Public Sub Main( )

Dimcfg As Hashtabl e
Di m strSoneSetting As String
Di m strAnotherSetting As String

cfg = CType(ConfigurationSettings. GetConfig("nySectionNane"),
Hasht abl e)
I[f Not (cfg I's Nothing) Then
strSoneSetting = CType(cfg("sonmeSetting"), String)
strAnot her Setting = CType(cfg("anotherSetting"), String)
End If

Consol e. WiteLine(strSoneSetting)
Consol e. Wit eLi ne(strAnot herSetting)

End Sub

End Modul e
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To read the configuration settings, the code in Example 3-3 calls the GetConfig method of the
ConfigurationSettings class. The SingleTagSectionHandler configuration section handler creates a
Hashtable object (defined in the System.Collections namespace) to hold the key/value pairs found in
the configuration file. That is why the code in Example 3-3 calls the CType function to convert the
reference returned by the GetConfig method to a Hashtable reference. After that is done, the code can
do anything appropriate for a Hashtable object, including retrieving specific values by key (as shown in
Example 3-3) or iterating through the Hashtable object's items. Also note that because Hashtable
objects store values of type Object, the object references retrieved from the Hashtable have to be
converted to the appropriate reference type, which in this case is String. The Visual Basic CStr
function could have been used here, although in this case the Visual Basic CType function is called
instead.

The application does not specify the name of the configuration file in which to look for the configuration
information. The system automatically looks in the appl i cati on_fi | e nane.config file found in the
application's directory. If the requested section is not found in that file, the system automatically looks
for it in the machine-configuration file.

Another stock configuration section handler is the NameValueSectionHandler class. This handler also
reads key/value pairs, but in a different format. Example 3-4 is the same as Example 3-2, but
rewritten to use NameValueSectionHandler.

Example 3-4. Using the NameValueSectionHandler configuration section
handler
<?xm version="1.0" encodi ng="UTF-8"?>

<confi guration>

<confi gSecti ons>
<section
nanme="mySect i onNane"
type="System Confi gurati on. NaneVal ueSecti onHandl er" />
</ configSecti ons>

<nySect i onNane>

<add key="soneSetting" val ue="SoneVal ue" />

<add key="anot her Setti ng" val ue="Anot her Vval ue" />
</ mySect i onNane>

</ configuration>

Example 3-5 shows the code that reads this configuration section.

Example 3-5. Reading the configuration file shown in Example 3-4

| mports System
I mports System Col | ections. Speci ali zed
I mports System Configuration

Publ i c Modul e SoneMbdul e
Public Sub Main( )
Dimcfg As NaneVal ueCol | ection
Dim strSonmeSetting As String
Dim strAnot herSetting As String
cfg = CType(ConfigurationSettings. Get Confi g("nySectionNane"),

NanmeVal ueCol | ecti on)
If Not (cfg I's Nothing) Then
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strSomeSetting = CType(cfg("someSetting"), String)
strAnot her Setting = CType(cfg("anotherSetting"), String)
End | f

Consol e. WiteLine(strSoneSetting)
Consol e. Wi teLi ne(strAnot her Setting)

End Sub

End Modul e

The main difference to note in Example 3-5 is that the NameValueSectionHandler creates an object
of type NameValueCollection (defined in the System.Collections.Specialized hamespace).

3.11.2 Configuration Section Groups

If application-configuration information is to be stored in the machine-configuration file, it is a good
idea to introduce configuration section groups into the picture. (Recall that if the runtime doesn't find
the requested section in the application-configuration file, it automatically looks for it in the machine-
configuration file.) This simply groups an application’s settings into an enclosing group element in the
configuration file, so that the contained elements won't potentially conflict with like-named elements for
other applications. Example 3-6 shows how to introduce a section group. It is identical to the
configuration file shown in Example 3-2, except that a section group is defined.

Example 3-6. Creating a section group
<?xm version="1.0" encodi ng="UTF-8"?>

<confi guration>

<confi gSecti ons>
<secti onG oup nanme="nyG oupNane" >
<section
nanme="mySect i onNane"
type="System Confi guration. Si ngl eTagSecti onHandl er" />
</ sectionG oup>
</ configSections>

<nmy &G oupNanme>
<nySect i onNane
sonmeSet ti ng="SoneVal ue"
anot her Set ti ng=" Anot her Val ue" />
</ myG oupNane>

</ configuration>

Example 3-7 shows how to read this configuration file in code.

Example 3-7. Reading the configuration file shown in Example 3-6

| nports System
| mports System Col | ections
I mports System Configuration

Publ i ¢ Modul e SoneModul e
Public Sub Main( )

Dimcfg As Hashtabl e
Dim strSoneSetting As String
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Di m strAnot herSetting As String

cfg = Clype( _
ConfigurationSettings. Get Config("mG oupNane/ nySecti onNanme"),
Hasht abl e)
If Not (cfg I's Nothing) Then
strSonmeSetting = CType(cfg("soneSetting"), String)
strAnot her Setting = CType(cfg("anotherSetting"), String)
End |f

Consol e. WiteLine(strSoneSetting)
Consol e. Wit eLi ne(strAnotherSetting)

End Sub

End Mbdul e

The only difference between Example 3-7 and Example 3-3 is the path-style syntax in Example 3-
7 used to specify the section name: " ny G oupNane/ mySect i onNane" . Group definitions can be
nested, if desired.

3.11.3 The <appSettings> Section

Most applications just need a simple way to store key/value pairs. To support this, the machine.config
file contains a predefined section definition called <appSet t i ngs=>. Itis always legal to include an
<appSet t I ngs> section in any configuration file. The configuration section handler for the
<appSettings> section is the NameValueSectionHandler class, so the section should be in this form:

<appSettings>
<add key="settingl" val ue="val uel" />
<add key="setting2" val ue="val ue2" />
<add key="setting3" val ue="val ue3" />
</ appSettings>

Although the <appSet t | ngs> section can be read using the GetConfig method just like any other
section, the ConfigurationSettings class has a property that is specifically intended to assist with
reading the <appSet t i ngs> section. The read-only AppSettings property of the
ConfigurationSettings class returns a NameValueCollection object that contains the key/value pairs
found in the <appSet t | ngs> section. Example 3-8 shows how to read the settings shown in the
previous code listing.

Example 3-8. Reading the <appSettings> section

I nports System
I mports System Col | ections. Speci ali zed
| mports System Configuration

Publ i c Modul e SoneModul e
Public Sub Main( )
Dimcfg As NanmeVal ueCol | ection
DimstrSettingl As String
DimstrSetting2 As String
DimstrSetting3 As String
cfg = CType(ConfigurationSettings. AppSettings, NaneVal ueCol | ecti on)

If Not (cfg I's Nothing) Then
strSettingl = CType(cfg("settingl"), String)
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strSetting2
strSetting3
End | f

CType(cfg("setting2"), String)
CType(cfg("setting3"), String)

Consol e. WiteLine(strSettingl)

Consol e. WiteLine(strSetting2)

Consol e. WiteLine(strSetting3)
End Sub

End Modul e

The name/value pairs in the <appSet t i ngs> section are developer-defined. The CLR doesn't
attribute any intrinsic meaning to any particular name/value pair.

3.12 Summary

The .NET Framework is a broad and deep new foundation for application development. At its core is a
runtime that provides services that were previously found in compiler libraries. This runtime eliminates
the application's need to possess knowledge of the underlying operating system and hardware, while
providing performance on par with natively compiled code.
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Chapter 4. Windows Forms I. Developing Desktop
Applications

Windows Forms is a set of classes that encapsulates the creation of the graphical user interface (GUI)
portion of a typical desktop application. Previously, each programming language had its own way of
creating windows, text boxes, buttons, etc. This functionality has all been moved into the .NET
Framework class library—into the types located in the System.Windows.Forms namespace. Closely
related is the System.Drawing namespace, which contains several types used in the creation of GUI
applications. The capabilities provided by the types in the System.Drawing namespace are commonly
referred to as GDI+ (discussed more fully later in this chapter).

In this chapter, we'll examine the form (or window) as the central component in a classic desktop
application. We'll look at how forms are programmatically created and how they're hooked to events.
We'll also examine how multiple forms in a single application relate to one another and how you
handle forms in an application that has one or more child forms. Finally, we'll discuss two topics,
printing and 2-D graphics, that are relevant to desktop application development.

4.1 Creating a Form

The easiest way to design a form is to use the Windows Forms Designer in Visual Studio .NET. The
developer can use visual tools to lay out the form, with the designer translating the layout into Visual
Basic .NET source code. If you don't have Visual Studio .NET, you can write the Visual Basic .NET
code directly and not use the designer at all. This section will demonstrate both methods.

Programmatically, a form is defined by deriving a class from the Form class (defined in
System.Windows.Forms). The Form class contains the know-how for displaying an empty form,
including its title bar and other amenities that we expect from a Windows form. Adding members to the
new class and overriding members inherited from the Form class add visual elements and behavior to
the new form.

4.1.1 Creating a Form Using Visual Studio .NET
To create a GUI application in Visual Studio .NET:
1. Select FiIe%New%Project. The New Project dialog box appears, as shown in Figure 4-1.

Figure 4-1. The New Project dialog box
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Select Visual Basic Projects in the Project Types pane on the left side of the dialog box.
Select Windows Application in the Templates pane on the right side of the dialog box.
Enter a name in the Name text box.

Click OK. Visual Studio .NET creates a project with a form in it and displays the form in a
designer, as shown in Figure 4-2.

Figure 4-2. The Windows Forms Designer
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To see the code created by the form Windows Forms Designer, right-click on the form, then select
View Code. Doing this for the blank form shown in Figure 4-2 reveals the code shown here:

Public C ass Fornil
I nherits System W ndows. For ms. For m

W ndows Form Desi gner generated code

End d ass

This shows the definition of a class named Form1 that inherits from the Form class. The Windows
Forms Designer also creates a lot of boilerplate code that should not be modified by the developer. By
default, it hides this code from view. To see the code, click on the "+" symbol that appears to the left of
the line that says "Windows Form Designer generated code." Doing so reveals the code shown in

Example 4-1.

Example 4-1. The Windows Forms Designer-generated code for a blank
form

Public C ass Forml
I nherits System W ndows. For ns. Form

#Regi on " W ndows Form Desi gner generated code "

Public Sub New( )
MyBase. New( )

"This call is required by the Wndows Form Desi gner.
InitializeConmponent( )

"Add any initialization after the InitializeConmponent( ) call
End Sub

"Form overrides dispose to clean up the conponent 1|ist.
Protected Overl oads Overrides Sub Di spose(ByVal disposing As Bool ean)
| f di sposing Then
I f Not (conmponents |s Nothing) Then
conmponent s. Di spose( )

End | f
End | f
MyBase. Di spose(di sposi ng)
End Sub

"Requi red by the W ndows Form Desi gner
Private conmponents As System Conponent Model . Cont ai ner

"NOTE: The follow ng procedure is required by the Wndows Form Desi gner
"It can be nodified using the Wndows Form Desi gner.
"Do not nodify it using the code editor.
<Syst em Di agnhosti cs. Debugger St epThrough( )> Private Sub
InitializeConponent( )
conponents = New System Conponent Mbdel . Contai ner( )
Me. Text = "Forntl"
End Sub

#End Regi on

End d ass
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The Windows Forms Designer autogenerates the code for four class members:
New method (the class constructor)

The constructor calls the base class's constructor and then invokes the InitializeComponent
method. Developer-supplied initialization code should follow the call to InitializeComponent.
After the constructor is generated, the designer doesn't touch it again.

Dispose method

The Dispose method is where the object gets rid of any expensive resources. In this case, it
calls the base class's Dispose method to give it a chance to release any expensive resources
that it may hold, then it calls the components field's Dispose method. (For more on the
components field, see the next item.) This in turn calls the Dispose methods on each
individual component in the collection. If the derived class uses any expensive resources, the
developer should add code here to release them. When a form is no longer needed, all code
that uses the form should call the form's Dispose method. After the Dispose method is
generated, the designer doesn't touch it again.

Components field

The components field is an object of type IContainer (defined in the System.ComponentModel
namespace). The designer-generated code uses the components field to manage finalization
of components that may be added to a form (for example, the Timer component).

InitializeComponent method

The code in this method should not be modified or added to by the developer in any way. The
Windows Forms Designer automatically updates it as needed. When controls are added to the
form using the designer, code is added to this method to instantiate the controls at runtime
and set their initial properties. Note also in Example 4-1 that properties of the form itself
(such as Text and Name) are initialized in this method.

One thing missing from this class definition is a Main method. Recall from Chapter 2 that .NET
applications must expose a public, shared Main method. This method is called by the CLR when an
application is started. So why doesn't the designer-generated form include a Main method? It's
because the Visual Basic .NET compiler in Visual Studio .NET automatically creates one as it
compiles the code. In other words, the compiled code has a Main method in it even though the source
code does not. The Main method in the compiled code is a member of the Form1 class and is
equivalent to this:

<System STAThreadAttri bute( )> Public Shared Sub Main( )
Syst em Thr eadi ng. Thread. Current Thread. Apartnent State = _
Syst em Thr eadi ng. Apart nent St at e. STA
System W ndows. For nms. Appl i cati on. Run(New Formi( ))
End Sub

Note that the Visual Basic .NET command-line compiler doesn't automatically generate the Main
method. This method must appear in the source code if the command-line compiler is to be used.

The next steps in designing the form are to name the code file something meaningful and to set some

properties on the form, such as the title-bar text. To change the name of the form's code file, right-click
on the filename in the Solution Explorer window and select Rename. If you're following along with this

example, enter HelloWindows.vb as the name of the file.
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Changing the name of the file doesn't change the name of the class. To change the name of the class,
right-click the form in the designer and choose Properties. In the Properties window, change the value
of the Name property. For this example, change the name to "HelloWindows".

To change the form's caption, set the form's Text property to a new value. Set the Text property in this
example to "Programming Visual Basic .NET".

Next, controls can be added to the form from the Visual Studio .NET toolbox. To display the toolbox,

select View—>Toolbox from the Visual Studio .NET main menu. For this example, double-click on the
Label control in the toolbox to add a Label control on the form. Use the Properties window to change
the label's Text property to "Hello, Windows!" and its Font property to Arial 24pt.

Next, double-click on the Button control in the toolbox to add a Button control to the form. Use the
Properties window to change the button's Name property to "OkButton" and its Text property to "OK".

Finally, position the controls as desired, size the Label control and the form to be appealing, and set
the form's FormBorderStyle property to "FixedToolWindow". The resulting form should look something
like the one shown in Figure 4-3.

Figure 4-3. A form with controls
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Press the F5 key to build and run the program. The result should look something like Figure 4-4.

Figure 4-4. Hello, Windows!, as created by the Windows Forms Designer
=l

Hello, Windows!

The code generated by the designer is shown in Example 4-2.

Example 4-2. Hello, Windows! code, as generated by the Windows Forms
Designer
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Public C ass Hel | oW ndows
I nherits System W ndows. Fornms. Form

#Regi on W ndows Form Desi gner generated code
Public Sub New( )

MyBase. New( )

"This call is required by the Wndows Form Designer.
InitializeConmponent( )

"Add any initialization after the InitializeConponent( ) call
End Sub

'"Form overrides dispose to clean up the conponent list.
Protected Overl oads Overrides Sub D spose(ByVal disposing As Bool ean)
I f di sposing Then
If Not (components Is Nothing) Then
conponents. Di spose( )

End If
End If
MyBase. Di spose(di sposi ng)
End Sub

Friend WthEvents Label 1 As System W ndows. For nms. Label
Friend WthEvents CkButton As System W ndows. For ns. Butt on

"Required by the W ndows Form Desi gner
Private conponents As System Conponent Mbdel . Cont ai ner

"NOTE: The follow ng procedure is required by the Wndows Form Designer
"It can be nodified using the Wndows Form Designer.
"Do not modify it using the code editor.
<System Di agnhosti cs. Debugger St epThrough( )> _
Private Sub InitializeConponent( )
Me. Label 1 = New System W ndows. Forns. Label ()
Me. OkButton = New System W ndows. Forns. Button( )
Me. SuspendLayout ()

' Label 1
Me. Label 1. Font = New System Drawi ng. Font ("Arial", 24!,

Syst em Drawi ng. Font Styl e. Regul ar, _
System Dr awi ng. Graphi csUnit. Point, CType(0, Byte))

Me. Label 1. Locati on = New System Drawi ng. Poi nt (8, 8)
Me. Label 1. Name = "Label 1"

Me. Label 1. Si ze = New System Drawi ng. Si ze(264, 48)
Me. Label 1. Tabl ndex = 0

Me. Label 1. Text = "Hell o, W ndows!"

" kButt on

Me. CkButt on. Locati on = New System Drawi ng. Poi nt (280, 16)
Me. CkBut t on. Nane = " CkButton"

Me. OkBut t on. Tabl ndex = 1

Me. OkBut t on. Text = "CK"

"Hel | oW ndows

Me. Aut oScal eBaseSi ze = New System Drawi ng. Si ze(5, 13)
Me.ClientSize = New System Draw ng. Si ze(362, 58)
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. Control s. AddRange( New Syst em W ndows. Forns. Control ()
{Me. CkButton, Me. Label 1})

. FornBorderStyle = _
Syst em W ndows. For ns. For nBor der St yl e. Fi xedTool W ndow

. Name = "Hel | oW ndows"

. Text = "Progranmm ng Visual Basic .NET"

. ResunelLayout ( Fal se)

T © ©

End Sub
#End Regi on

End d ass
Note that the designer made the following modifications to the code:

Two Friend fields were added to the class, one for each of the controls that were added to the
form:

Friend WthEvents Label 1 As System W ndows. For ns. Label
Friend WthEvents OkButton As System W ndows. Forns. Button

The Fri end keyword makes the members visible to other code within the project, but it hides
them from code running in other assemblies.

The W t hEvent s keyword allows the HelloWindows class to handle events generated by the
controls. In the code shown, no event handlers have been added yet, but you'll see how to do
that later in this section.

Note that the field names match the control names as shown in the Properties window.

Code was added to the InitializeComponent method to instantiate the two controls and assign
their references to the member fields:

Me. Label 1 = New System W ndows. For ns. Label ()
Me. OkButt on = New System W ndows. Forns. Button( )

Code was added to the InitializeComponent method to set various properties of the label,
button, and form. Some of these assignments directly correspond to the settings made in the
Properties window, while others are the implicit result of other actions taken in the designer
(such as sizing the form).

4.1.1.1 Adding event handlers

The Hello, Windows! application built thus far has an OK button, but the application doesn't yet
respond to button clicks. To add a Click event handler for the OK button, double-click on the button in
the Windows Forms Designer. The designer responds by switching to the form's code view and
inserting a subroutine that handles the Click event (i.e., it will be called when the user of the running
application clicks the OK button). The subroutine the designer creates looks like this (note that | added
the line-continuation character for printing in this book):

Private Sub OkButton_ Click(ByVal sender As System Object,
ByVal e As System Event Args) Handl es OkButton. Cick

End Sub

The body of the subroutine can then be added. This would be a likely implementation for this event
handler:
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Private Sub OkButton_Click(ByVal sender As System Object,
ByVal e As System Event Args) Handl es OkButton. Cick
Me. Cl ose( )

Me. Di spose( )

End Sub

An alternative way to add an event handler is to use the drop-down lists at the top of the form's code-
view window. In the lefthand drop-down list, choose the object for which you would like to add an
event handler. Then, in the righthand drop-down list, choose the desired event. See Figure 4-5.

Figure 4-5. Adding an event handler using the code view's drop-down

lists
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Private Suo OkButton Click(EvVal sender Az Ol
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The form designer creates the handier

Event handlers can be typed directly into the form's code if you know the correct signature for the
handler. Event-handler signatures are documented in the Microsoft Developer Network ( MSDN)
Library.

4.1.2 Creating a Form in Code

Although form designers are convenient, it is certainly possible to code a form directly. To do so, follow
these steps:

1. Define a class that is derived from the Form class (defined in the System.Windows.Forms
namespace). If the form is to be the startup form for an application, include a public, shared
Main method. For example:

2. | mports System W ndows. For s

3.

4. Public C ass Hel | oW ndows

5. I nherits Form

6.

7. Include this nmethod only if this is the application's startup
form

8. " Alternatively, place this nethod in a separate nodule in the

9. " application. If it is placed in a separate nodul e, renove the

10. ' Shared keyword.

11. <System STAThreadAttribute( )> Public Shared Sub Main( )

12. Syst em Thr eadi ng. Thread. Current Thread. Apartnent State = _

13. Syst em Thr eadi ng. Apart nent St at e. STA

14. Application. Run(New Hel | oW ndows( ))

15. End Sub ' Main

16.
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End d ass

17. Declare a data member for each control that is to appear on the form. If you want to handle
events from the control, use the W t hEvent s keyword in the declaration. For example:
18. Inports System W ndows. For ns

19.
20. Public dass Hel | oW ndows
21. I nherits Form
22.
23. Private | bl Hel | oW ndows As Label
24. Private WthEvents bt nOK As Button
25.
26. <System STAThreadAttri bute( )> Public Shared Sub Main( )
27. Syst em Thr eadi ng. Thread. Current Thread. Apartnent State = _
28. Syst em Thr eadi ng. Apart nent St at e. STA
29. Application. Run(New Hel | oW ndows( ))
30. End Sub ' Main
31.
End d ass

The visibility (Pri vat e, Fri end, Prot ect ed, or Publ i c) of these data members is a design
issue that depends on the project and on the developer's preferences. My own preference is
to make all data members private. If code external to the class needs to modify the data held
by these members, specific accessor methods can be added for the purpose. This prevents
internal design changes from affecting external users of the class.

32. Declare a constructor. Perform the following operations in the constructor:
a. Instantiate each control.
b. Set properties for each control and for the form.
c. Add all controls to the form's Controls collection.

For example:

| mports System Draw ng
| mports System W ndows. For ns

Public C ass Hell oW ndows
| nherits Form

Private | bl Hel | oW ndows As Label
Private WthEvents btnOK As Button

Public Sub New

Instantiate a | abel control and set its properties.
| bl Hel | oW ndows = New Label ()
Wth | bl Hel | oW ndows
.Font = New Font ("Arial", 24)
. Location = New Point (16, 8)
.Size = New Size(248, 40)
. Tabl ndex = 0
. Text = "Hello, Wndows!"
End Wth

" Instantiate a button control and set its properties.
bt nOK = New Button( )

Wth bt nOK
.Location = New Poi nt (320, 16)
. Tabl ndex =1
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Text = "OK"
End Wth

' Set properties on the form

For nBor der St yl e = FornBorder Styl e. Fi xedTool W ndow

ClientSize = New Size(405, 61)

Text = "Progranm ng Visual Basic .NET"

' Add the controls to the formis Controls collection.
Control s. Add( | bl Hel | oW ndows
Cont rol s. Add( bt nCK)

End Sub

<System STAThreadAttri bute( )> Public Shared Sub Main( )
Syst em Thr eadi ng. Thread. Current Thread. Apartnent State = _
Syst em Thr eadi ng. Apart ment St at e. STA
Application. Run(New Hel | oW ndows( ))
End Sub ' Miin

End d ass

An | mpor t s statement was added to give access to types in the System.Drawing namespace,
such as Point and Size.

4.1.2.1 Adding event handlers

Define event handlers directly in code for any events that you wish to handle. For example:

Private Sub btnOK Cick(ByVval sender As Object, _
ByVal e As System Event Args) Handl es bt nOK. d i ck
Close( )

Di spose( )

End Sub

The complete code for a standalone Windows Forms application is shown in Example 4-3. Compile it
from the command line with this command:

vbc Hel | oW ndows. vb
/r:Systemdl |, System Drawi ng. dl |, System Wndows. Forms. dl | /t:w nexe

(Note that the command should be typed on a single line.)

Example 4-3. Hello, Windows! code generated outside of Visual Studio

| mports System Draw ng

| mports System W ndows. For s

Public Cl ass Hel | oW ndows
I nherits Form
Private | bl Hel | oW ndows As Label
Private WthEvents btnOK As Button

Private Sub btnOK dick(ByVal sender As Object, _
ByVal e As System Event Args) Handl es bt nOK. d i ck
Cl ose()
Di spose()
End Sub
Public Sub New
Instantiate a | abel control and set its properties.
| bl Hel | oW ndows = New Label ()
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Wth | bl Hel | oW ndows
. Font = New Font("Arial", 24)
. Location = New Point(16, 8)
.Size = New Si ze(248, 40)
. Tablndex = 0
. Text = "Hello, Wndows!"
End Wth
" Instantiate a button control and set its properties.
bt nOK = New Button()

Wth bt nOK
. Location = New Poi nt (320, 16)
. Tabl ndex = 1
. Text = "OK"

End Wth

Set properties on the form
For mBor der Styl e = FornBor der Styl e. Fi xedTool W ndow
ClientSize = New Si ze(405, 61)
Text = "Progranm ng Visual Basic .NET"
' Add the controls to the formis Controls collection.
Control s. Add( | bl Hel | oW ndows)
Cont r ol s. Add( bt nCK)

End Sub

<System STAThreadAttri bute()> Public Shared Sub Mai n()
Syst em Thr eadi ng. Thread. Current Thread. Apartnent State = _
System Thr eadi ng. Apart ment St at e. STA
Appl i cation. Run(New Hel | oW ndows())
End Sub ' Main
End d ass

4.2 Handling Form Events

The base Form class may at times raise events. These events can be handled by the derived Form
class. One way to do this is to define a handler subroutine that uses the MyBase keyword in the
Handl es clause, like this:

This is not the preferred technique.
Private Sub Form O osing( _

ByVal sender As bject, _

ByVal e As System Conponent Model . Cancel Event Args
) Handl es MyBase. d osi ng

End Sub

However, a better technique is to override the protected methods, which are provided by the Form

class for this purpose. For example, the following method could be placed in the derived class's

definition, providing a way to respond to the form's imminent closing:

" Assunes | nports System Conponent Model

Protected Overrides Sub OnC osing( _
ByVal e As Cancel Event Args _

)

M/Béé&). OnCl osing(e) ' Inportant
End Sub

Note that the implementation of the OnClosing method includes a call to the base class's
implementation. This is important. If this is not done, the Closing event won't be raised, which will
affect the behavior of any other code that has registered for the event.
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Following is the list of events the Form class defines, including a brief description of each event and
the syntax for overriding the protected method that corresponds to each event. Note also that the
Form class indirectly derives from the Control class and that the Control class also exposes events
and overridable methods that aren't shown here.

Activated
Fired when the form is activated. Its syntax is:

Protected Overrides Sub OnActivated(ByVal e As System Event Args)
Closed

Fired when the form has been closed. Its syntax is:

Protected Overrides Sub OnCl osed(ByVal e As System Event Args)
Closing

Fired when the form is about to close. Its syntax is:

Protected Overrides Sub OnCl osing( _
ByVal e As System Component Model . Cancel Event Ar gs)

The CancelEventArgs.Cancel property can be setto Tr ue to prevent the form from closing; its
default value is Fal se.

Deactivate
Fired when the form is deactivated. Its syntax is:

Protected Overrides Sub OnDeactivate(ByVal e As System Event Args)
InputLanguageChanged

Fired when the form's input language has been changed. Its syntax is:

Protected Overrides Sub Onl nput LanguageChanged( _
ByVal e As System W ndows. For ns. | nput LanguageChangedEvent Ar gs)

The InputLanguageChangedEventArgs class has three properties that identify the new

language: CharSet, which defines the character set associated with the new input language;

Culture, which contains the culture code (see Appendix C) of the new input language; and

InputLanguage, which contains a value indicating the new language.
InputLanguageChanging

Fired when the form's input language is about to be changed. Its syntax is:

Protected Overrides Sub Onl nput LanguageChangi ng( _
ByVal e As System W ndows. For ns. | nput LanguageChangi ngEvent Ar gs)

The InputLanguageChangingEventArgs class has a Culture property that identifies the
proposed new language and locale. It also has a Cancel property that can be setto Tr ue
within the event handler to cancel the change of input language; the default value of the
Cancel property is Fal se.

Load
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Fired when the form is loaded. Its syntax is:

Protected Overrides Sub OnLoad(ByVal e As System Event Args)
MaximizedBoundsChanged

Fired when the value of the form's MaximizedBounds property (which determines the size of
the maximized form) is changed. Its syntax is:

Protected Overrides Sub OnMaxi m zedBoundsChanged( _
ByVal e As System Event Args)
MaximumSizeChanged

Fired when the value of the form's MaximumSize property (which defines the maximum size to
which the form can be resized) is changed. Its syntax is:

Protected Overrides Sub OnMaxi nuntSi zeChanged(ByVal e As
System Event Ar gs)
MdiChildActivate

Fired when an MDI child window is activated. Its syntax is:
Protected Overrides Sub OnMli Chil dActivate(ByVal e As

Syst em Event Ar gs)
MenuComplete

Fired when menu selection is finished. Its syntax is:

Protected Overrides Sub OnMenuConpl et e(ByVal e As System Event Args)
MenuStart

Fired when a menu is displayed. Its syntax is:

Protected Overrides Sub OnMenuStart(ByVal e As System Event Args)
MinimumSizeChanged

Fired when the value of the form's MinimumSize property (which defines the minimum size to
which the form can be resized) is changed. Its syntax is:

Protected Overrides Sub OnM ni nuntSi zeChanged(ByVal e As
System Event Ar gs)

4.3 Relationships Between Forms

The Form class has two properties that control a form's relationship to other forms: the Parent property
(inherited from the Control class) and the Owner property. Setting the Parent property causes the
constrained form to appear only within the bounds of the parent—and always to appear on top of the
parent. This gives an effect similar to MDI applications (which have other features as well and are
discussed later in this chapter). When a form has a parent, it can be docked to the parent's edges, just
like any other control. The code in Example 4-4 demonstrates this. It can be compiled from the
command line with this command:

vbc filenane.vb /r: Systemdl |, System Drawi ng.dl |, System W ndows. For ns. dl |
/t:w nexe

The result is displayed in Figure 4-6.
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Figure 4-6. A form with a parent
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Example 4-4. Creating a form with a parent

| mports System Draw ng
| nports System W ndows. For s

Modul e nmodMai n
<System STAThreadAttri bute( )> Public Sub Main( )
Syst em Thr eadi ng. Thread. Current Thread. Apartnent State = _
Syst em Thr eadi ng. Apart ment St at e. STA
Syst em W ndows. For ns. Appl i cation. Run(New MyParent Form( ))
End Sub
End Modul e

Public C ass MyParent Form
I nherits Form
Public Sub New( )
' Set ny size.
Me.ClientSize = New System Drawi ng. Si ze( 600, 400)
' Create and show a child form
Dimfrm As New MyChi | dFor m( Me)
frm Show )
End Sub
End C ass

Public C ass MyChil dForm
I nherits Form
Public Sub New(ByVal Parent As Control)
' TopLevel nust be False for me to have a parent.
Me. TopLevel = Fal se
' Set ny parent.
Me. Parent = Parent
' Dock to ny parent's |eft edge.
Me. Dock = DockStyl e. Left
End Sub
End d ass

If the child form is maximized, it expands to fill the parent form. If the child form is minimized, it shrinks
to a small rectangle at the bottom of the parent window. Because the child form in this example has a
title bar and a sizable border, it can be moved and sized even though it has been docked. This
behavior can be changed by modifying the form's FormBorderStyle property.
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Setting the Owner property of a form causes another form to own the first. An owned form is not
constrained to appear within the bounds of its owner, but when it does overlay its owner, it is always
on top. Furthermore, the owned form is always minimized, restored, or destroyed when its owner is
minimized, restored, or destroyed. Owned forms are good for floating-tool windows or Find/Replace-
type dialog boxes. The code in Example 4-5 creates an owner/owned relationship. Compile it with
this command:

vbc filenane.vb /r: Systemdl |, System Drawi ng. dl |, System W ndows. For ns. dl |
/t:w nexe

Example 4-5. Creating a form with an owner

[ mports System Draw ng
[ mports System W ndows. For ns

Modul e nodMai n
<System STAThreadAttri bute( )> Public Sub Main( )
System Thr eadi ng. Thread. Current Thread. Apartnent State = _
System Thr eadi ng. Apart nent St at e. STA
System W ndows. For ns. Appl i cati on. Run( New MyOmer Form( ))
End Sub
End Mbdul e

Public C ass MyOmer Form
I nherits Form
Public Sub New( )
Set ny size.
Me. ClientSize = New System Draw ng. Si ze(600, 450)
Create and show an owned form
Dimfrm As New MyOanedFor n( Me)
frm Show )
End Sub
End C ass

Public Cass MyOmedForm
I nherits Form
Public Sub New(ByVal Owner As Form
' Set ny owner.
Me. Owner = Omner
End Sub
End d ass

4.4 MDI Applications

Multiple document interface (MDI) applications permit more than one document to be open at a time.
This is in contrast to single document interface (SDI) applications, which can manipulate only one
document at a time. Visual Studio .NET is an example of an MDI application—many source files and
design views can be open at once. In contrast, Notepad is an example of an SDI application—opening
a document closes any previously opened document.

There is more to MDI applications than their ability to have multiple files open at once. The Microsoft
Windows platform SDK specifies several Ul behaviors that MDI applications should implement. The
Windows operating system provides support for these behaviors, and this support is exposed through
Windows Forms as well.
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4.4.1 Parent and Child Forms

MDI applications consist of a main form, which does not itself display any data, and one or more child
forms, which appear only within the main form and are used for displaying documents. The main form
is called the MDI parent, and the child forms are called the MDI children.

The Form class has two properties that control whether a given form is an MDI parent, MDI child, or
neither. The Boolean IsMdiContainer property determines whether a form behaves as an MDI parent.
The MdiParent property (which is of type Form) controls whether a form behaves as an MDI child.
Setting the MdiParent property of a form to reference the application's MDI parent form makes the
form an MDI child form. Example 4-6 shows the minimum amount of code required to display an MDI
parent form containing a single MDI child form.

Example 4-6. A minimal MDI application

| nports System
I mports System W ndows. For s

Publ i ¢ Modul e AppModul e
Public Sub Main( )
Application. Run(New Mai nForn( ))
End Sub
End Modul e

Public C ass Mai nForm
Inherits Form

Public Sub New( )
Set the main w ndow capti on.
Text = "My MDI Application”
Set this to be an MDI parent form
| sMdi Cont ai ner = True
Create a child form
Dim nyChild As New Docunent For m(" My Docunent”, M)
myChi | d. Show
End Sub

End Cl ass

Public C ass Docunent Form
I nherits Form

Public Sub New(ByVal nane As String, ByVal parent As Forn
Set the docunent w ndow capti on.
Text = nane
Set this to be an MDI child form
Mdi Parent = parent
End Sub

End Cl ass

Assuming that the code in Example 4-6 is saved in a file named MyApp.vb, it can be compiled from
the command line with this command:

vbc MyApp.vb /r:Systemdl |, System W ndows. For ns. dl |

Running the resulting executable produces the display shown in Figure 4-7.
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Figure 4-7. A minimal MDI application (the output of the code in
Example 4-6)

._ i Wi i
8| regyy DT A pplic it

T='r My Diocunent EI

The Form class has two read-only properties related to MDI behavior. The IsMdiChild property returns
a Boolean value that indicates whether the form is an MDI child. The MdiChildren property of a parent
form contains a collection of references to the form's child forms. The IsMdiChild and MdiChildren
properties are both automatically maintained in response to setting the child forms' MdiParent
properties.

4.4.2 Creating a Window Menu

MDI applications usually have a main-menu item called Window. On this menu appear standard items
for cascading, tiling, and activating child windows and arranging the icons of minimized child windows.
Figure 4-8 shows a typical example.

Figure 4-8. A typical Window menu
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Such a menu is easy to create using the support in Windows Forms. Assuming that you were to do it

programmatically, Example 4-7 shows a revised version of Example 4-6 that has been modified to
include a Window menu; the added code is shown in boldface. For details on how to work with menus

from the Visual Studio IDE, as well as programmatically, see Section 5.5 in Chapter 5.

Example 4-7. An MDI application with a Window menu

I nports System
| nports System W ndows. For s

Publ i c Modul e AppModul e

Public Sub Main( )
Appl i cation. Run(New Mai nForn({ ))
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End

Pub
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End Sub
Modul e

lic Cass Mii nForm
I nherits Form

' Declare MainFormis main nenu
Private myMai nMenu As Mai nMenu

Decl are W ndows nenu

Protected WthEvents muW ndow As Menultem

Protected WthEvents muTil eHori z As Menul

tem

Protected WthEvents muCascade As Menultem

Protected WthEvents muTil eVert As Menul t

em

Protected WthEvents muArrangeAl | As Menultem

Public Sub New( )
' Set the mmin wi ndow caption.
Text = "My MDI Application”
' Set this to be an MDI parent form
| sMli Cont ai ner = True
' Create main nmenu
MyMai nMenu = New Mai nMenu( )
" Define nenu itens
mMmuW ndow = New Menulten{ )
muTi | eHoriz = New Menulten( )
muTi | eVert = New Menulten( )
muCascade = New Menultenm( )

mMuArrangeAl | = New Menultem )

' Set menu properties

muW ndow. Text = " &W ndow"

muW ndow. Mdi Li st = True

muTi |l eHoriz. Text = "Tile Horizontal | y"
muTi |l eVert. Text = "Tile Vertically"
muCascade. Text = "Cascade"

muAr rangeAl | . Text = "Arrange |cons"

Add itenms to nenu

MyMai nMenu. Menul t errs. Add( muW ndow)
mMuW ndow. Menul t ens. Add( mucCascade)
mMuW ndow. Menul t ems. Add( muTi | eHor i z)
mMuW ndow. Menul t ems. Add( muTi | eVert)
muW ndow. Menul t ens. Add( nmuAr r angeAl |)
" Assign nenu to form

Me. Menu = MyMai nMenu

' Create a child form

DimnmyChild As New Docunent Form(" My Docunent", Me)

nmy Chi | d. Show
End Sub

Public Sub mmuCascade Click(o As Object, e As EventArgs) _

Handl es muCascade. d i ck
Layout Mli ( Mdi Layout . Cascade)
End Sub

Public Sub muTil eHoriz_Cick(o As bject,
Handl es muTi | eHori z. i ck
Layout Mli ( Mdi Layout . Ti | eHori zont al )
End Sub

Public Sub mmuTileVert Cick(o As Object,
Handl es muTil eVert. dick

e As Event Args) _

e As Event Args) _



Programming Visual Basic .NET

Layout Mdi (Mdi Layout . Til eVertical)
End Sub

Public Sub muArrangeAll _Cick(o As Object, e As Event Args)
Handl es mmuArrangeAl | .dick
Layout Mdi ( Mdi Layout . Arrangel cons)
End Sub

End d ass

Public C ass Docunent Form
I nherits Form

Public Sub New(ByVal nane As String, ByVal parent As Form
Set the docunment w ndow capti on.
Text = nane
Set this to be an MDI child form
Mli Parent = parent
End Sub

End C ass

To add a Window menu to the parent form of an MDI application, perform the following steps. First,
add a menu item to the MDI parent form's main menu, setting its Text property to anything desired
(usually W ndow) and its MdiList property to Tr ue. It is the MdiList property that makes the Window
menu a Window menu. Setting the MdiList property to Tr ue causes the Windows Forms framework to
add and delete menu items to and from this menu item as necessary. This in turn will always display
the current list of MDI child windows in the menu.

Next, add menu items for Cascade, Tile Horizontally, Tile Vertically, and Arrange Icons. In the Click
event handler for each of these menu items, call the Form class's LayoutMdi method, passing the
appropriate parameter value for the desired action.

The syntax of the LayoutMdi method is:

Publ i ¢ Sub Layout Mli ( ByVal
val ue As Mli Layout)

The method's single argument must be a value from the MdiLayout enumeration (defined in the
System.Windows.Forms namespace). The values in this enumeration are:

Arrangelcons

Indicates that the icons for the minimized MDI child windows should be neatly arranged.
Cascade

Indicates that the MDI child windows should be cascaded (displayed overlapping each other).
TileHorizontal

Indicates that the MDI child windows should be tiled (displayed without overlapping), with each
child window filling the width of the MDI parent.

TileVertical

Indicates that the MDI child windows should be tiled, with each child window filling the height
of the MDI parent.
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4.4.3 Merging Menus

Often, the items that should appear on an MDI application's main menu are dependent on the type of
document being displayed or on whether any document is displayed at all. Of course, this effect could
be achieved in code by dynamically adding and removing menu items each time a child window is
activated. However, the Windows Forms framework provides an easier way.

If an MDI child form has a main menu of its own, it and the MDI parent form's main menu are merged
to produce the menu that is shown to the user when the child form is displayed. Two properties of the
Menultem class affect how the menu items are merged. First, the MergeOrder property determines the
order in which the menu items are displayed. This property can be set to any Integer value, and the
values don't have to be contiguous. The menu items from the two menus are sorted on this value to
determine the order in which the menu items are displayed on screen.

For example, consider an MDI parent form that has a main menu with three menu items representing
File, Window, and Help menus. Further, say that the MergeOrder properties of these menu items are
10, 20, and 30, respectively. Now, if an MDI child form is displayed and its main menu has, for
example, an Edit item with a MergeOrder property value of 15, the menu displayed to the user will
have four items: File, Edit, Window, and Help, in that order. Example 4-8 shows a revised version of
Example 4-6 that contains the code necessary to create such a menu; lines shown in boldface have
been added to define the main menu and its menu items.

Example 4-8. An MDI application with merged menus

| nports System
| mports System W ndows. For s

Publ i ¢ Modul e AppMdul e
Public Sub Main( )
Application. Run(New Mai nForn( ))
End Sub
End Modul e

Public C ass Mai nForm
I nherits Form

Decl are MainForm's mai n nenu.
Private nyMai nMenu As Mai nMenu

Decl are the W ndow menu.
Protected WthEvents mmuFil e As Menultem
Protected WthEvents muW ndow As Menul tem
Protected WthEvents muHel p As Menul tem

Public Sub New( )
Set the main w ndow capti on.
Text = "My MDI Application”
Set this to be an MDI parent form
| sMdi Cont ai ner = True
Create main nenu
MyMai nMenu = New Mai nMenu( )
Define nmenu itens
muFil e = New Menultem )
mMuW ndow = New Menultem )
muHel p = New Menultem )
' Set menu properties

muFil e. Text = "&Fil e"
muFi | e. MergeOrder = 10
muW ndow. Text = " &W ndow'

muW ndow. Mer geOrder = 20
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muW ndow. Mdi Li st = True
muHel p. Text = " &Hel p"
mmuHel p. Mer geOrder = 30
' Add itens to nenu
MyMai nMenu. Menul t emrs. Add( rmuFi | e)
MyMai nMenu. Menul t enrs. Add( mmuW ndow)
MyMai nMenu. Menul t ens. Add( muHel p)
" Assign nenu to form
Me. Menu = MyMai nMenu
' Create a child form
Di mnyChild As New Docunent For m("My Docunent", Me)
ny Chi | d. Show
End Sub

End d ass

Public C ass Docunment Form
| nherits Form
" Declare nenu

Private ndi Menu As New Mai nMenu

" Declare nenu itens

Protected WthEvents mmuEdit As Menul tem

Public Sub New(ByVal name As String, ByVal parent As Form
" Set the docunent wi ndow capti on.
Text = nane
' Set this to be an MDI child form
Mli Parent = parent
" Instantiate nmenu and nenu itens
mdi Menu = New Mai nMenu( )
muEdit = New Menulten( )

' Set menu properties
muEdi t. Text = "&Edit"
mukEdi t . MergeOrder = 15
' Add itemto nmain nenu
nmdi Menu. Menul t ems. Add( rmuEdi t)
" Add nmenu to child wi ndow
Me. Menu = ndi Menu
End Sub

End d ass

If a menu item in the MDI child form menu has the same MergeOrder value as a menu item in the MDI
parent form menu, a second property comes into play. The MergeType property of both Menultem
objects is examined, and the behavior is determined by the combination of their values. The
MergeType property is of type MenuMerge (an enumeration defined in the System.Windows.Forms
namespace) and can have one of the following values:

Add
The menu item appears as a separate item in the target menu, regardless of the setting of the
other menu item's MergeType property.

Mergeltems

If the other menu item's MergeType property is also set to Mer gel t ens, the two menu items
are merged into a single item in the target menu. Merging is then recursively applied to the
subitems of the source menus, using their MergeOrder and MergeType properties.

153



If the other menu item's MergeType property is set to Add, both menu items appear in the
target menu (just as though both had specified Add).

If the other menu item's MergeType property is set to Renmove, only this menu item appears in
the target menu (again, the same as specifying Add for this menu item).

If the other menu item's MergeType property is set to Repl ace, only the child form's menu
item is displayed, regardless of which one is set to Mer gel t ens and which one is set to
Repl ace. (This seems like inconsistent behavior and may be a bug.)

Remove

The menu item isn't shown in the target menu, regardless of the setting of the other menu
item's MergeType property.

Replace

If the other menu item's MergeType property is set to Add, both menu items appear in the
target menu (just as though both had specified Add).

If the other menu item's MergeType property is set to \Ver gel t ens or Repl ace, only the child
form's menu item is shown. (This seems like inconsistent behavior and may be a bug.)

If the other menu item's MergeType property is also set to Repl ace, only the child form's
menu item is shown.

4.4.4 Detecting MDI Child Window Activation

Code in the MDI parent form class can be notified when an MDI child form becomes active inside an
MDI parent form. ("Active" means that the child form receives the input focus after another MDI child
form or the MDI parent form had the input focus.) To receive such notification, the MDI parent form
must override the OnMdiChildActivate method (defined in the Form class). For example:

Place this within the class definition of the MDI parent form
Protected Overrides Sub OnMli Chil dActivate(ByVal e As Event Args)
MyBase. OnMdi Chi | dActi vate(e) ' Inportant

End Sub

It is important to call the base-class implementation of OnMdiChildActivate within the overriding
function, so that any necessary base-class processing (including raising of the MdiChildActivate event)
can occur.

The e parameter carries no information. To find out which MDI child form became active, read the
ActiveMdiChild property of the MDI parent form. This property is of type Form. Convert it to the MDI
child form's type to gain access to any public members that are specific to that type. For example:

Protected Overrides Sub OnMli Chil dActivate(ByVal e As EventArgs)
MyBase. OnMdi Chi | dActi vat e(e)
Assunes that SonmeForniType is defined el sewhere and inherits
fromForm Also assunes that the MDI child forms in the
application are always of this type.
Di m chi |l dForm As SoneFor mlype = _
CType(ActiveMli Child, SonmeFormlype)
Do sonething with chil dForm here.
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End Sub

To have code outside of the MDI parent form class notified when an MDI child form becomes active,
write a handler for the MDI parent form's MdiChildActivate event. This event is defined in the Form
class as:

Public Event Mli Chil dActi vat e(
ByVal sender As bject,
ByvVal e As Event Args _

The sender parameter is the MDI parent form, not the MDI child form that has been activated. The e
parameter does not contain any additional information about the event. As when overriding the
OnMdiChildActivate method, read the MDI parent form's ActiveMdiChild property to discover which
MDI child form has been activated.

4.5 Component Attributes

As explained in Chapter 2, attributes can be added to code elements to provide additional
information about those elements. The System.ComponentModel namespace defines several
attributes for use in component, control, and form declarations. These attributes don't affect
component behavior. Rather, they provide information that is used or displayed by the Visual
Studio .NET IDE. The following is a description of each attribute:

AmbientValueAttribute

For ambient properties, specifies the property value that will mean "get this property's actual
value from wherever ambient values come from for this property.” Ambient properties are
properties able to get their values from another source. For example, the BackColor property
of a Label control can be set either to a specific Color value or to the special value
Color.Empty, which causes the Label's background color to be the same as the background
color of the form on which it is placed.

Putting this attribute on a property definition isn't what causes the property to behave as an
ambient property: the control itself must be written such that when the special value is written
to the property, the control gets the actual value from the appropriate location. This attribute
simply provides the Windows Forms Designer with a way to discover what the special value is.

When specifying this attribute, pass the special value to the attribute's constructor. For
example, <Anbi ent Val ue( 0) >.

BindableAttribute

Indicates whether a property is typically usable for data binding. Specify <Bi ndabl e( Tr ue) >
to indicate that the property can be used for data binding or <Bi ndabl e( Fal se) > to indicate
that the property typically is not used for data binding. This attribute affects how a property is
displayed in the IDE, but does not affect whether a property can be bound at runtime. By
default, properties are considered not bindable.

BrowsableAttribute
Indicates whether a property should be viewable in the IDE's Properties window. Specify
<Browsabl e( Tr ue) > to indicate that the property should appear in the Properties window or

<Br owsabl e( Fal se) > to indicate that it should not. By default, properties are considered
browsable.
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Indicates the category to which a property or event belongs ("Appearance,” "Behavior," etc.).
The IDE uses this attribute to sort the properties and events in the Properties window. Specify
the category name as a string argument to the attribute. For example,

<Cat egory(" Appear ance") >. The argument can be any string. If it is not one of the
standard strings, the Properties window will add a new group for it. The standard strings are:

Action
Used for events that indicate a user action, such as the Click event.
Appearance

Used for properties that affect the appearance of a component, such as the BackColor
property.

Behavior
Used for properties that affect the behavior of a component, such as the AllowDrop property.
Data

Used for properties that relate to data, such as the DecimalPlaces property of the
NumericUpDown control.

Design
Used for properties that relate to the design-time appearance or behavior of a component.
DragDrop

Used for properties and events that relate to drag and drop. No Windows Forms components
have any properties or events marked with this category.

Focus

Used for properties and events that relate to input focus, such as the CanFocus property and
the GotFocus event.

Format

Used for properties and events that relate to formats. No Windows Forms components have
any properties or events marked with this category.

Key
Used for events that relate to keyboard input, such as the KeyPress event.
Layout

Used for properties and events that relate to the visual layout of a component, such as the
Height property and the Resize event.

Mouse
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Used for events that relate to mouse input, such as the MouseMove event.
WindowStyle

Used for properties and events that relate to the window style of top-level forms. No Windows
Forms components have any properties or events marked with this category.

If no Cat egor yAt t ri but e is specified, the property is considered to have a category of
M sc.

DefaultEventAttribute

Indicates the name of the event that is to be considered the default event of a component. For
example, <Def aul t Event (" Cl i ck") >. When a component is double-clicked in the
Windows Forms Designer, the designer switches to code view and displays the event handler
for the default event. This attribute can be used only on class declarations.

DefaultPropertyAttribute

Indicates the name of the property that is to be considered the default property of a
component. For example, <Def aul t Property(" Text ") >. This attribute can be used only
on class declarations. The default property is the property that the Windows Forms Designer
highlights in the Properties window when a component is clicked in design view.

. Don't confuse this usage of the term default property with the

- usage associated with the Default modifier of a property

' declaration. The two concepts are unrelated. Refer to Chapter 2
for details on the Default modifier.

DefaultValueAttribute

Indicates the default value of a property. For example, <Def aul t Val ue( 0) >. If the IDE is
used to set a property value to something other than the default value, the code generator will
generate the appropriate assignment statement in code. However, if the IDE is used to set a
property to the default value, no assignment statement is generated.

DescriptionAttribute
Provides a description for the code element. For example, <Descri ption(" The t ext
contained in the control.")>. The IDE uses this description in tool tips and
IntelliSense.

DesignerAttribute
Identifies the class that acts as the designer for a component. For example,
<Desi gner (" MyNanespace. MyCl ass") >. The designer class must implement the
| Desi gner interface. This attribute can be used only on class declarations and is needed
only if the built-in designer isn't sufficient. Creating custom designers is not discussed in this
book.

DesignerCategoryAttribute

Used with custom designers to specify the category to which the class designer belongs.

DesignerSerializationVisibilityAttribute
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Used with custom designers to specify how a property on a component is saved by the
designer.

DesignOnlyAttribute
Indicates when a property can be set. Specify <Desi gnOnl y( Tr ue) > to indicate that the

property can be set at design time only or <Desi gnOnl y( Fal se) > to indicate that the
property can be set at both design time and runtime (the default).

EditorAttribute
Identifies the "editor" to use in the IDE to allow the user to set the values of properties that
have the type on which the Edi t or At t r i but e attribute appears. In this way, a component
can declare new types and can declare properties having those types, yet still allow the user
to set the values of the properties at design time. Creating custom type editors is not
discussed in this book.

EditorBrowsableAttribute

Indicates whether a property is viewable in an editor. The argument to the attribute's
constructor must be one of the values defined by the EditorBrowsableState enumeration
(defined in the System.ComponentModel namespace). The values of this enumeration are:

Advanced

Only advanced users should see the property. It is up to the editor to determine when it's
appropriate to display advanced properties.

Always
The property should always be visible within the editor.
Never
The property should never be shown within the editor.

ImmutableObjectAttribute
Indicates whether a type declaration defines a state that can change after an object of that
type is constructed. Specify <| mut abl eChj ect ( Tr ue) > to indicate that an object of the
given type is immutable. Specify <| nrrut abl eObj ect ( Fal se) > to indicate that an object of
the given type is not immutable. The IDE uses this information to determine whether to render
a property as read-only.

InheritanceAttribute

Used to document an inheritance hierarchy that can be read using the
I I nheritanceServi ce interface. This facility is not discussed in this book.

InstallerTypeAttribute

Used on type declarations to specify the installer for the type. Installers are not discussed in
this book.

LicenseProviderAttribute
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Indicates the license provider for a component.

ListBindableAttribute

Indicates whether a property can be used as a data source. (A data source is any object that
exposes the | Li st interface.) Specify <Li st Bi ndabl e( Tr ue) > to indicate that the property
can be used as a data source. Specify <Li st Bi ndabl e( Fal se) > to indicate that the
property can't be used as a data source.

LocalizableAttribute

Indicates whether a property's value should be localized when the application is localized.
Specify <Local i zabl e( Tr ue) > to indicate that the property's value should be localized.
Specify <Local i zabl e( Fal se) > or omit the Local i zabl eAt t ri but e attribute to indicate
that the property's value should not be localized. The values of properties declared with
<Local i zabl e( Tr ue) > are stored in a resource file, which can be localized.

MergablePropertyAttribute

Indicates where property attributes can be merged. By default, when two or more components
are selected in the Windows Forms Designer, the Properties window typically shows the
properties that are common to all of the selected components. If the user changes a value in
the Properties window, the value is changed for that property in all of the selected components.
Placing <\Ver gabl ePropert y( Fal se) > on a property declaration changes this behavior.
Any property declared in this way is omitted from the Properties window when two or more
components are selected. Specifying <Mer gabl eProperty( True) > is the same as omitting
the attribute altogether.

NotifyParentPropertyAttribute

Indicates whether the display of a property's parent property should be refreshed when the
given property changes its value.

ParenthesizePropertyNameAttribute
Indicates whether the property name should be parenthesized in the Properties window.
Specify <Par ent hesi zePr oper t yNanme( Tr ue) > to indicate that the property name should
appear within parentheses. Specify <Par ent hesi zePr opert yNane( Fal se) > to indicate

that the property name should not appear within parentheses. Omitting the attribute is the
same as specifying <Par ent hesi zePr opert yNane( Fal se) >.

The only benefit to parenthesizing property names in the property window is that they are
sorted to the top of the list. Microsoft has no specific recommendations for when to
parenthesize a property name.

PropertyTabAttribute

Specifies a type that implements a custom property tab (or tabs) for a component. This facility
is not discussed in this book.

ProvidePropertyAttribute

Used with extender providers—i.e., classes that provide properties for other objects. Extender
providers are not discussed in this book.

ReadOnlyAttribute
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Indicates whether a property is read-only at design time. Specify <ReadOnl y( True) > to
indicate that the property is read-only at design time. Specify <ReadOnl y( Fal se) > to
indicate that the property's ability to be modified at design time is determined by whether a Set
method is defined for the property. Omitting the attribute is the same as specifying

<ReadOnl y( Fal se) >.

RecommendedAsConfigurableAttribute

Indicates whether a property is configurable. Configurable properties aren't discussed in this
book.

RefreshPropertiesAttribute

Determines how the Properties window is refreshed when the value of the given property
changes.

RunlinstallerAttribute
Indicates whether an installer should be invoked during installation of the assembly that
contains the associated class. This attribute can be used only on class declarations, and the

associated class must inherit from the Installer class (defined in the
System.Configuration.Install namespace). Installers are not discussed in this book.

ToolboxItemAttribute

Specifies a type that implements a toolbox item related to the declaration on which the
attribute is placed. This facility is not discussed in this book.

ToolboxItemFilterAttribute
Specifies a filter string for a toolbox-item filter. This facility is not discussed in this book.
TypeConverterAttribute

Indicates the type converter to be used with the associated item. Type converters are not
discussed in this book.

4.6 2-D Graphics Programming with GDI+

The Windows operating system has always included support for drawing two-dimensional graphics.
This support is known as the Graphics Device Interface (GDI) library. The GDI library is now easier to
use and provides additional features. The new capabilities are known collectively as GDI+. GDI+
features are exposed in the .NET Framework through classes in the System.Drawing,
System.Drawing.Drawing2D, System.Drawing.Imaging, and System.Drawing.Text namespaces. This
section discusses some of those capabilities.

4.6.1 The Graphics Class

Objects of type Graphics (defined in the System.Drawing namespace) represent two-dimensional
surfaces on which to draw. A Graphics object must be obtained before any drawing can be done. A
common way to obtain a Graphics object is to override the OnPaint method of a form or user control,
as shown in the following code fragment:

Public C ass MyControl
I nherits User Contr ol
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Protected Overrides Sub OnPaint(ByVal e As Pai nt Event Args)
e. G aphics.FillEllipse(New Soli dBrush(Me. ForeCol or),
Me. Cl i ent Rect angl e)
End Sub

Public Sub New( )
Me. Resi zeRedraw = True
End Sub

End C ass

The single argument passed to the OnPaint method, e, is of type PaintEventArgs. This class has a
property called Graphics, which holds a reference to the Graphics object to be used for drawing on the
user control or form. The PaintEventArgs class is defined in the System.Windows.Forms namespace.
It has two properties:

ClipRectangle
Defines the area that needs to be drawn. Drawing done outside the limits of the clip rectangle
will not be displayed. The coordinates of the rectangle are relative to the client rectangle of the
user control or form.
The syntax of the ClipRectangle property is:
Public ReadOnly Property CipRectangle( ) As
System Dr awi ng. Rect angl e
Graphics
Defines the graphics surface on which to draw. The syntax of the Graphics property is:
Public ReadOnly Property Graphics( ) As System Draw ng. G aphics
The following list shows some of the Graphics class's many methods that are available for drawing
various lines and shapes, and Example 5-7 in Chapter 5 gives an example of drawing a filled

ellipse. This list is just to get you started; it is beyond the scope of this book to document the syntax of
each of these methods.

DrawArc

Draws an arc (that is, a portion of an ellipse).
DrawBezier

Draws a Bezier curve.
DrawBeziers

Draws a series of Bezier curves.
DrawClosedCurve

Is the same as the DrawCurve method (see the next item in this list), except that the last point
in the curve is connected back to the first point.

DrawCurve
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Draws a smooth, curved figure that passes through a given array of points.
DrawEllipse

Draws an ellipse.
Drawlcon

Draws an icon. Icons are represented by objects of type Icon (defined in the System.Drawing
namespace). The Icon class defines various methods for loading icons.

DrawlconUnstretched
Is the same as the Drawlcon method, but does not stretch the icon to fit the clipping rectangle.
Drawlmage

Draws an image. Images are represented by objects of type Image (defined in the
System.Drawing namespace). The Image class defines various methods for loading images in
standard formats, such as bitmaps and JPEGs.

DrawlmageUnscaled

Is the same as Drawlmage, except that the DrawlmageUnscaled method ignores any width
and height parameters passed to it.

DrawLine

Draws a line.
DrawLines

Draws a series of lines.
DrawPath

Draws a series of lines and curves that are defined by a GraphicsPath object. The
GraphicsPath class is beyond the scope of this book.

DrawPie
Draws a pie section.
DrawPolygon
Draws lines to connect a series of points.
DrawRectangle
Draws a rectangle.
DrawRectangles

Draws a series of rectangles.
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DrawString

Draws text.
FillClosedCurve

Draws a filled, closed curve.
FillEllipse

Draws a filled ellipse.
FillPath

Draws a filled figure whose shape is given by a GraphicsPath object. The GraphicsPath class
is beyond the scope of this book.

FillPie
Draws a filled pie section.
FillPolygon
Draws a filled polygon (see the DrawPolygon method earlier in this list).
FillRectangle
Draws a filled rectangle.
FillRectangles
Draws a series of filled rectangles.
FillRegion

Draws a filled figure whose shape is given by a Region object.

4.6.2 The Pen Class

Pen objects hold the settings used when drawing lines. All of the Graphics class's Draw...methods
(DrawArc, DrawBezier, etc.) require that the caller supply a Pen object. The supplied Pen object
determines the properties of the line used for drawing (for example, its color, width, etc.). Example 4-
9 shows an OnPaint method that can be used to draw an ellipse on a user control or a form. It is
similar to the code in Example 5-6 in Chapter 5, but displays the ellipse a little smaller, and with
only a border. The resulting display is shown in Figure 4-9.

Example 4-9. Drawing an ellipse on aform

Protected Overrides Sub OnPaint(ByVal e As Pai nt Event Args)
Di m pn As New Pen(Me. ForeCol or)
Dimrect As Rectangle

rect Me. CientRectangle. X + (Me. ClientRectangle. Wdth \ 4)
rect = Me.CientRectangle.Y + (Me. dientRectangl e. Height \ 4)
rect. Wdth = Me.dientRectangle. Wdth \ 2

rect.Height = Me.dientRectangle. Height \ 2

. X
.Y
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e. &G aphi cs. DrawEl | i pse(pn, rect)
pn. Di spose( )
End Sub

Figure 4-9. The ellipse drawn by the code in Example 4-9
=10

In Example 4-9, the Graphics class's DrawEllipse method is passed a Pen object, which determines
the appearance of the line used for drawing the ellipse, and a rectangle, which defines the shape of
the ellipse. The Pen class has four constructors. The constructor used in Example 4-9 takes a
parameter of type Color (defined in System.Drawing). The color passed to the Pen class constructor in
Example 4-9 is the foreground color of the form (Me.ForeColor). This is a nice touch ensuring that
the ellipse will be drawn using whatever color is set as the foreground color of the form on which the
ellipse is drawn. See Section 4.6.4 later in this chapter for information on choosing and manipulating
colors. Finally, note this line in Example 4-9:

pn. Di spose( )

By convention, objects that allocate scarce resources expose a Dispose method to allow the object
client to tell the object to release its resources. When using any object that exposes a Dispose method
(as the Pen object does), the Dispose method must be called when the client code is finished using
the object. If the Dispose method isn't called (or if it isn't implemented), resources will be held longer
than necessary, which may in turn result in resources being unavailable for other code that needs
them.

The .NET Framework provides a number of predefined pens through the properties of the Pens and
SystemPens classes (defined in the System.Drawing namespace). For example, the Blue property of
the Pens class returns a Pen object whose color is set to Col or . Bl ue. Thus, the following line of
code draws a blue ellipse:

e. G aphi cs. DrawEl | i pse(Pens. Bl ue, rect)

Similarly, the SystemPens class's WindowText property returns a Pen object whose color is set to the
system's window text color. Using the standard pens provided by the Pens and SystemPens classes
can be more efficient than instantiating new Pen objects. However, their properties (such as line width)
cannot be altered.

See Table 4-1, later in this chapter, for the list of Pen objects available through the Pens class. See
Section 4.6.4.1 in Section 4.6.4 later in this chapter for the list of Pen objects available through the
SystemPens class.
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When working with a user-instantiated pen, you can modify the line that is drawn by setting properties
of the Pen object. The code in Example 4-10 sets the Pen object's Width property to widen the
outline of the ellipse. The lines of code that differ from Example 4-9 are shown in bold. The resulting
display is shown in Figure 4-10.

Example 4-10. Setting Pen properties

Protected Overrides Sub OnPaint(ByVal e As Pai nt Event Args)
Dim pn As New Pen(Me. ForeCol or)
pn. Wdth = 10
pn. DashStyl e = Draw ng. Drawi ng2D. DashSt yl e. Dash
Dimrect As Rectangle

rect. X Me. ClientRectangle. X + (Me. ClientRectangle. Wdth \ 4)
rect.Y Me.CientRectangle.Y + (Me. ClientRectangl e. Hei ght \ 4)
rect. Wdth = Me.dientRectangle. Wdth \ 2

rect.Height = Me.dientRectangle. Height \ 2

e. G aphi cs. Drawkl | i pse(pn, rect)
pn. Di spose( )
End Sub

Figure 4-10. The ellipse drawn by the code in Example 4-10
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Example 4-10 sets the Pen object's Width and DashStyle properties to attain the effect shown in
Figure 4-10. The Width property is a value of type Single that determines the width of lines drawn
with this pen. The default is 1. The unit of measurement is determined by the PageUnit property of the
Graphics object in which the lines are drawn. The PageUnit property is of the enumeration type
GraphicsUnit (defined in the System.Drawing namespace). The values of GraphicsUnit that are
appropriate for assignment to the PageUnit property are:

Display

Units are specified in 1/75 of an inch.
Document

Units are specified in 1/300 of an inch.
Inch

Units are specified in inches.
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Millimeter
Units are specified in millimeters.
Pixel
Units are specified in pixels.
Point
Units are specified in points (1/72 of an inch).

The DashStyle property of the Pen object determines the whether the line is solid or dashed, as well
as the style of the dash. The DashStyle property is of the enumeration type DashStyle (defined in the
System.Drawing.Drawing2D namespace), which defines the following values:

Custom

Specifies a programmer-defined dash style. If this value is used, other properties of the Pen
object control the exact appearance of the dashes in the line. Creating custom dash styles is
not discussed in this book.

Dash

Specifies a dashed line.
DashDot

Specifies a line consisting of alternating dashes and dots.
DashDotDot

Specifies a line consisting of alternating dashes and two dots.
Dot

Specifies a dotted line.
Solid

Specifies a solid line.

The standard dash styles are shown in Figure 4-11.

Figure 4-11. The standard DashStyle values
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4.6.3 The Brush Class

Brush objects hold the settings used when filling graphics areas. All of the Graphics class's
Fill...methods (FillClosedCurve, FillEllipse, etc.) require that the caller supply a Brush object. The
supplied Brush object determines how the interior of the figure will be painted. Example 4-11 shows
an OnPaint method that can be used to draw an ellipse on a user control or a form. It is similar to
Example 4-9, but draws a filled ellipse rather than an outline. The lines that differ from Example 4-9
are shown in bold. The resulting display is shown in Figure 4-12.

Example 4-11. Drawing a filled ellipse on a form
Protected Overrides Sub OnPaint(ByVal e As Pai nt Event Args)
Dim br As New Sol i dBrush(Me. For eCol or)
Dimrect As Rectangle

rect.X = Me.CientRectangle. X + (Me.dientRectangle. Wdth \ 4)
rect.Y = Me.CientRectangle.Y + (Me. dientRectangle. Height \ 4)
rect. Wdth = Me.ClientRectangle. Wdth \ 2

rect.Height = Me.dientRectangle. Height \ 2

e.Gaphics.FillEllipse(br, rect)
br. Di spose( )
End Sub

Figure 4-12. The ellipse drawn by the code in Example 4-11
=101 x]

Note that Example 4-11 is not entirely parallel to Example 4-9. Specifically, Example 4-9
instantiated a Pen object directly, but Example 4-11 instantiates an object from a class that derives
from the Brush class rather than directly from the Brush class. Objects can't be directly instantiated
from the Brush class. The classes that derive from Brush are:

HatchBrush

Fills an area with a hatch pattern. Hatch patterns are patterns of lines and spaces. The
HatchBrush class's HatchStyle property determines the exact pattern of the hatch. It is defined
in the System.Drawing.Drawing2D namespace.

LinearGradientBrush

Fills an area with a gradient blend of two or more colors. It is defined in the
System.Drawing.Drawing2D namespace.
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PathGradientBrush

Fills the internal area of a GraphicsPath object with a gradient blend of two or more colors. It is
defined in the System.Drawing.Drawing2D namespace.

SolidBrush

Fills an area with a solid color. It is defined in the System.Drawing namespace.
TextureBrush

Fills an area with an image. It is defined in the System.Drawing namespace.

The .NET Framework provides a number of predefined brushes through the properties of the Brushes
and SystemBrushes classes (defined in the System.Drawing namespace). For example, the Blue
property of the Brushes class returns a Brush object that fills areas with solid blue. Thus, the following
line of code draws a solid blue ellipse:

e. Graphics.Fill El|lipse(Brushes. Bl ue, rect)

Similarly, the SystemBrushes class's Window property returns a Brush object whose color is set to the
background color of the system's window client area. Using the standard brushes provided by the
Brushes and SystemBrushes classes can be more efficient than instantiating new Brush objects.
However, their properties cannot be altered.

See Table 4-1 for the list of Brush objects available through the Brushes class. See Section 4.6.4.1
for the list of Brush objects available through the SystemBrushes class.

4.6.4 The Color Structure

Colors are represented by values of type Color. The Color structure defines 141 named colors and
exposes them as shared read-only properties whose values are of type Color. They serve the purpose
of color constants. For example, the following code fragment sets the background color of the form

f r mto white:

frm BackCol or = Col or.Wite

The color properties exposed by the Color structure have the same names as the pen properties
exposed by the Pens class and the brush properties exposed by the Brushes class. The list is lengthy,
so it is printed here only once, in Table 4-1.

Table 4-1. Properties common to the Color, Pens, and Brushes classes

AliceBlue AntiqueWhite Aqua
Aquamarine Azure Beige

Bisque Black BlanchedAlmond
Blue BlueViolet Brown
BurlyWood CadetBlue Chartreuse
Chocolate Coral CornflowerBlue
Cornsilk Crimson Cyan

DarkBlue DarkCyan DarkGoldenrod
DarkGray DarkGreen DarkKhaki
DarkMagenta DarkOliveGreen DarkOrange
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DarkOrchid DarkRed DarkSalmon
DarkSeaGreen DarkSlateBlue DarkSlateGray
DarkTurquoise DarkViolet DeepPink
DeepSkyBlue DimGray DodgerBlue
Firebrick FloralWhite ForestGreen
Fuchsia Gainsboro GhostWhite
Gold Goldenrod Gray

Green GreenYellow Honeydew
HotPink IndianRed Indigo

Ivory Khaki Lavender
LavenderBlush LawnGreen LemoncChiffon
LightBlue LightCoral LightCyan
LightGoldenrodYellow LightGray LightGreen
LightPink LightSalmon LightSeaGreen
LightSkyBlue LightSlateGray LightSteelBlue
LightYellow Lime LimeGreen
Linen Magenta Maroon
MediumAquamarine MediumBlue MediumOrchid

MediumPurple

MediumSeaGreen

MediumSlateBlue

MediumSpringGreen MediumTurquoise MediumVioletRed
MidnightBlue MintCream MistyRose
Moccasin NavajoWhite Navy

OldLace Olive OliveDrab
Orange OrangeRed Orchid
PaleGoldenrod PaleGreen PaleTurquoise
PaleVioletRed PapayaWhip PeachPuff
Peru Pink Plum
PowderBlue Purple Red
RosyBrown RoyalBlue SaddleBrown
Salmon SandyBrown SeaGreen
SeaShell Sienna Silver

SkyBlue SlateBlue SlateGray
Snow SpringGreen SteelBlue

Tan Teal Thistle
Tomato Transparent Turquoise
Violet Wheat White
WhiteSmoke Yellow YellowGreen

4.6.4.1 System colors

It is useful to discover the colors that Windows uses to draw specific window elements, such as the
active window's title bar. If the color itself is required, it can be obtained from the SystemColors class.
If a pen or brush of the appropriate color is needed, the pen or brush can be obtained from the
corresponding property of the Pens or Brushes class, respectively. The property names exposed by
these three classes overlap and, therefore, are presented here in a single list:

ActiveBorder
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The color of the filled area of the border of the active window. (Not available on the Pens
class.)

ActiveCaption
The background color of the title bar of the active window. (Not available on the Pens class.)
ActiveCaptionText
The text color in the title bar of the active window.
AppWorkspace
The background color of MDI parent windows. (Not available on the Pens class.)
Control
The background color of controls.
ControlDark
The shadow color of controls (for 3-D effects).
ControlDarkDark
The very dark shadow color of controls (for 3-D effects).
ControlLight
The highlight color of controls (for 3-D effects).
ControlLightLight
The very light highlight color of controls (for 3-D effects).
ControlText
The color of text on controls.
Desktop
The color of the Windows desktop. (Not available on the Pens class.)
GrayText

The text color of disabled controls or other disabled visual elements. (Not available on the
Brushes class.)

Highlight
The background color of highlighted (selected) text.
HighlightText

The text color of highlighted (selected) text.
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HotTrack

The background color of a hot tracked item. Hot tracking is highlighting an item as the mouse
moves over it. Windows menus use hot tracking. (Not available on the Pens class.)

InactiveBorder

The color of the filled areas of the borders of inactive windows. (Not available on the Pens
class.)

InactiveCaption
The background color of the title bars of inactive windows. (Not available on the Pens class.)
InactiveCaptionText
The text color in the title bars of inactive windows. (Not available on the Brushes class.)
Info
The background color of tool tips. (Not available on the Pens class.)
InfoText
The text color of tool tips. (Not available on the Brushes class.)
Menu
The background color of menus. (Not available on the Pens class.)
MenuText
The text color of menus. (Not available on the Brushes class.)
ScrollBar

The color of scroll bars in the area not occupied by the scroll box (or thumb). (Not available on
the Pens class.)

Window

The background color of the client areas of windows. (Not available on the Pens class.)
WindowFrame

The color of the frames surrounding windows. (Not available on the Brushes class.)
WindowText

The color of the text in the client areas of windows.

Note that some of these properties aren't available on either the Pens class or the Brushes class. In
such cases, it is still possible to get a Pen or Brush object of the appropriate color by instantiating a
new Pen or Brush object, passing to its constructor the desired color value, like this:
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Di mbr As New Sol i dBrush(SystentCol ors. | nfoText)

4.6.5 Alpha Blending

Alpha blending is a process that allows a Graphics object to appear transparent, causing Graphics
objects beneath it to be seen through the object. The degree of transparency can be controlled in
steps from completely transparent (invisible) to completely opaque (obscuring any objects beneath it).
To draw a transparent object, instantiate Pen and Brush objects having colors whose alpha
component is less than the maximum value of 255. A color's alpha component is given by the A
property of the Color structure. This property is a Byte, so it can take values from 0 (invisible) to 255
(completely opaque).

Example 4-12 shows an OnPaint method that draws text and then draws two overlapping,
transparent ellipses in the same space as the text. Normally, the ellipses would obscure the text, and
the second ellipse would obscure the first. In this case, however, the text can be seen through the
ellipses because the ellipses are transparent, and the first ellipse can be seen through the second.
The result is shown in Figure 4-13.

Example 4-12. Drawing transparent figures
Protected Overrides Sub OnPai nt(ByVal e As Pai nt Event Args)

" Determine the text to display and its font.
Dimstr As String = "Here is sone text to display in a form"
Dmfnt As New Font("Arial", 10, FontStyle.Regular, G aphicsUnit. Point)

' Deternmine the X and Y coordi nates at which to draw the text so

" that it is centered in the w ndow.

Di mszf As SizeF = e.G aphics. MeasureString(str, fnt)

Dim xText As Single (Me. Di spl ayRectangle. Wdth - szf.Wdth) / 2
DimyText As Single (Me. Di spl ayRect angl e. Hei ght - szf.Height) / 2

1

Draw t he text.
e. Gaphics.Drawstring(str, fnt, Brushes.Black, xText, yText)

Create a blue brush that is nostly transparent.
Dim br As New Sol i dBrush(Col or. FronmArghb(160, Col or. Bl ue))

" Determine the bounding rectangle for the first ellipse.
Dimrect As Rectangle

rect. X = Me. Di spl ayRectangl e. X + (Me. Di spl ayRectangle. Wdth \ 8)
rect.Y = Me.DisplayRectangle.Y + (Me. Di spl ayRect angl e. Hei ght \ 8)
rect. Wdth = Me. Di spl ayRectangle. Wdth \ 2

rect.Height = Me. Di spl ayRectangl e. Hei ght \ 2

' Draw the first ellipse.

e. Gaphics.FillEllipse(br, rect)
' Rel ease the brush.
br. Di spose( )

" Create a red brush that is nostly transparent.
br = New Sol i dBrush( Col or. FromAr gb( 160, Col or. Red))

Det erm ne the bounding rectangle for the second ellipse.
rect. X += (Me. Di spl ayRectangle. Wdth \ 4)
rect.Y += (Me. Di spl ayRect angl e. Hei ght \ 4)
' Draw the second ellipse.
e.Gaphics.FillEllipse(br, rect)
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Rel ease the brush.
br. Di spose( )

End Sub

Figure 4-13. The display drawn by the code in Example 4-12
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4.6.6 Antialiasing

Antialiasing is a technique for making the edges of graphics figures appear less jagged. To turn on
antialiasing, set the Graphics object's SmoothingMode property to Snoot hi nghbde. Ant i Al T as.
(SmoothingMode is an enumeration defined in the System.Drawing.Drawing2D namespace.) Compare
the arcs shown in Figure 4-14. Both arcs were drawn by calling the DrawArc method of the Graphics
class, but the arc on the left was drawn with the SmoothingMode property set to

Snmoot hi nghMbde. None (the default), and the arc on the right was drawn with the SmoothingMode

property set to Snoot hi nghMbde. Ant i Al i as. Figure 4-15 shows a close-up comparison view of
the upper portion of both arcs.

Figure 4-14. Nonantialiased versus antialiased arcs

Figure 4-15. Close-up view of nonantialiased and antialiased arcs

.---—__—_
-

As Figure 4-15 shows, antialiasing appears to improve pixel resolution by using gradient shades of
the color being rendered and of the background color (in this case, black and white, respectively).

The downside to antialiasing is that it takes more time to render.
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4.7 Printing

Most Visual Basic .NET programs will never need to use the .NET Framework's native printing
capabilities. Reporting tools such as Crystal Reports, as well as RAD tools for laying out reports,
provide most of the printing facilities that typical Visual Basic .NET programs need. However, for the
cases in which a reporting tool is not flexible enough, this section describes the .NET Framework's
support for outputting text and graphics directly to a printer.

4.7.1 Hello, Printer!

Example 4-13 shows a minimal printing example.

Example 4-13. Hello, Printer!

I mports System Draw ng
| mports System Draw ng. Drawi ng2D
I mports System Draw ng. Printing

These two lines initiate printing. Place this code in an
appropriate place in the application.

Dim pd As New Hel | oPri nt Docunment ( )

pd.Print( )

Thi s cl ass manages the printing process.
Public Cl ass Hel | oPri nt Docunent
I nherits PrintDocunent

Protected Overrides Sub OnPrintPage(ByVal e As PrintPageEvent Args)
MyBase. OnPri nt Page( e)

Draw text to the printer graphics devi ce.
Dmfnt As New Font("Arial", 10, FontStyle.Regular,
G aphi csUni t. Poi nt)
e.Gaphics.Drawstring("Hello, Printer!™, fnt, Brushes.Black, 0, 0)
fnt.Di spose( )

Indicate that there are no nore pages.
e. HasMor ePages = Fal se
End Sub

End Cl ass

Printing is managed by defining a class that inherits from the PrintDocument class (defined in the
System.Drawing.Printing namespace). Printing is initiated by instantiating the derived class and calling
its Print method (inherited from the PrintDocument class). The Print method repeatedly calls the
OnPrintPage method, until the HasMorePages property of the PrintPageEventArgs parameter is set to
Fal se. Itis the job of the OnPrintPage method to generate each page of output that is sent to the
printer.

Take a closer look at the OnPrintPage method in Example 4-13, starting with the first line:

MyBase. OnPri nt Page( e)

This line of code calls the OnPrintPage method implemented by the base PrintDocument class,
passing it the same argument that was passed into the derived class's OnPrintPage method. This call
is important because the PrintDocument class's OnPrintPage method is responsible for firing the
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PrintDocument object's PrintPage event. If this is not done, any code that has registered for this event
will not receive it. This is not an issue in this small example, but it's nevertheless good programming
practice.

The next three lines of code are responsible for handling the printing:

Draw text to the printer graphics device.
Dimfnt As New Font("Arial", 10, FontStyle. Regul ar,
G aphi csUni t. Poi nt)
e. G aphics.DrawString("Hello, Printer!", fnt, Brushes.Bl ack, 0, 0)
fnt.D spose( )

This code draws some text to the Graphics object provided through the PrintPageEventArgs
parameter. Everything you learned in the previous section about the Graphics object is applicable here.

Finally, since we're printing just one page in our example program,
PrintPageEventArgs.HasMorePages is set to Fal se:

I ndi cate that there are no nore pages.
e. HasMor ePages = Fal se

This line indicates to the Print method that the end of the document has been reached. If more pages
need to be printed, the OnPrintPage method should set the HasMorePages property to Tr ue.

4.7.2 The PrintPageEventArgs Class

The PrintPageEventArgs class is declared in the System.Drawing.Printing namespace as:

Public d ass PrintPageEvent Args
I nherits System Event Args

Its properties are:
Cancel

An indication of whether the print job is being canceled. This property is set to Tr ue by the
printing system if the user cancels the print job. Code in the OnPrintPage method can read
this value and take any appropriate action. However, programmatically setting this property
back to Fal se does not resume the print job. On the other hand, programmatically setting it to
Tr ue does cancel the print job, even if the user has not clicked the Cancel button. The syntax
of the Cancel property is:

Public Property Cancel ( ) As Bool ean
Graphics

The Graphics object that represents the page surface. The syntax of the Graphics property is:

Public ReadOnly Property Graphics( ) As System Draw ng. G aphics
HasMorePages

The mechanism for the OnPrintPage method to indicate to the printing system whether there
are more pages to be printed after the current page. The OnPrintPage method should set this
property to Tr ue when there are more pages to print and to Fal se when there are no more
pages to print. The syntax of the HasMorePages property is:

Public Property HasMorePages( ) As Bool ean
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MarginBounds

A rectangle that specifies the area of the page that is within the document margins (i.e., the
area of the page on which rendering should occur). The syntax of the MarginBounds property
is:

Public ReadOnly Property Margi nBounds( ) As System Drawi ng. Rect angl e
PageBounds

A rectangle that specifies the full area of the page, including the area outside the margins. The
syntax of the PageBounds property is:

Public ReadOnly Property PageBounds( ) As System Draw ng. Rectangl e
PageSettings

The page settings that apply to the page currently being printed. The syntax of the
PageSettings property is:

Public ReadOnly Property PageSettings( ) As
System Drawi ng. Printing. PageSettings

The PageSettings class is described later in this section.

4.7.3 The OnBeginPrint and OnEndPrint Methods

The PrintDocument class provides the OnBeginPrint and OnEndPrint methods for managing the start
and finish of print jobs. The OnBeginPrint method is called prior to the first call to OnPrintPage, and
the OnEndPrint method is called after the final call to OnPrintPage. The OnBeginPrint method is a
good place to set up objects that will be used throughout the life of the print job—pens, brushes, and
fonts, for example. The HelloPrintDocument class in Example 4-13 instantiates a Font object during
the OnPrintPage method. This is acceptable here because only one page is being printed. However,
in practice documents may contain many pages, so it is better to move this code to the OnBeginPrint
method. Example 4-14 shows how the HelloPrintDocument looks when modified in this way.

Example 4-14. Using OnBeginPrint and OnEndPrint to set up and tear
down objects used during printing

Public C ass Hel |l oPri nt Docunment
I nherits PrintDocunent

Private nenber to hold the font that will be used for printing.
Private mfnt As Font

Protected Overrides Sub OnBegi nPrint(ByVal e As PrintEvent Args)
MyBase. OnBegi nPri nt (e)

Create the font that will be used for printing.
mfnt = New Font("Arial", 10, FontStyle.Regul ar,
Graphi csUni t. Poi nt)
End Sub

Protected Overrides Sub OnEndPrint(ByVal e As PrintEvent Args)
MyBase. OnEndPri nt (e)

Rel ease the font.

m fnt. D spose( )
End Sub
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Protected Overrides Sub OnPrintPage(ByVal e As PrintPageEvent Args)
MyBase. OnPri nt Page( e)

Draw text to the printer graphics device.
Dimrect As Rectangle = e.Margi nBounds
e. G aphics.DrawString("Hello, Printer!"™, mfnt, Brushes. Bl ack, 0, 0)

I ndi cate that there are no nore pages.
e. HasMor ePages = Fal se
End Sub

End C ass
4.7.4 Choosing a Printer

The code given in Examples Example 4-13 and Example 4-14 merely prints to the default printer.
To allow the user to select a specific printer and set other printer options, pass the PrintDocument
object to a PrintDialog object and call the PrintDialog object's ShowDialog method. The ShowDialog
method displays a PrintDialog dialog box (shown in Figure 5-19 in Chapter 5). When the user clicks
OK in the PrintDialog dialog box, the ShowDialog method sets the appropriate values in the given
PrintDocument object. The PrintDocument object's Print method can then be called to print the
document to the selected printer. Here is the code:

Create the PrintDocunent object and the dial og box object.
Dim pd As New Hel | oPri nt Docunent( )
Dimdlg As New PrintDialog( )
Pass the PrintDocunent object to the dial og box object.
dl g. Docunent = pd
Show t he dial og box. Be sure to test the result so that printing
occurs only if the user clicks OK
I f dl g. ShowbDi al og = Di al ogResul t. OK Then
Print the docunent.
pd. Print( )
End If

This code assumes the presence of the HelloPrintDocument class defined in Example 4-13 or
Example 4-14. Note that the HelloPrintDocument class itself does not need to be modified to support
choosing a printer.

4.7.5 The PageSettings Class

As mentioned earlier, the PrintPageEventArgs object passed to the OnPrintPage method has a
PageSettings property that holds a PageSettings object. This object holds the settings applicable to
printing a single page. The properties of the PageSettings class are:

Bounds
Represents a rectangle that specifies the full area of the page, including the area outside the
margins. This is the same value found in the PageBounds property of the PrintPageEventArgs
class. The syntax of the Bounds property is:
Public ReadOnly Property Bounds( ) As System Draw ng. Rectangl e

Color

Indicates whether the page should be printed in color. The syntax of the Color property is:

Public Property Color( ) As Bool ean
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Landscape

Margins

Indicates whether the page is being printed in landscape orientation. The syntax of the
Landscape property is:

Public Property Landscape( ) As Bool ean

Indicates the size of the margins. The syntax of the Margins property is:

Public Property Margins( ) As System Draw ng. Printing. Margins

The Margins class has four properties, Left, Top, Right, and Bottom, each of which is an
Integer expressing the size of the respective margin.

PaperSize

Indicates the size of the paper. The syntax of the PaperSize property is:

Public Property PaperSize( ) As System Draw ng. Printing. PaperSi ze
The PaperSize class has four properties:

Width

An Integer expressing the width of the paper. This is the same value found in the Width
member of the Bounds property of the PageSettings object.

Height

An Integer expressing the height of the paper. This is the same value found in the Height
member of the Bounds property of the PageSettings object.

Kind

An enumeration of type PaperKind expressing the size of the paper in terms of standard
named sizes, such as Let t er and Legal .

PaperName

A string giving the name of the paper size, suchas " Letter” and " Legal ".

PaperSource
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Indicates the paper tray from which the page will be printed. The syntax of the PaperSource
property is:

Public Property PaperSource( ) As
System Drawi ng. Pri nting. Paper Sour ce

The PaperSource class has two properties:

Kind
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An enumeration of type PaperSourceKind expressing the paper source in terms of standard
names, such as Lower and Upper .

SourceName

A string giving the name of the paper source, such as " Lower " and " Upper ".
PrinterResolution

Indicates the resolution capability of the printer. The syntax of the PrinterResolution property is:

Public Property PrinterResolution( ) As _
System Drawi ng. Printing. PrinterResol ution

The PrinterResolution class has three properties:

X

An Integer expressing the horizontal resolution of the printer in dots per inch.
Y

An Integer expressing the vertical resolution of the printer in dots per inch.
Kind

An enumeration of type PrinterResolutionKind expressing the resolution mode. The values of
this enumeration are Dr af t , Low, Medi um H gh, and Cust om

PrinterSettings

Indicates the settings applicable to the printer being used. The syntax of the PrinterSettings
property is:

Public Property PrinterSettings( ) As _
System Drawi ng. Printing. PrinterSettings

The PrinterSettings class is described in the next section.

4.7.6 The PrinterSettings Class

The PrinterSettings class holds values that describe the capabilities and settings of a specific printer. It
exposes these properties:

CanDuplex

Indicates whether the printer can print on both sides of the paper. The syntax of the
CanDuplex property is:

Public ReadOnly Property CanDuplex( ) As Bool ean
Collate

Indicates whether the document being printed will be collated. The syntax of the Collate
property is:

179



Copies

Public Property Collate( ) As Bool ean

Indicates the number of copies to print. The syntax of the Copies property is:

Public Property Copies( ) As Short

DefaultPageSettings

Duplex

Indicates the default page settings for this printer. The syntax of the DefaultPageSettings
property is:

Public ReadOnly Property Defaul t PageSettings( ) As _
System Drawi ng. Printing. PageSettings

The PageSettings class was described in the previous section.

Indicates whether the print job is to print on both sides of the paper. The syntax of the Duplex
property is:

Public Property Duplex( ) As System Draw ng. Printing. Dupl ex
The Duplex type is an enumeration with the following values:

Simplex

The document will print only on one side of each page.

Horizontal

The document will print using both sides of each page.

Vertical

The document will print using both sides of each page, and the second side will be inverted to
work with vertical binding.

Default

The document will print using the printer's default duplex mode.

FromPage

Specifies the first page to print if the PrintRange property is set to SonePages. The syntax of
the FromPage property is:

Public Property FronPage( ) As Integer

InstalledPrinters
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Indicates the names of the printers installed on the computer. This list includes only the
printers physically connected to the machine (if any), not necessarily all printers set up in the
Control Panel. The syntax of the InstalledPrinters property is:

Public Shared ReadOnly Property InstalledPrinters( ) As
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System Drawi ng. Printing. PrinterSettings. StringCollection
The StringCollection class is a collection of strings. It can be iterated using code such as this:

Assune pts is of type PrinterSettings.
Dimstr As String
For Each str In pts.lnstalledPrinters
Consol e. WiteLine(str)
Next
IsDefaultPrinter

Indicates whether this printer is the user's default printer. The syntax of the IsDefaultPrinter
property is:

Public ReadOnly Property IsDefaultPrinter( ) As Bool ean

If the PrinterName property is explicitly set to anything other than Not hi ng, this property
always returns Fal se.

IsPlotter
Indicates whether this printer is a plotter. The syntax of the IsPlotter property is:

Public ReadOnly Property IsPlotter( ) As Bool ean
IsValid

Indicates whether the PrinterName property designates a valid printer. The syntax of the
IsValid property is:

Public ReadOnly Property IsValid( ) As Bool ean

This property is useful if the PrinterName property is being set explicitly. If the PrinterName is
set as a result of allowing the user to select a printer through the PrintDialog dialog box, this
property will always be Tr ue.

LandscapeAngle

Indicates the angle (in degrees) by which portrait orientation is rotated to produce landscape
orientation. The syntax of the LandscapeAngle property is:

Public ReadOnly Property LandscapeAngle( ) As Integer

This value can only be 90 or 270. If landscape orientation is not supported, this value can only
be 0.

MaximumCopies

Indicates the maximum number of copies that the printer can print at one time. The syntax of
the MaximumCopies property is:

Public ReadOnly Property Maxi munCopi es( ) As Integer
MaximumPage

Indicates the highest page number that can be entered in a PrintDialog dialog box. The syntax
of the MaximumPage property is:
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Public Property Maxi munPage( ) As Integer

Set this value prior to calling the PrintDialog object's ShowDialog method to prohibit the user
from entering a page number that is too high.

MinimumPage

Indicates the lowest page number that can be entered in a PrintDialog dialog box. The syntax
of the MinimumPage property is:

Public Property M nimunPage( ) As Integer

Set this value prior to calling the PrintDialog object's ShowDialog method to prohibit the user
from entering a page number that is too low.

PaperSizes

Indicates the paper sizes that are supported by this printer. The syntax of the PaperSizes
property is:

Public ReadOnly Property PaperSizes( ) As _
System Drawi ng. Printing. PrinterSettings+PaperSi zeCol | ection

The PaperSizeCollection is a collection of objects of type PaperSize. The PaperSize type was
described in the previous section, under the description for the PaperSize property of the
PageSettings class. The PaperSizeCollection can be iterated using the following code:

Assune pts is of type PrinterSettings.
Di m ppr Si ze As Paper Si ze
For Each pprSize In pts.PaperSizes
Consol e. Wit eLi ne(pprSi ze. Paper Nane)
Next
PaperSources

Indicates the paper sources that are available on the printer. The syntax of the PaperSources
property is:

Public ReadOnly Property PaperSources( ) As _
System Drawi ng. Printing. PrinterSettings+Paper SourceCol | ection

The PaperSourceCollection is a collection of objects of type PaperSource. The PaperSource
type was described in the previous section, under the description for the PaperSource
property of the PageSettings class. The PaperSourceCollection can be iterated using the
following code:

Assune pts is of type PrinterSettings.
Di m ppr Sour ce As Paper Sour ce
For Each pprSource In pts. PaperSources
Consol e. Wit eLi ne(ppr Sour ce. Sour ceNane)
Next
PrinterName

Indicates the name of the printer. The syntax of the PrinterName property is:
Public Property PrinterNane( ) As String

Unless a string has been explicitly assigned to the property, its value is Nul | .
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PrinterResolutions

Indicates the resolution supported by this printer. The syntax of the PrinterResolutions
property is:

Public ReadOnly Property PrinterResolutions( ) As

System Drawi ng. Printing. PrinterSettings. PrinterResolutionCollection

The PrinterResolutionCollection is a collection of objects of type PrinterResolution. The
PrinterResolution type was described in the previous section, under the description for the
PrinterResolution property of the PageSettings class. The PrinterResolutionCollection can be
iterated using the following code:

Assune pts is of type PrinterSettings.
Di m ptrResol ution As PrinterResol ution
For Each ptrResolution In pts.PrinterResol utions
Consol e. WiteLine(ptrResol ution. Kind. ToString( ))
Next
PrintRange

Indicates the range of pages that are to be printed. The syntax of the PrintRange property is:
Public Property PrintRange( ) As System Draw ng. Printing. PrintRange
The PrintRange type is an enumeration having the following values:

AllPages

Prints the entire document.

Selection

Prints only the selected portion of the document.

SomePages

Prints the pages starting at the page specified in the FromPage property and ending at the
page specified in the ToPage property.

SupportsColor

Indicates whether the printer supports color printing. The syntax of the SupportsColor property
is:

Public ReadOnly Property SupportsColor( ) As Bool ean
ToPage

Specifies the final page to print if the PrintRange property is set to SonePages. The syntax of
the ToPage property is:

Public Property ToPage( ) As Integer
The methods of the PrinterSettings class are:

Clone
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Creates a copy of the PrinterSettings object. The syntax of the Clone method is:

Publ i c Not Overridabl e Function Clone( ) As Object
| mpl ements System | Cl oneabl e. Cl one
GetHdevmode

Returns a handle to a Windows DEVMCDE (device mode) structure corresponding to this
PrinterSettings object. The GetHdevmode method has two forms:

Public Overl oads Function GetHdevnode( ) As System IntPtr
and:
Publ i c Overl oads Function CGet Hdevnode( _
ByVal pageSettings As System Draw ng. Printing. PageSettings _
) As SystemIntPtr
The DEVNMCDE structure is part of the Windows API and is not discussed further in this book.

GetHdevnames

Returns a handle to a Windows DEVNANES structure corresponding to this PrinterSettings
object. The syntax of the GetHdevhames method is:

Public Function GetHdevnhanes( ) As SystemIntPtr
The DEVNANES structure is part of the Windows APl and is not discussed further in this book.
SetHdevmode

Sets properties of this PrinterSettings object based on values in the given DEVMODE structure.
The syntax of the SetHdevmode method is:

Public Sub Set Hdevnode(ByVal hdevnode As System IntPtr)
The DEVNMCDE structure is part of the Windows API and is not discussed further in this book.
SetHdevnames

Sets properties of this PrinterSettings object based on values in the given DEVNAINES structure.
The syntax of the SetHdevnames method is:

Publ i c Sub Set Hdevnames(ByVal hdevnames As System IntPtr)

The DEVNANES structure is part of the Windows API and is not discussed further in this book.

4.7.7 Page Setup Dialog Box

Windows Forms provides a common dialog box for page setup (shown in Figure 5-18 in Chapter 5).
Settings entered by the user in this dialog box are saved to a PageSettings object. This PageSettings
object can be saved by the application and passed to the PrintDocument object prior to calling the
PrintDocument object's Print method. The PrintDocument object will then use the given settings for
printing. Here's the code that displays the dialog box:

Private Sub ShowPageSetup( )

184



Programming Visual Basic .NET

" Display the page settings dialog box. This assunes that there is
' a class-level variable of type PageSettings called mpgSettings.
Di m pgSet upDl g As New PageSet upDi al og( )
pgSet upDl g. PageSetti ngs = m pgSettings
pgSet upDl g. ShowDi al og( )

End Sub

This code depends on the existence of a class-level variable of type PageSettings called
m_pgSettings. Here is a suitable definition for this variable:

Private nmenber to hold the application's page settings.

This could be placed in an application's nain formor in another
" class that is accessible to the code that will need to print.
Private m pgSettings As New PageSettings( )

Note the use of the New keyword to ensure that the PageSettings object is instantiated as soon as the
enclosing class is instantiated.

All that remains is to hand the PageSettings object to the PrintDocument object when it's time to print.
Here is the code:

Private Sub PrintTheDocunent( )
" Create the PrintDocunent object.
Dim pd As New Hel | oPrint Docunent( )
" Hand it the PageSettings object.
pd. Def aul t PageSettings = m pgSettings
" Create the dial og box object.
Dimdlg As New PrintDial og( )
' Pass the PrintDocunent object to the dial og box object.
dl g. Docunent = pd
" Show the dialog box. Be sure to test the result so that printing
occurs only if the user clicks OK
I f dl g. ShowDi al og = Di al ogResult( ).OK Then
" Print the document.
pd. Print( )
End | f
End Sub

4.7.8 Print Preview

Generating a print preview is trivial. An instance of the PrintDocument object is created and passed to
a PrintPreviewDialog object, whose ShowDialog method is then called to show the print preview. Here
is the code:

Private Sub ShowPrintPreview )
" Create the PrintDocunent object.
Dim pd As New Hel | oPrint Docunent( )
' Hand it the PageSettings object.
pd. Def aul t PageSettings = m pgSettings
' Create the print preview dial og box object.
Dimdlg As New PrintPreviewb al og( )
' Pass the PrintDocunent object to the dial og box object.
dl g. Docunent = pd
" Show t he dial og box.
dl g. ShowDi al og( )
End Sub

The result is shown in Figure 4-16.
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Figure 4-16. Hello, Printer! in a print preview window
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4.7.9 Summary of Printing

The .NET Framework hides the mechanics of printing. Applications don't have to know how to find
printers, they don't have to know what a given printer's capabilities are, and they don't have to know
how to issue commands that are meaningful to a given brand of printer. The Framework abstracts all
of this away. However, the Framework doesn't know anything about a given application's documents.
It is up to the application developer to know how to paginate the application's documents and render
each page in response to each call to the PrintDocument class's OnPrintPage method.

4.8 Summary

In this chapter, you've seen how to work with Windows forms in creating a desktop application. A
Windows form, however, is simply a container for the application's user interface components. In the
next chapter, you'll round out your examination of desktop application development by looking at
controls, common dialogs, and menus.
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Chapter 5. Windows Forms Il: Controls, Common
Dialog Boxes, and Menus

By themselves, one or more forms provide very little functionality to most desktop applications. For the
most part, forms are valuable insofar as they serve as containers for controls. In this chapter, we'll
complete our discussion of building desktop applications by focusing on the objects that forms
contain—in particular, controls and components, common dialogs, and menus.

5.1 Common Controls and Components

This section contains a summary of the controls and components defined in the
System.Windows.Forms namespace. Components are classes derived from the Component class
(defined in the System.ComponentModel namespace). They may or may not provide a visual interface.
They are often used as elements of forms but don't have to be. Controls are classes derived from the
Control class (defined in the System.Windows.Forms namespace). Controls generally are used to

build the visual appearance of a form. The Control class itself is derived from the Component class, so
controls are also components.

The common dialog boxes are not listed here, even though they all derive from the Component class.
They are given their own section, Section 5.4 later in this chapter.

5.1.1 The Button Class

This class represents a button control, which is one of the most commonly used controls in Windows
applications. The Button class's Click event, which it inherits from Control, is its most commonly used
event.

The Button class inherits two important properties from ButtonBase: FlatStyle and Image. The first
determines the appearance of the button and can take any value of the FlatStyle enumeration: Fl at ,
Popup, St andar d (the default), and Syst em Buttons with these four settings are shown in Figure 5-
1. Assigning Fl at St yl e. Syst emas the value of the FlatStyle property makes the appearance of the
button dependent on the operating system.

Figure 5-1. Various appearances of the Button control
iy =10| x|
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The Image property allows you to embed an image into a button. The following code shows how to
programmatically set the Image property of Button:

Buttonl. | mage = New System Draw ng. Bi t map(fil epat h)

5.1.2 The CheckBox Class

The CheckBox class represents a checkbox control. Its appearance is determined by its Appearance
property, which can take either value of the Appearance enumeration: But t on or Nor nal (the
default). The But t on value is rarely used because this setting makes the checkbox look like a Button
control.
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The CheckBox class's Checked property can be set to Tr ue to make the checkbox checked or Fal se
to uncheck it.

5.1.3 The ComboBox Class

Both the ComboBox and ListBox classes derive from the ListControl class; therefore, the ComboBox
class is very similar to the ListBox class and has properties and methods similar to those of the
ListBox class. Refer to Section 5.1.9 for information on these common properties and methods.

The following properties are specific to the ComboBox class:
DropDownStyle

Defines the drop-down style of the ComboBox. It can take any value of the ComboBoxStyle
enumeration: Dr opDown (the default value), Dr opDownLi st , and Si npl e. Both Dr opDown
and Dr opDownlLi st require the user to click the arrow button to display the drop-down
portion of the ComboBox; however, Dr opDown allows the user to edit the text portion of the
ComboBox. Si mpl e makes a ComboBox's text portion editable and its drop-down portion
always visible.

DroppedDown

Specifies whether the drop-down portion of a ComboBox is visible.

5.1.4 The DateTimePicker Class

The DateTimePicker class represents a control that allows users to select a date in the calendar, just
like the MonthCalendar control. Unlike MonthCalendar, however, the DateTimePicker control only
displays a box, which looks like a combo box, containing the selected date. When the user clicks the
arrow, the control displays a drop-down calendar similar to the MonthCalendar control, from which the
user can select a date. This drop-down portion closes as soon as the user selects a date. The user
can also click on the day, date, month, or year portion of the control for editing.

The DateTimePicker class has MinDate and MaxDate properties that are similar to the ones in the
MonthCalendar class. To set the current date or to obtain the selected date, use the Value property of
the DateTimePicker class. The selected date is readily available as a DateTime data type.

5.1.5 The GroupBox Class

As the name implies, a GroupBox control is used for grouping other controls, such as radio buttons or
checkboxes; it corresponds to the Frame control in Visual Basic 6.0. A GroupBox grouping two radio
buttons is shown in Figure 5-2.

Figure 5-2. A GroupBox grouping two radio buttons
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The Controls property of GroupBox represents a Control.ControlCollection class. It has methods such
as Add, AddRange, Clear, GetEnumerator, and Remove, which behave exactly as do the same
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methods in Form.ControlCollection. For example, you can add several controls at once to a GroupBox
using its AddRange method, as demonstrated by the following code that adds two radio buttons to a
GroupBox named groupBox1:

groupBox1. Control s. AddRange(New Control () {radi oButtonl, radi oButton2})

5.1.6 The ImageList Class

The ImagelList class allows you to manage a collection of images. The most important property of this
class is Images, which returns an ImageList.ImageCollection object. The ImageList.ImageCollection
class has methods to add and remove images from the collection.

The Add method of the ImageList.ImageCollection class adds a bitmap image or an icon to the
ImageList's image collection. The Add method has three overloads, whose signatures are given as
follows:

Overl oads Public Sub Add( ByVval val ue As System Draw ng. | con)

Overl oads Public Sub Add( ByVval value As System Draw ng. | nage)

Overl oads Public Sub Add( ByVal value As System Draw ng. | mage,
ByVal transparent Col or as System Draw ng. Col or)

The first overload allows you to add an icon, and the second overload is used to add an object of type
System.Drawing.Image. The third overload is used to add an image and make a color of that image
transparent. For example, if you have an image with a blue background color, you can make the
added image transparent by passing a blue color as the second argument to the third overload of the
Add method.

The RemoveAt method of the ImageList.ImageCollection class allows you to remove an image.

Once you instantiate an ImageList object, you can start adding images or icons. The following code,
for example, adds three images and icons using three different overloads of the Add method:

| mports System Draw ng

DimimgeListl As InageListl = New ImageList( )

| magelLi st 1. | nages. Add(New | con("C.:\Pal mico"))

| magelLi st 1. 1 nages. Add( New Bi t map(" C.\ TV. bnp"))

| magelLi st 1. | mages. Add( New Bi t map(" C: \ Dog. bnp"), Col or. Wi te)

Important properties of the ImageList class include ColorDepth and ImageSize. The ColorDepth
property determines the number of colors available for the ImagelList. For example, a value of 4 means
that 24 = 16 colors are available.

The ImageSize property determines the sizes of all images in the list. By default, the value is
System.Drawing.Size(16, 16).

You can assign an ImageList object to the ImageList property of controls such as Label, Button, and
ListView. You can then select an image from the ImageList to be displayed on the control using the
control's Imagelndex property. For example, the following code uses an ImageList for a button and
selects the first image as the background image for the button:

buttonl. | mageLi st = i mageListl
buttonl. | magel ndex = 0

5.1.7 The Label Class

This class represents a Label control. Its appearance is determined by two properties: BorderStyle and
FlatStyle. The BorderStyle property defines the appearance of the control's border and takes any of
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the three members of the BorderStyle enumeration: None (the default), Fi xedSi ngl e, and Fi xed3D.
Figure 5-3 shows three labels with three different values of BorderStyle.

Figure 5-3. Three labels with different BorderStyle values
s =] .
Mot

FoeedS ngle

Feead30

The FlatStyle property defines the appearance of the control and can take as its value any member of
the FlatStyle enumeration: FI at , Popup, St andar d, and Syst em However, if the value of the
BorderStyle property is set to None, the label's FlatStyle property can take no other value than

Fl at St yl e. St andar d. For more information on the FlatStyle property, see Section 5.1.1 earlier in
this chapter.

You normally assign a String to the label's Text property. However, you can also assign an image to
its Image property. For example, the following code programmatically sets the Image property of a
label:

Label 1.1 nage = New System Draw ng. Bi t map(fil epath)

Another important property is TextAlign, which determines how the label's text is aligned. This property
can take any member of the ContentAlignment enumeration, including Bot t onCent er, Bot t onief t,
Bot t onRi ght, M ddl eCent er, M ddl eLeft, M ddl eRi ght, TopCent er, TopLeft (the default
value), and TopRi ght .

The UseMnemonic property can be set to Tr ue so that the label accepts an ampersand character in
the Text property as an access-key prefix character.

5.1.8 The LinkLabel Class

The LinkLabel class represents a label that can function as a hyperlink, which is a URL to a web site.
Its two most important properties are Text and Links. The Text property is a String that defines the
label of the LinkLabel object. You can specify that some or all of the Text property value is a hyperlink.
For example, if the Text property has the value "Click here for more details", you can make the whole
text a hyperlink, or you can make part of it (e.g., the word "here") a hyperlink. How to do this will
become clear after the second property is explained.

For a LinkLabel to be useful, it must contain at least one hyperlink. The Links property represents a
LinkLabel.LinkCollection class of the LinkLabel object. You use the Add method of the
LinkLabel.LinkCollection class to add a LinkLabel.Link object. The Add method has two overloads; the
one that will be used here has the following signature:

Overl oads Public Function Add(
ByvVal start As Integer,
ByVal length As Integer,
ByVal |inkData As Object

) As Link

The st art argument is the first character of the Text property's substring that you will turn into a
hyperlink. The | engt h argument denotes the length of the substring. The | i nkDat a argument is
normally a String containing a URL, such as "www.oreilly.com". For example, if your Text property
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contains "Go to our web site", and you want "web site" to be the hyperlink, here is how you would use
the Add method:

I i nkLabel 1. Li nks. Add(10, 8, "www. oreilly.coni)
10 is the position of the character win the Text property, and 8 is the length of the substring "web site".

The LinkLabel class has a LinkClicked event that you can capture so that you can run code when a
LinkLabel object is clicked. The following example creates a LinkLabel object that is linked to the URL
www.oreilly.com and starts and directs the default browser to that URL when the LinkLabel is clicked:

Dim WthEvents |inkLabel 1 As LinkLabel = new LinkLabel ( )
i nkLabel 1. Text = "Go to our web site"
i nkLabel 1. Li nks. Add(10, 8, "ww. oreilly.coni)
I i nkLabel 1. Locati on = New System Drawi ng. Poi nt (64, 176)
| i nkLabel 1. Nane = "Li nkLabel 1"
| i nkLabel 1. Si ze = New System Drawi ng. Si ze(120, 16)
Add to a form
Me. Control s. Add(!| i nkLabel 1)

Private Sub LinkLabel 1 Linkdicked( _
ByVal sender As bject, _
ByVal e As LinkLabel Li nkCl i ckedEvent Ar gs)
Handl es |inkLabel 1. Li nkCl i cked
Start the default browser and direct it to "www.oreilly.cont.
System Di agnosti cs. Process. Start (e. Li nk. LinkData. ToString( ))
End Sub

The LinkLabel class has a number of properties that are related to the appearance of a LinkLabel
object:

ActiveLinkColor

Represents the color of the LinkLabel when it is being clicked (i.e., when you press your
mouse button but before you release it). By default, the value of ActiveLinkColor is
System.Drawing.Color.Red.

DisabledLinkColor
Represents the color of the LinkLabel when it is disabled.
LinkColor

Represents the color of the LinkLabel in its normal condition. By default, the value is
System.Drawing.Color.Blue.

VisitedLinkColor

Represents the color of a LinkLabel that has been visited. By default, this property value is
System.Drawing.Color.Purple. The LinkLabel does not automatically display in its
VisitedLinkColor after it is clicked. You must change its LinkVisited property to Tr ue. Normally,
you do this inside the LinkClicked event handler of the LinkLabel object. Therefore, in the
previous example, if you want the LinkLabel to change color after it is clicked, you can modify
its LinkClicked event handler with the following:

Private Sub LinkLabel 1 LinkC icked( _
ByVal sender As (bject,
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ByVal e As LinkLabel Li nkCl i ckedEvent Ar gs)
Handl es |inkLabel 1. Li nkCl i cked

Li nkLabel 1. Li nkVi sited = True

Start the default browser and direct it to "wwworeilly.cont.
System Di agnosti cs. Process. Start (e. Link. LinkData. ToString( ))
End Sub
LinkBehavior

Determines how the LinkLabel is displayed. This property can take any member of the

LinkBehavior enumeration: Al waysUnder | i ne, Hover Under | i ne, Never Under | 1 ne, and
Syst enDef aul t (the default value).

5.1.9 The ListBox Class

The ListBox class represents a box that contains a list of items. The following are its more important
properties:

MultiColumn

This is a Boolean that indicates whether the listbox has more than one column. Its default
value is Fal se.

ColumnWidth

In a multicolumn listbox, this property represents the width of each column in pixels. By default,
the value of this property is zero, which makes each column have a default width.

ltems

This is the most important property of the ListBox class. It returns the ListBox.ObjectCollection
class, which is basically the Items collection in the ListBox. You can programmatically add an
item using the Add method or add a range of items using the AddRange method of the
ListBox.ObjectCollection class. For example, the following code adds the names of vegetables
and fruits to a ListBox object named listBox1.:

l'istBoxl.Itenms. AddRange(New Object( )
{"appl e", "avocado", "banana", "carrot",
"mandarin", "orange"})

For more information about the ListBox.ObjectCollection class, see Section 5.1.10.

SelectionMode

This property determines whether multi-item selection is possible in a ListBox object. It can be
assigned any member of the SelectionMode enumeration: None, One (the default value),

Mul ti Sinmpl e, and MUl t1 Ext ended. Both Mul ti Si nmpl e and Mul t1 Ext ended allow the
user to select more than one item. However, Mul t | Ext ended allows the use of the Shift, Ctrl,
and arrow keys to make a selection.

SelectedIndex

This is the index of the selected item. The index is zero-based. If more than one item is
selected, this property represents the lowest index. If no item is selected, the property returns
-1.
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SelectedIndices

This read-only property returns the indices to all items selected in a ListBox object in the form
of a ListBox.SelectedIndexCollection object. The ListBox.SelectedindexCollection class has a
Count property that returns the number of selected indices and an Item property that returns
the index number. For example, the following code returns the index number of all selected
items in a ListBox control named listBox1:

Di m sel ect edl ndi ces As Li st Box. Sel ect edl ndexCol | ecti on
Cbtain the sel ected indices.

sel ectedl ndi ces = |i stBoxl. Sel ect edl ndi ces
CGet the nunber of indices.

Di m count As Integer = selectedlndices. Count

Dimi As Integer

For i = 0 To count - 1
Consol e. WitelLine(sel ectedl ndices(i))
Next

Selectedltem

This read-only property returns the selected item as an object of type Object. You must cast
the returned value to an appropriate type, which is normally String. If more than one item is
selected, the property returns the item with the lowest index.

Selectedltems

Sorted

Text

This read-only property returns all items selected in a ListBox object in the form of a
ListBox.SelectedObjectCollection object. The ListBox.SelectedObjectCollection class has a
Count property that returns the number of items in the collection and an Item property that you
can use to obtain the selected item. For example, the following code displays all the selected
items of a ListBox control called listBox1:

Dim sel ectedltens As ListBox. Sel ect edObj ect Col | ecti on
sel ectedltens = |istBox1l. Sel ectedltens

Di m count As Integer = selectedltens. Count

Dimi As Integer

For i = 0 To count - 1
Consol e. WitelLine(selectedltens(i))
Next

A value of Tr ue means that the items are sorted. Otherwise, the items are not sorted. By
default, the value of this property is Fal se.

This is the currently selected item's text.

Toplndex

This is the index of the first visible item in the ListBox. The value changes as the user scrolls
through the items.

5.1.10 The ListBox.ObjectCollection Class

This class represents all the items in a ListBox object. It has a Count property that returns the number
of items in the ListBox and an Item property that returns the item object in a certain index position.
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The following sample code reiterates all the items in a ListBox control named listBox1:

Dmitens As ListBox.ObjectCollection
itens = ListBoxl.ltens

Di m count As Integer = itens. Count
Dimi As Integer
For i = 0 To count - 1
Console. WiteLine(itens(i))
Next

In addition, the ListBox.ObjectCollection class has the following methods:
Add
Adds an item to the ListBox object. Its syntax is:

Li st Box. Obj ect Col | ecti on. Add(item

where | t emis data of type Object that is to be added to the collection. The method returns the
zero-based index of the new item in the collection.

AddRange

Adds one or more items to the ListBox object. Its most common syntax is:

Li st Box. Obj ect Col | ecti on. AddRange(itens( ))

where | t ens is an array of objects containing the data to be added to the ListBox.
Clear

Clears the ListBox, removing all the items. Its syntax is:

Li st Box. Obj ectCol l ection.Clear( )
Contains

Checks whether an item can be found in the list of items. Its syntax is:

Li st Box. Obj ect Col | ecti on. Cont ai ns(val ue)

where val ue is an Object containing the value to locate in the ListBox. The method returns
True if val ue is found; otherwise, it returns Fal se.

CopyTo
Copies all items to an object array. Its syntax is:
Li st Box. Obj ect Col | ecti on. CopyTo(dest( ), arrayl ndex)

where dest is the Object array to which the ListBox items are to be copied, and ar r ay| ndex
is the starting position within dest at which copying is to begin.

IndexOf

Returns the index of a particular item. Its syntax is:
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Li st Box. Obj ect Col | ecti on. | ndexOf (val ue)

where val ue is an Object representing the item to locate in the collection. The method returns
the item's index. If the item cannot be found, the method returns -1.

Insert
Inserts an item into the ListBox at the specified index position. Its syntax is:
Li st Box. Obj ect Col | ection. I nsert(index, item

where | ndex is the zero-based ordinal position at which the item is to be inserted, and i t em
is an Object containing the data to be inserted into the collection.

Remove
Removes the item that is passed as an argument to this method from the ListBox. Its syntax is:
Li st Box. Obj ect Col | ecti on. Renove(val ue)
where val ue is an Object representing the item to remove from the collection.
RemoveAt
Removes an item at the specified index position. Its syntax is:

Li st Box. Obj ect Col | ecti on. RenpoveAt (i ndex)

where | ndex is the zero-based ordinal position in the collection of the item to be removed.

5.1.11 The ListView Class

A ListView is a container control that can hold a collection of items. Each item in a ListView can have
descriptive text and an image, and the items can be viewed in four modes. The righthand pane of
Windows Explorer is a ListView control.

An item in a ListView is represented by an object of type ListViewltem. The various constructors of the
ListViewltem class permit a ListViewltem to be constructed with a String or with a String and an index
number. If an index number is used, it represents the index of the item's image in the ImageList
referenced by the ListView.

The following code constructs two ListViewltem objects. The first has the text "Item1" and uses the
first image in the ImageList. The second has the text "ltem2" and uses the second image of the
ImageList:

DmlistViewtenl As ListViewtem
DmlistViewlten2 As ListViewtem

New ListViewten("ltenml", O0)
New ListViewten("IltenR", 1)

Once you have references to one or more ListViewltem objects, you can add the items to your
ListView object. To add an item or a group of items, you first need to reference the
ListView.ListViewltemCollection collection of the ListView object. This collection can easily be
referenced using the Items property of the ListView class. The ListView.ListViewltemCollection has
Add and AddRange methods that you can use to add one item or a group of items. For instance, the
following code uses the AddRange method to add two ListViewltem objects to a ListView object:
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[istViewl.|tenms. AddRange(New ListViewlten( )
{listViemteml, |istViewtenR})

The Add method of the ListView.ListViewltemCollection has three overloads, two of which allow you
add to a ListViewltem without first creating a ListViewltem object.

To add a ListViewltem object to the collection, you can use the following overload of the Add method:

Overridabl e Overloads Public Function Add _
(Byval value As ListViewten
As ListViewtem

Or, to add a String and convert it into a ListViewltem object, use the following overload:

Overridabl e Overl oads Public Function Add _
(Byval text As String)
As ListViewmtem

Alternatively, you can pass a String and an image index to the third overload:

Overridabl e Overl oads Public Function Add _
(Byval text As String, _
ByVal inmagel ndex As Integer) _
As ListViewtem

The following code demonstrates how to add two ListViewltem objects to a ListView. The ListView is
linked to an ImageList that has two images in its collection. When the code is run, it produces

something similar to Figure 5-4.

Figure 5-4. A ListView control with two ListViewltem objects

-l ]
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Ttesrm lbem2

Decl are and instantiate an | magelList called i magelList1.
Di mimagelListl As I nmageLi st = New | magelList( )
' Set the Col orDepth and | nageSi ze properties of imagelistl1.
i magelLi st 1. Col or Dept h = Col or Dept h. Dept h8Bi t
i mgelLi st1l. I nageSi ze = New System Drawi ng. Si ze(48, 48)
Add two i mages to i mageli st 1.
i mgeLi stl. | mages. Add(New I con("c:\Spotty.ico"))
i mgeLi st 1. mages. Add(New Bi t map("c:\ StopSi gn. bmp"))

" Declare and instantiate two ListViewtem objects naned

" listViewteml and |istViewtenR.
' The text for listltenl is "lteml", and the image is the first
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i mage in the imagelist1.
The text for listltenl is "lItenR", and the image is the second
i mage in the inmagelist1.

mlistViemtenl As ListViewtem
mlistViewlten2 As ListViewtem

New ListViewten("ltenml", O0)
New ListView tem("Ilten2", 1)

R

Declare and instantiate a ListView called |istViewl.
DmlistViewl As ListView = New ListViewm )
' Set its properties.
listViewl.View = View Largel con
listViewl. Largel magelLi st = i mageListl
[istViewl. Locati on = New System Draw ng. Poi nt (16, 16)
l'istViewl. Name = "ListViewl"
listViewl. Size = New System Drawi ng. Si ze( 264, 224)
[istViewl. Smal | | mrageLi st = Me. I mageli st1

Add listViewtenl and |istViewtenR.
listViewl.ltens. AddRange(New ListViewten( )
{listViewtendl, |istViewtenk})

Add listViewl to the form
Me. Control s. AddRange(New Control () {listViewl})

Two properties of the ListView class tell you which item(s) are selected: SelectedIndices and
Selectedltems. The first returns a ListView.SelectedIindexCollection object, and the second returns a
ListView.SelectedListViewltemCollection object.

The ListView.SelectedIndexCollection class has a Count property that tells you how many items are
selected and an Item property that returns the index of the designated item. For example, you can
retrieve the index of the first selected item by passing O to the Item property, as follows:

I ndex = ListViewl. Sel ectedl ndices.|ten0)

The ListView.SelectedListViewltemCollection class is very similar to ListView.SelectedindexCollection.
Its Count property indicates how many items are selected. However, its Item property returns the item
itself, not an index number.

5.1.12 The MonthCalendar Class

The MonthCalendar class represents a control that displays days of a month. A MonthCalendar control
is shown in Figure 5-5. By default, when first displayed, the control displays the current month on the
user's computer system. Users can select a day by clicking on it or select a range of dates by holding
the Shift key while clicking the date at the end of the desired range. Users can also scroll backward
and forward to previous or upcoming months, or they can click on the month part and more quickly
select one of the 12 months. To change the year, users can click on the year part and click the
scrollbar that appears.

Figure 5-5. A MonthCalendar control
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Two properties determine the date range that users can select: MinDate and MaxDate. The MinDate
property is a DateTime value representing the minimum date permitted; its default is January 1, 1753.
The MaxDate property determines the maximum date allowed. By default, the value of MaxDate is
December 31, 9998.

If you want your MonthCalendar to display a certain range of dates, you need to change these two
properties. For instance, the following code allows the user to select a date between January 1, 1980
and December 14, 2010:

Mont hCal endar 1. M nDat e
Mont hCal endar 1. MaxDat e

New Dat eTi me(1980, 1, 1)
New Dat eTi me(2010, 12, 14)

The MonthCalendar class has a TodayDate property that represents today's date. The user selecting
a new date does not automatically change the value of TodayDate. If you want the date selected by
the user to be reflected as today's date, you can use the Date_Changed event handler to change its
value explicitly, as shown in the following code:

Private Sub Mont hCal endar 1 _Dat eChanged(
ByVal sender As System bj ect,
ByVal e As Dat eRangeEvent Args) _
Handl es Mont hCal endar 1. Dat eChanged

Mont hCal endar 1. TodayDate = e. Start
End Sub

A DateRangeEventArgs object is passed as an argument to the DateChanged event handler. Its
members include a Start property, which represents the beginning of the range of selected dates, and
an End property, which represents the end of the range of selected dates. The previous code simply
assigns the value of the Start property to TodayDate. Later, if you need to know the value of the user-
selected date, you can query the TodayDate property.

Note that the MonthCalendar control has a fixed size. It will ignore any attempt to change its Size
property. If you need more flexibility in terms of the space it occupies, use a DateTimePicker control.

5.1.13 The Panel Class

A panel is a container that can hold other controls. Panels are typically used to group related controls
in a form. Like the PictureBox class, the Panel class has a BorderStyle property that defines the
panel's border and can take as its value any member of the BorderStyle enumeration: None (the
default value), Fi xedSi ngl e, and Fi xed3D.

You can add controls to a Panel object using the Add method or the AddRange method of the
Control.ControlCollection class. The following code adds a button and a text box to a Panel control
called panell:
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Di m panel 1 As Panel = New Panel ()
Di mt ext Box1 As Text Box = New Text Box( )
Dm WthEvents buttonl As Button

buttonl = New Button( )

buttonl
buttonl. Locati on = New System Draw ng. Poi nt (104, 72)
buttonl. Nane = "buttonl"
buttonl. Si ze = New System Draw ng. Si ze(64, 48)
buttonl. Tabl ndex = 0

buttonl. Text = "Buttonl"

t ext Box1
t ext Box1. Locati on = New System Draw ng. Poi nt (128, 48)
t ext Box1. Name = "t ext Box1"

t ext Box1. Tabl ndex = 1

panel 1. Control s. AddRange(New Control ( ) {textBoxl, buttonl})
panel 1. Locati on = New System Draw ng. Poi nt (24, 24)

panel 1. Nane = "Panel 1"

panel 1. Si ze = New System Draw ng. Si ze(336, 216)

Me. Cont rol s. Add( panel 1)

5.1.14 The PictureBox Class

The PictureBox class represents a control to display an image. Loading an image into this control is
achieved by assigning a System.Drawing.Bitmap object to its Image property, as the following code
does:

Di m pi ctureBox1l As PictureBox = New PictureBox( )

pi ctureBox1. | nage = New System Drawi ng. Bitmap("c:\tv. bnp")
pi ct ureBox1. Locati on = New System Drawi ng. Poi nt (72, 64)

pi ctureBox1. Si ze = New System Draw ng. Si ze( 144, 128)

Me. Cont rol s. Add( pi ct ur eBox1)

In addition, the PictureBox class has the BorderStyle and SizeMode properties. The BorderStyle
property determines the PictureBox object's border and can take as its value any member of the
BorderStyle enumeration: None (the default value), Fi xedSi ngl e, and Fi xed3D.

The SizeMode property determines how the image assigned to the Image property is displayed. The
SizeMode property can take any of the members of the PictureBoxSizeMode enumeration: Aut 0Si ze,
Cent er | mage, Nor mel (the default value), and St r et chl nmage.

5.1.15 The RadioButton Class

The RadioButton class represents a radio button. When you add more than one radio button to a form,
those radio buttons automatically become one group, and you can select only one button at a time. If
you want to have multiple groups of radio buttons on a form, you need to use a GroupBox or Panel
control to add radio buttons in the same group to a single GroupBox or Panel.

The following code shows how you can add two radio buttons to a GroupBox and then add the
GroupBox to a form. Notice that you don't need to add each individual radio button to a form:

Decl are and instantiate a G oupBox and two radi o buttons.
Di m groupBox1l As G oupBox = New G oupBox( )
Di m radi oButtonl As Radi oButton = new Radi oButton( )
Di m radi oButton2 As Radi oButton = new Radi oButton( )
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Set the Size and Location of each control.
groupBox1. Si ze = New System Drawi ng. Si ze(248, 88)
groupBox1. Locati on = New System Drawi ng. Poi nt (112, 168)
radi oButtonl. Locati on = New System Draw ng. Poi nt (16, 10)
radi oButtonl. Si ze = New System Draw ng. Si ze(104, 20)
radi oButton2. Locati on = New System Draw ng. Poi nt (16, 50)
radi oButton2. Si ze = New System Drawi ng. Si ze(104, 20)
Add radi oButtonl and radi oButton2 to the G oupBox.
groupBox1. Control s. AddRange(New Control ( ) {radi oButtonl, radi oButton2})

Add the GroupBox to the form
Me. Cont rol s. Add( gr oupBox1)

Like a checkbox, the appearance of a radio button is determined by its Appearance property, which
can take one of two members of the Appearance enumeration: Nor mal (the default) and But t on. You
don't normally use Appear ance. But t on because it will make your radio button look like a button.

The CheckAlign property determines the text alignment of the radio button. Its value is one of the
members of the ContentAlignment enumeration: Bot t onCent er, Bot t onieft, Bott onR ght,

M ddl eCent er, M ddl eLef t (the default), M ddl eRi ght, TopCent er, TopLeft, and TopRi ght .
The Checked property takes a Boolean. Setting this property to Tr ue selects the radio button (and
deselects others in the group); setting it to Fal se unselects it.

5.1.16 The TextBox Class

This class represents a text-box control, a control that can accept text as user input. Its major
properties are:

Multiline

This property can be set to Tr ue (indicating that multiple lines are permitted) or Fal se
(single-line mode). By default, the value for this property is Fal se.

AcceptsReturn

If Tr ue (its default value), and if the Multiline property is also Tr ue, pressing the Enter key will
move to the next line in the text box. Otherwise, pressing Enter will have the same effect as
clicking the form's default button.

CharacterCasing

This property determines how characters that are input by the user appear in the text box. It
can take any member of the CharacterCasing enumeration: Nor mel (the default), Upper, and
Lower . Setting this property to Char act er Casi ng. Upper translates all input characters to
uppercase. Assigning Char act er Casi ng. Lower to this property converts all input to
lowercase. Char act er Casi ng. Nor mal means that no conversion is performed on the input.

PasswordChar

This property defines a mask character to be displayed in place of each character input by the
user, thereby turning the text box into a password box. This property applies only to a single-
line text box (i.e., a text box whose Multiline property is Fal se). It affects the display, but not
the value of the Text property.

ScrollBars
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In a multiline text box, this property determines whether scrollbars are shown on the control.
The property can take any member of the ScrollBars enumeration: None (the default),
Hori zont al , Verti cal , and Bot h.

TextAlign

This property determines how text is aligned in the text box. It can take any member of the
HorizontalAlignment enumeration: Cent er, Lef t, and Ri ght .

5.1.17 The Timer Class

The Timer class represents a timer that can trigger an event at a specified interval. At each interval, a
Timer object raises its Tick event. You can write code in the Tick event handler that runs regularly.

The Timer will raise its Tick event only after you call its Start method. To stop the timer, call its Stop
method.

The interval for the Timer is set by assigning a value to its Interval property. It accepts a number
representing the interval in milliseconds. The following code, which prints an incremented integer from
1 to 20 to the console, shows how to use a timer:

Dimi As Integer

Friend WthEvents tinmerl As Ti ner
timerl = New Tinmer( )
tinerl. I nterval = 1000

timerl. Start( )

The event handl er for Tick.
Private Sub Timerl Tick( _

ByVal sender As System Obj ect,

ByVal e As System Event Args)

Handl es Tinerl. Tick

If i < 20 Then

=i +1

Consol e. WiteLine(i)
El se

timerl. Stop( )

End If
End Sub

5.1.18 Other Controls and Components

In addition to the controls we've discussed in some detail in the preceding sections, the .NET
Framework includes a number of other controls and components for Windows application
development. These include:

AxHost
Wraps ActiveX controls to let them be used within Windows Forms.
CheckedListBox

The same as the ListBox control, except that checkboxes are displayed to the left of each item.
The CheckedListBox control derives from the ListBox control.

ContainerControl
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A container for other controls. The emphasis of this control is on managing the focus state of
contained controls. For example, it has a method that can be called to force activation of a
given contained control (ActivateControl) and an overridable method that is invoked when the
user tabs between contained controls (ProcessTabKey).

The ContainerControl control provides automatic support for scrolling because it derives from
ScrollableControl.

When contained controls are anchored or docked, they anchor or dock to the edges of the
containing control.

ContextMenu
Provides a method for displaying a context menu (also known as a pop-up menu). Context
menus are usually displayed in response to the user right-clicking the mouse. See Section
5.5 later in this chapter for details.

DataGrid
A grid control for displaying ADO.NET data. See Chapter 8 for examples.

DomainUpDown

A Windows up-down control (also known as a spin button) that allows the user to select from a
list of text values by clicking the control's up and down arrows. See also NumericUpDown,
later in this list.

HScrollBar
A standard Windows horizontal scrollbar.
MainMenu

Provides a method for displaying an application's main menu. See Section 5.5 later in this
chapter for details.

Menultem

Represents a menu item within a menu. See Section 5.5 later in this chapter for details.
Notifylcon

Provides a way to put an icon into the Windows System Tray.
NumericUpDown

A Windows up-down control (also known as a spin button) that allows the user to select from a
list of numeric values by clicking the control's up and down arrows. See also DomainUpDown,
earlier in this list.

PrintPreviewControl

Displays a preview image of a document to be printed. The PrintPreviewControl is not usually
used directly. It is found on the PrintPreviewDialog form discussed later in this chapter, in
Section 5.4.
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ProgressBar

A standard Windows progress bar.
PropertyGrid

A user interface for viewing and setting the properties of any object.
RichTextBox

A standard Windows rich text box (also known as a rich edit control). The RichTextBox control
can manipulate text in Rich Text Format (RTF).

ScrollableControl

Not used directly. The ScrollableControl control serves as the base class for controls that
need to provide automatic support for scrolling. The ContainerControl control and the Panel
control are both derived from ScrollableControl.

Splitter

Provides the user with a way to resize docked controls using the mouse. This will be
discussed later in this chapter, under Section 5.3.

StatusBar
A standard Windows status bar.
TabControl

A container that provides pages to contain other controls and tabs to click to move between
the pages. The pages are instances of the TabPage control, which is derived from the Panel
control.

ToolBar
A standard Windows toolbar.
TrackBar
A standard Windows trackbar (also known as a slider)
TreeView
A standard Windows tree view.
UserControl

Not used directly. UserControl serves as the base class for developer-created container
controls. See Section 5.6 later in this chapter.

VScrollBar

A standard Windows vertical scrollbar.
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5.2 Control Events

Controls on a form are represented in code as fields—one field for each control. For example, when
the Visual Studio .NET Windows Forms Designer is used to add a text box to a form, the following
declaration is added to the form class:

Private WthEvents TextBox1l As System W ndows. For ms. Text Box

This declaration doesn't instantiate the control; it only defines a field that can hold a reference to a
control of type TextBox. The control is instantiated in the InitializeComponent subroutine, which is
called in the Form class's constructor. The code that instantiates the control looks like this:

Me. Text Boxl = New System W ndows. For ms. Text Box( )

As discussed in Chapter 2, when a field declaration includes the W t hEvent s keyword, the parent
class can handle events that the referenced object raises. To do so, the parent class must define a
handler method having the appropriate signature, and the definition of the method must include a
Handl es clause to link the method to the appropriate event on the appropriate object. For example,
here is the definition of a handler method for the Click event of TextBox1:

Private Sub TextBox1l C i ck(
ByVal sender As (bject, _
ByVal e As System Event Args _
) Handl es Text Box1. i ck

End Sub

The event-handler method can be given any name, but it is a common convention to use a name of
the form Fi el dNane Event Nane. The event-handler method's signature must correspond to the
signature of the event being handled. By convention, event signatures have two parameters: sender
and e. The sender parameter is always of type Object and holds a reference to the object that raised
the event. The e parameter is of type EventArgs—or of a type that inherits from EventArgs—and holds
a reference to an object that provides any extra information needed for the event. Events that pass a
generic EventArgs argument have no event information to pass. Events that pass an argument of an
EventArgs-derived type pass additional information within the fields of the passed object.

The correct signature for handling a specific event can be determined either by referring to the
control's documentation or by using Visual Studio .NET's built-in object browser. In addition, the Visual
Studio .NET Windows Forms Designer can automatically generate a handler-method declaration for
any event exposed by any control on a given form.

5.3 Form and Control Layout

Windows Forms allows developers to lay out sophisticated user interfaces that are capable of
intelligently resizing without writing a line of code. Previously, developers writing desktop applications
for Windows typically spent a good deal of time writing resizing code to handle the placement of
controls on the form when the user resized the form. The .NET platform, however, allows you to define
a control's layout and size by setting a few properties.

5.3.1 The Anchor Property

The Anchor property lets a control anchor to any or all sides of its container. Each anchored side of
the control is kept within a constant distance from the corresponding side of its container. When the
container is resized, its anchored controls are repositioned and resized as necessary to enforce this
rule. The Anchor property is defined by the Control class (in the System.Windows.Forms namespace)
and so is inherited by all controls and forms. Its syntax is:
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Public Overridable Property Anchor( ) As System W ndows. Fornms. Anchor Styl es

The AnchorStyles type is an enumeration that defines the values Lef t, Top, R ght, Bot t om and
None. To anchor a control on more than one edge, combine the values with the Or operator, as shown
here:

Assunes | nports System W ndows. For ns
SomeCont rol . Anchor = Anchor Styl es. Top O Anchor Styl es. R ght

By default, controls are anchored on the top and left sides. This means that if a form is resized, its
controls maintain a constant distance from the top and left edges of the form. This behavior matches
the behavior of Visual Basic 6 forms.

For example, Figure 5-6 shows a common button configuration, where the OK and Cancel buttons
should track the right edge of the form as the form is resized. In previous versions of Visual Basic, it
was necessary to add code to the form's Resize event handler to reposition the buttons as the form
was resized. In Visual Basic .NET, however, it is necessary only to set the button's Anchor property
appropriately. This can be done either in Visual Studio .NET's Properties window or in code (in the
form's constructor).

Figure 5-6. A sizable form with controls that should be anchored on the
top and right edges

_iaix
Carcel |

The code to anchor a button on the top and right edges looks like this:

Assunes | nports System W ndows. For ns
bt nOk. Anchor = Anchor Styl es. Top O Anchor Styl es. Ri ght

Sometimes a control should stretch as the form is resized. This is accomplished by anchoring the
control to two opposite sides of the form. For example, the text box in Figure 5-7 should always fill
the space between the left edge of the form and the OK button on the right side of the form.

Figure 5-7. In this form, the text box should expand and shrink to fill the
available space

_iai
Filename: . -DK
Cancel |

To accomplish this, lay out the form as shown, anchor the buttons on the top and right edges as
already discussed, then anchor the text box on the top, left, and right edges. By default, the label in
the form is already anchored on the top and left edges. The code looks like this:

Assunes | nports System W ndows. For ns
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Anchor the OK and Cancel buttons on the top and right edges.
bt nOk. Anchor = Anchor Styl es. Top O Anchor Styl es. R ght
bt nCancel . Anchor = Anchor Styl es. Top O Anchor Styl es. R ght

Anchor the Filenane text box on the top, left, and right edges.
This causes the text box to resize itself as needed.

t xt Fi | ename. Anchor = Anchor Styl es. Top O Anchor Styl es. Left
O Anchor Styl es. Ri ght

5.3.2 The Dock Property

The Dock property lets a control be docked to any one side of its container or lets it fill the container.
Docking a control to one side of a container resembles laying out the control with three of its edges

adjacent and anchored to the three corresponding edges of its container. Figure 5-8 shows a text
box control docked to the left side of its form.

Figure 5-8. A TreeView docked to the left side of a form
=10l x|
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The Dock property is defined by the Control class (in the System.Windows.Forms namespace) and so
is inherited by all controls and forms. Its syntax is:

Public Overridable Property Dock( ) As System W ndows. Forns. DockStyl e

The DockStyle type is an enumeration that defines the values Lef t, Top, R ght, Bottom Fi | |, and
None. Only one value can be used at a time. For example, a control can't be docked to both the left
and right edges of its container. Setting the Dock property to DockSt yl e. Fi | | causes the control to
expand to fill the space available in its container. If the control is the only docked control in the
container, it expands to fill the container. If there are other docked controls in the container, the control
expands to fill the space not occupied by the other docked controls. For example, in Figure 5-9, the
Dock property of textBox1 is set to DockSt yl e. Lef t, and the Dock property of textBox2 is set to
DockStyle.Fill.

Figure 5-9. A left-docked control and a fill-docked control

-loix
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5.3.2.1 Controlling dock order
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Controls have an intrinsic order within their container. This is known as their z-order (pronounced "zee
order"). The z-order of each control is unique within a given container. When two controls overlap in
the same container, the control with the higher z-order eclipses the control with the lower z-order.

Docking behavior is affected by z-order. When two or more controls are docked to the same side of a
form, they are docked side by side. For example, the two text-box controls shown in Figure 5-10 are
both docked left.

Figure 5-10. Docking two controls to the same side of a form
I ol

B ledBox?

In such a situation, the relative position of each docked control is determined by its z-order. The
control with the lowest z-order is positioned closest to the edge of the form. The control with the next
higher z-order is placed next to that, and so on. In Figure 5-10, textBox1 has the lower z-order, and
textBox2 has the higher z-order.

So how is z-order determined? In code, z-order is determined by the order in which controls are added
to their container's Controls collection. The first control added through the collection's Add method has
the highest z-order; the last control added has the lowest z-order. For example, to produce the display
shown in Figure 5-10, textBox2 must be added to the Controls collection first, as shown here:

Me. Control s. Add( Me. t ext Box2)
Me. Control s. Add( Me. t ext Box1)

This results in textBox1 having the lower z-order and therefore getting docked directly to the edge of
the form.

If the Controls collection's AddRange method is used to add an array of controls to a container, the
first control in the array has the highest z-order and the last control in the array has the lowest z-order.
For example, textBox1 and textBox2 in Figure 5-10 could have been added to their container using
this code:

Assunes | nports System W ndows. For ns
Me. Cont rol s. AddRange(New Control () {Me.textBox2, Me.textBox1})

After controls have been added to their container's Controls collection, you can change their z-order
by calling the Control class's SendToBack or BringToFront methods. The SendToBack method gives
the control the lowest z-order within its container (causing it to dock closest to the edge of the form).
The BringToFront method gives the control the highest z-order within its container (causing it to dock
furthest from the edge of the form). For example, the following code forces the controls to dock as
shown in Figure 5-10, regardless of the order in which they were added to the form's Controls
collection:

Me. t ext Box2. Bri ngToFront ()

The order in which the controls are instantiated in code and the order in which their respective Dock
properties are set do not affect the controls' z-orders.
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When you design forms using Visual Studio .NET's Windows Forms Designer, the controls added
most recently have the highest z-orders and therefore dock furthest from the edges of their containers.
The z-orders of the controls can be changed within the designer by right-clicking on a control and
choosing "Bring to Front" or "Send to Back."

When one of the controls in a container is fill-docked, that control should be last in the dock order (i.e.,
it should have the highest z-order), so that it uses only the space that is not used by the other docked
controls.

Dock order also comes into play when controls are docked to adjacent sides of a container, as shown
in Figure 5-11.

Figure 5-11. Docking two controls to adjacent sides of a form
=10 x|

bexiB oKl lestBow?

The control with the lowest z-order is docked first. In Figure 5-11, textBox1 has the lowest z-order
and so is docked fully to the left side of the form. textBox2 is then docked to what remains of the top of
the form. If the z-order is reversed, the appearance is changed, as shown in Figure 5-12.

Figure 5-12. Reversing the dock order
=101 x|
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In Figure 5-12, textBox2 has the lowest z-order and so is docked first, taking up the full length of the
side to which it is docked (the top). Then textBox1 is docked to what remains of the left side of the
form. This behavior can be exploited to provide complex docking arrangements, such as the one

shown in Figure 5-13.

Figure 5-13. Complex docking arrangements are easily created
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The text boxes in Figure 5-13 are in ascending z-order (textBox1 is lowest; textBox6 is highest). The
Dock properties of the controls are set like this:

t ext Box1. Dock
t ext Box2. Dock
t ext Box3. Dock
t ext Box4. Dock
t ext Box5. Dock
t ext Box6. Dock

DockStyl e. Left
DockStyl e. Top
DockStyl e. Ri ght
DockStyl e. Bott om
DockStyl e. Left
DockStyle. Fill

5.3.2.2 The Splitter control

By default, the internal edges of docked controls aren't draggable. To make the edge of a given
docked control draggable, add a Splitter control to the form. The Splitter control must appear in the
dock order immediately after the control whose edge is to be draggable, so the Splitter control's z-
order must be just above that control's z-order. Further, the Splitter control must be docked to the
same edge of the form as the control whose edge is to be draggable. The Splitter control provides a
vertical splitter if docked left or right and a horizontal splitter if docked top or bottom.

Consider again Figure 5-9. To make the edge between the two text-box controls draggable, a Splitter
control must be added to the form (call it splitterl), and the z-order must be textBox2 (highest), then
splitterl, and then textBox1 (lowest). This can be accomplished in the Visual Studio .NET Windows
Forms Designer by adding the controls to the form in dock order (textBox1, splitterl, textBox2). As
previously mentioned, if the controls have already been added to the form, their z-order can be
rearranged by right-clicking the controls one-by-one in dock order and choosing "Bring To Front". The
z-order can also be controlled in code, as previously discussed.

It is possible to automate the task of Splitter creation. The subroutine in Example 5-1 takes as a
parameter a reference to a docked control and instantiates a Splitter control that makes the given
control's inside edge draggable.

Example 5-1. Dynamically creating a Splitter control
Shared Sub AddSplitter(ByVal ctl As Control)

Create a Splitter control.
Dmsplit As New Splitter( )

Get the Controls collection of the given control's container.
Dimcontrols As System W ndows. Forns. Control . Control Col | ection _
= ctl.Parent. Controls

Add the Splitter to the sanme container as the given control.
controls. Add(split)
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Move the Splitter control to be inmediately prior to the given
control in the Controls collection. This causes the Splitter
control's z-order to be just above the given control's z-order,
which in turn neans that the Splitter control will be docked
" imrediately follow ng the given control.
controls. Set Chi | dl ndex(split, controls. GetChildlndex(ctl))

Dock the Splitter control to the sane edge as the given control.
split.Dock = ctl. Dock

End Sub
5.4 Common Dialog Boxes

There are several classes that implement common dialog boxes, such as color selection and print
setup. These classes all derive from the CommonDialog class and, therefore, all inherit the
ShowDialog method. The syntax of the ShowDialog method is:

Publ i c Function ShowDi al og( ) As System W ndows. For ns. Di al ogResul t

Calling the ShowDialog method causes the dialog box to be displayed modally, meaning that other
windows in the application can't receive input focus until the dialog box is dismissed. The call is
asynchronous, meaning that code following the call to the ShowDialog method isn't executed until the
dialog box is dismissed.

The return value of the ShowDialog method is of type DialogResult (defined in the
System.Windows.Forms namespace). DialogResult is an enumeration that defines several values that
a dialog box could return. The common dialog boxes, however, return only O< or Cancel , indicating
whether the user selected the OK or Cancel button, respectively.

In Visual Studio .NET's Windows Forms Designer, common dialog boxes are added to forms in much
the same way that controls and nonvisual components are. Just select the desired dialog box from the
Windows Forms tab of the Toolbox. As with nonvisual components, a representation of the dialog box
appears within a separate pane rather than directly on the form that is being designed. The properties
of the component can then be set in Visual Studio .NET's Properties window. The Windows Forms
Designer creates code that declares and instantiates the dialog box, but you must add code to show
the dialog box and use the values found in its properties.

Alternatively, common dialog-box components can be instantiated and initialized directly in code,
bypassing the Windows Forms Designer. For example, this method instantiates and shows a
ColorDialog component:

Assunes | nmports System W ndows. For s
Public Cl ass Sonmed ass
Public Sub SormeMet hod( )
DmclrDig As New Col orDi al og( )
If clrD g. ShowDi al og = Di al ogResul t. OK Then
Do sonmething with the value found in clrDi g. Col or.
End |f
End Sub
End C ass

The remainder of this section briefly describes each of the common dialog-box components.
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5.4.1 ColorDialog

The ColorDialog component displays a dialog box that allows the user to choose a color. After the user
clicks OK, the chosen color is available in the ColorDialog object's Color property. The Color property
can also be set prior to showing the dialog box. This causes the dialog box to initially display the given
color. Figure 5-14 shows an example of the ColorDialog dialog box.

Figure 5-14. The ColorDialog dialog box
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5.4.2 FontDialog

The FontDialog component displays a dialog box that allows the user to choose a font. After the user
clicks OK, the chosen font is available in the FontDialog object's Font property. The Font property can
also be set prior to showing the dialog box. This causes the dialog box to initially display the given font.
Figure 5-15 shows an example of the FontDialog dialog box.

Figure 5-15. The FontDialog dialog box
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5.4.3 OpenFileDialog

The OpenFileDialog component displays a dialog box that allows the user to choose a file to open.

After the user clicks OK, the name of the file (including the path) is available in the OpenFileDialog

object's FileName property. The FileName property can be set prior to showing the dialog box. This
causes the dialog box to initially display the given filename. Figure 5-16 shows an example of the
OpenFileDialog dialog box.

Figure 5-16. The OpenFileDialog dialog box
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In most cases, your applications should set the InitialDirectory, Filter, and Filterindex properties prior
to calling ShowDialog. This is not necessary for proper functioning of the dialog box, but it will give
your application a more professional look and feel.

The InitialDirectory property determines which directory is shown when the dialog box first appears.
The default is an empty string, which causes the dialog box to display the user's My Documents
directory.

The Filter property holds a String value that controls the choices in the "Files of type" drop-down list.
The purpose of this drop-down list is to let the user limit the files shown in the dialog box based on
filename extension. A typical example is shown in Figure 5-17.

Figure 5-17. A typical "Files of type" drop-down list
[ Fites 1) =]
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Even though the "Files of type" list can include many items and each item can represent many
filename extensions, a single String property represents the whole thing. Here's how it works:

Each item in the drop-down list is represented by a substring having two parts separated by
the vertical bar character (| ). The first part is the description that appears in the drop-down list
(e.g.,,"All Files (*.*)"). The second part is the corresponding filter (e.g., " *. *").
Taking them together and adding the vertical bar character, the first item in the list in Figure
5-17 is represented by the substring:

"All Files (*.*)|*.*"
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If a given item has multiple filters, the filters are separated by semicolons (; ). The second item
in the list in Figure 5-17 is therefore represented by:

"Executable Files (*.exe; *.dll)|*.exe;*.dlI|"

The value to assign to the Filter property is the concatenation of all the substrings thus
attained, again separated by the vertical bar character. Therefore, the Filter property value
that produced the drop-down list in Figure 5-17 is:

"All Files (*.*)|*.*| Executable Files (*.exe; *.dll)|*.exe;*.dlI"

The default value of the Filter property is an empty string, which results in an empty "Files of type"
drop-down list.

The Filterindex property determines which filter is in force when the dialog box is initially shown. This
is a 1-based index that refers to the Filter string. For example, referring again to Figure 5-17, if the
Filterindex property is set to 1, the "All Files" item will be selected when the dialog box is shown. If the
Filterindex is set to 2, the "Executable Files" item will be shown. The default value is 1.

5.4.4 PageSetupDialog

The PageSetupDialog component displays a dialog box that allows the user to choose page settings
for a document. Certain properties in the PageSetupDialog object must be set prior to showing the
dialog box. After the user clicks OK, new settings can be read from the object. See "Printing" in
Chapter 4 for details. Figure 5-18 shows an example of the PageSetupDialog dialog box.

Figure 5-18. The PageSetupDialog dialog box
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5.4.5 PrintDialog

The PrintDialog component displays a dialog box that allows the user to choose printer settings for a
document. Certain properties in the PrintDialog object must be set prior to showing the dialog box.
After the user clicks OK, new settings can be read from the object. See "Printing" in Chapter 4 for
details. Figure 5-19 shows an example of the PrintDialog dialog box.
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Figure 5-19. The PrintDialog dialog box
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5.4.6 PrintPreviewDialog

The PrintPreviewDialog component displays a dialog box that allows the user to view a document
before printing it. Prior to showing the dialog box, the PrintPreviewDialog object must be loaded with
information about the document to be printed. See "Printing" in Chapter 4 for details. The dialog box
itself displays a preview of the printed version of the document, allowing the user to navigate through it.

Figure 5-20 shows an example of the PrintPreviewDialog dialog box, although this example doesn't
have a document loaded.

Figure 5-20. The PrintPreviewDialog dialog box
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5.4.7 SaveFileDialog

The SaveFileDialog component displays a dialog box that allows the user to specify a filename to be
used for saving. After the user clicks OK, the name of the file (including the path) is available in the
SaveFileDialog object's FileName property (which can be set prior to showing the dialog box). This

causes the dialog box to initially display the given filename. Figure 5-21 shows an example of the
SaveFileDialog dialog box.

Figure 5-21. The SaveFileDialog dialog box
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As with the OpenFileDialog component, most applications should set the InitialDirectory, Filter, and
Filterindex properties prior to calling ShowDialog. Their usage with the SaveFileDialog component is
precisely the same as with OpenFileDialog.

5.5 Menus

The Windows Forms library provides three components for creating and managing menus:

The MainMenu class manages the display of a menu across the top of a form.

The ContextMenu class manages the display of a context menu (also known as a pop-up
menu).

The Menultem class represents a specific menu item within a main menu or context menu.

Menus can be created either in the Visual Studio .NET Windows Forms Designer or programmatically.

5.5.1 Adding Menus in the Visual Studio .NET Windows Forms
Designer

Visual Studio .NET includes an in-place WYSIWYG menu editor that is a dramatic improvement over
the menu editor in Visual Basic 6. To create an application menu in the Windows Forms Designer, add
a MainMenu component to the form. This causes a representation of the component to appear in the
lower pane of the form's design view. When the component is selected, Visual Studio .NET adds a
WYSIWYG editor to the top of the form, as shown in Figure 5-22.

Figure 5-22. In-place editing of a main menu

215



FormLvh [Design* | ¢ F <

)
= manMenul

To create a menu item, type a value into the "Type Here" box. The menu editor automatically adds
"Type Here" boxes to the right and beneath the box in which you are typing. As was the case in
previous Windows development environments, typing an ampersand (&) within the menu name
causes the character following the ampersand to be an accelerator key. Typing a single hyphen (-)
within a "Type Here" box creates a menu-separator bar. Figure 5-23 shows a menu containing
several items.

Figure 5-23. A menu containing several items
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After a menu item has been added, its properties can be set in the Properties window. The Properties
window of the Edit—>Paste item shown in Figure 5-23 is shown in Figure 5-24.

Figure 5-24. The Properties window display for the Edit —>Paste menu
item shown in Eigure 5-23
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The properties shown in Figure 5-24 are:
Checked

Indicates whether a checkmark appears next to the menu item. The type is Boolean. The
default is Fal se.

Defaultltem

Indicates whether the menu item is the default item in its menu or submenu. Default menu
items are displayed in bold. The type is Boolean. The default is Fal se.

Enabled

Indicates whether the menu item is enabled. If this is Fal se, the menu item is grayed and
can't be selected. The type is Boolean. The default is Tr ue.

MdiList
In MDI applications, indicates whether the menu item should have subitems for each of the
open MDI child forms. This property should be setto Tr ue for the Windows menu item. The
type is Boolean. The default is Fal se.

MergeOrder
In applications where two menus might be merged (such as an MDI application where a child
form menu might be merged with its parent form menu), sorts the merged menu items based
on this property. The type is Integer. The default is 0. See "MDI Applications" in Chapter 4 for
more information.

MergeType

Indicates how two menu items having the same MergeOrder value should be merged. The
value is of type MenuMerge (defined in the System.Windows.Forms namespace). The default
is MenuMer ge. Add. See "MDI Applications" in Chapter 4 for more information.
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Modifiers

Specifies the declaration modifiers that are placed on the menu-item field declaration within
the generated code. This is not actually a property of the Menultem class. Rather, it becomes

part of the field declaration in source code. The defaultis Pri vat e.

OwnerDraw

Indicates whether the menu item requires custom drawing. If you set this property to Tr ue,
you must handle the menu item's Drawltem event. The type is Boolean. The default is Fal se.

RadioCheck

If the Checked property is Tr ue, indicates whether to display the checkmark as a radio button
instead. The type is Boolean. The default is Fal se.

Shortcut

Specifies the shortcut key combination that invokes this menu item. The value is of type
Shortcut (defined in the System.Windows.Forms namespace). The Shortcut enumeration
defines a unique value for each potential shortcut key combination. The values of the Shortcut
enumeration are shown in Table 5-1. The default is Shor t cut . None.

Table 5-1. Values defined by the System.Windows.Forms.Shortcut

enumeration

None I ns Del F1

F2 F3 F4 F5

F6 F7 F8 F9

F10 F11 F12 Shiftlns
Shi f t Del Shi ftF1 Shi ftF2 Shi ft F3
ShiftF4 Shift F5 Shi ft F6 Shi ft F7

Shi ft F8 Shi ft F9 Shi ft F10 ShiftF11
Shi ft F12 Crllns Ctrl Del CrlA
crlB crlC crlD carlE
arlF arl G cGrlH Crll

CrlJ CrlK crilL CrlM
CriN arlo crlP arlQ
arlR arls arl T carlu
carlv arlw arl X arly
Crlz CrlF1l crlF2 CrlF3
CrlF4 CrlF5 Crl F6 CrlF7
CrlF8 CrlF9 CrlF10 CrlF11
CrlF12 CrlishiftA crlishiftB crlishiftC
CrlishiftD CrlshiftE crlishiftF CrlshiftG
CrlShiftH CrlShiftl CrlShiftd Crl ShiftK
CtrlshiftL CrlishiftM CrlshiftN crlshifto
CrlishiftP CcrlishiftQ crlishiftR crlishifts
CGrlIShiftT CrlShiftu CGrlShiftVv Crl Shiftw
Crl ShiftX CGrlsShifty CGrlsShiftz CrlShiftFl
CtrlshiftF2 CtrlshiftF3 CrlshiftF4 CtrlshiftFs
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Crl ShiftF6 Crl ShiftF7 Ctrl ShiftF8 Ctrl ShiftF9
Cirl ShiftF10 Ctrl ShiftF11 Cirl ShiftF12 Al t Bksp

Al tF1 Al t F2 Al tF3 Al t F4

Al t F5 Al t F6 Al tF7 Al t F8

Al t F9 Al t F10 Al tFl11 Al tF12
ShowShortcut

If a shortcut key combination is defined for the menu item, indicates whether the key
combination should be shown on the menu. The type is Boolean. The default is Tr ue.

Text

Represents the text shown on the menu item. The type is String. The default is an empty
string.

Visible
Indicates whether the menu item should be visible. The type is Boolean. The default is Tr ue.

The Windows Forms Designer creates code that declares a field for the MainMenu object, as well as
fields for the Menultem objects that represent each menu item in the menu. The designer also creates
code that instantiates the objects at runtime and sets their properties according to the values set in the
IDE's Properties window. In addition, the top-level Menultem objects are added to the Menultems
collection of the MainMenu object, and the lower-level Menultem objects are added to the Menultems
collection of the menu of which they are submenus. Finally, the MainMenu object is assigned to the
form's Menu property.

To create a context menu in the Windows Forms Designer, add a ContextMenu component to the form.
This causes a representation of the component to appear in the lower pane of the form's design view.
When the component is selected, Visual Studio .NET adds a WYSIWYG editor to the top of the form.

Clicking on the editor drops down a "Type Here" box, as shown in Figure 5-25.

Figure 5-25. In-place editing of a context menu
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Adding menu items and setting their properties work the same with context menus as with main
menus. For a context menu to be displayed, it must be associated with some control on the form or
with the form itself. When the user right-clicks on that control or form, the context menu is displayed.
To make this association, perform these steps:

1. Inthe Windows Forms Designer, right-click the control or form that is to be associated with the
context menu, and choose Properties.
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2. Inthe Properties window, find the ContextMenu property, and click the arrow of the drop-down
list associated with it.

3. The drop-down list displays the ContextMenu objects that are defined on the current form.
Choose the desired one.

The same effect can be achieved in code by assigning the ContextMenu object to the ContextMenu
property of a control or form, like this:

Somewhere within the definition of a Form cl ass.
Me. But t onl. Cont ext Menu = Me. Cont ext Menul

5.5.2 Programmatically Creating Menus

Main menus and context menus can be instantiated and populated directly in code. Example 5-2
shows how to create a simple main menu having File and Edit items, with the File item having an Exit
item. Compile it from the command line with this command:

vbc filenanme.vb /r:Systemdl |, System Drawi ng. dl |, System W ndows. For ns. dl |
/t:w nexe

The code in Example 5-2 is similar to the code that would be created by the Windows Forms
Designer if its visual menu editor were used to create this menu. The essential steps are:

Declare a MainMenu object to represent the menu.

Declare a Menultem object for each menu item.

Instantiate the MainMenu object and all the Menultem objects.

Set the properties of the Menultem objects (such as the Text property) as desired.

Add the top-level Menultem objects to the Menultems collection of the MainMenu object, then
add the lower-level Menultem objects to the Menultems collection of the Menultem object
under which they should appear.

agrONE

Example 5-2. Creating a main menu in code

I mports System Draw ng
| mports System W ndows. For s

Modul e nmodMai n
<System STAThreadAttri bute( )> Public Sub Main( )
System Thr eadi ng. Thread. Current Thread. Apart nent State = _
System Thr eadi ng. Apart nent St at e. STA
Syst em W ndows. Forns. Appl i cation. Run(New Forml( ))
End Sub
End Modul e

Public C ass Fornl
I nherits Form

Decl are the main nmenu component.
Private nyMenu As Mai nMenu

Declare the nenu itens that will be in the nenu. Use the
Wt hEvents keyword so that event handlers can be added | ater.
Private WthEvents nmmuFil e As Menultem
Private WthEvents muFi |l eExit As Menultem
Private WthEvents muEdit As Menul tem
Public Sub New( )

Instantiate the nmenu objects.
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nyMenu = New Mai nMenu( )
muFil e = New Menulten( )
muFi | eExit = New Menulten( )
muEdit = New Menulten( )

' Set the properties of the nenu itens.
muFil e. Text = "&Fil e"

muFi | eExit. Text = "E&it"

muEdit. Text = "&Edit"

' Connect the nmenu itens to each other and to the nmin nenu.
muFi | e. Menul t ems. Add( rmuFi | eExit)

myMenu. Menul t ens. Add( muFi | e)

myMenu. Menul t ens. Add( mukEdi t)

' Connect the main nenu to the form
Me. Menu = nyMenu

End Sub

End d ass
5.5.3 Handling Menu Events

User interaction with a menu causes menu events to be fired. The most common menu event is the
Click event of the Menultem class, which fires when a user clicks a menu item. Here is an example of
a Click event handler (this code could be added to the Form1 class of Example 5-2):

Private Sub mmuFil eExit _dick( _
ByVal sender As (bject,
ByVal e As EventArgs _

) Handl es muFil eExit.dick
Me. Cl ose( )

End Sub

The events of the Menultem class are:

Click
Fired when the menu item is chosen either by clicking it with the mouse or by pressing a
shortcut key combination defined for the menu item. The syntax of the Click event is:
Public Event Cdick As System Event Handl er
This is equivalent to:
Public Event dick(ByVal sender As hject, ByVal e As
Syst em Event Ar gs)

Disposed

Fired when the Menultem object's Dispose method is called. The syntax of the Disposed
event is:

Public Event Disposed As System Event Handl er

This is equivalent to:

Publ i ¢ Event Di sposed(ByVal
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sender As (Object, ByVval
e As System Event Args)

The event is inherited from the Component class.

Drawltem

222

Fired when the menu item needs to be drawn, when the Menultem object's OwnerDraw
property is Tr ue. The syntax of the Drawltem event is:

Public Event Drawltem As System W ndows. For ms. Dr aw t emEvent Handl er
This is equivalent to:

Public Event Drawiten( _
ByVal sender As bject, _
ByVal e As System W ndows. Forns. Drawl t enEvent Args _

)

The e parameter, of type DrawltemEventArgs, provides additional information that is needed
for drawing the menu item. The properties of the DrawltemEventArgs class are:

BackColor

The background color that should be used when drawing the item. The type is Color (defined
in the System.Drawing namespace).

Bounds

The bounding rectangle of the menu item. The type is Rectangle (defined in the
System.Drawing namespace).

Font

The font that should be used when drawing the item. The type is Font (defined in the
System.Drawing namespace).

ForeColor

The foreground color that should be used when drawing the item. The type is Color (defined in
the System.Drawing namespace).

Graphics

The graphics surface on which to draw the item. The type is Graphics (defined in the
System.Drawing namespace).

Index
The index of the menu item within its parent menu. The type is Integer.
State

The state of the menu item. The type is DrawltemState (defined in the
System.Windows.Forms namespace). DrawltemState is an enumeration that defines the
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values None, Sel ect ed, G ayed, Di sabl ed, Checked, Focus, Def aul t, Hot Li ght,
I nacti ve, NoAccel er at or, NoFocusRect , and ConboBoxEdi t .

Measureltem

Popup

Select

Fired prior to firing the Drawltem event when the Menultem object's OwnerDraw property is
Tr ue. The Measureltem event allows the client to specify the size of the item to be drawn.
The syntax of the Measureltem event is:

Public Event Measureltem As
Syst em W ndows. For ns. Measur el t emEvent Handl er

This is equivalent to:

Public Event Measureltenm _
ByVal sender As bject, _
ByVal e As System W ndows. For ns. Measur el t enEvent Args _

The e parameter, of type MeasureltemEventArgs, provides additional information needed by
the event handler and provides fields that the event handler can set to communicate the item
size to the Menultem object. The properties of the MeasureltemEventArgs are:

Graphics

The graphics device upon which the menu item will be drawn. This is needed so the client can
determine the scale of the device upon which the menu item will be rendered. The type is
Graphics (defined in the System.Drawing namespace).

Index

The index of the menu item within its parent menu. The type is Integer.
IltemHeight

The height of the menu item. The type is Integer.

ltemWidth

The width of the menu item. The type is Integer.

Fired when the submenu is about to be displayed, when a menu item has subitems associated
with it. This provides the client with an opportunity to set the menu states (checked, enabled,
etc.) of the submenu items to match the current program state. The syntax of the Popup event
is:

Publ i c Event Popup As System Event Handl er
This is equivalent to:

Public Event Popup(ByVal sender As hject, ByVal e As
Syst em Event Ar gs)
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Fired when the user places the mouse over the menu item or when the user highlights the
menu item by navigating to it with the keyboard arrow keys. The syntax of the Select event is:

Public Event Select As System Event Handl er
This is equivalent to:

Public Event Sel ect(ByVal sender As Object, ByVal e As
System Event Ar gs)

The ContextMenu class also exposes a Popup event, which is fired just before the context menu is
displayed. The syntax of the Popup event is:

Publ i c Event Popup As System Event Handl er

This is equivalent to:

Publ i c Event Popup(ByVal sender As Object, ByVal e As System Event Args)

5.5.4 Cloning Menus

Sometimes menu items and their submenus need to appear on more than one menu. A common
example is an application that has context menus containing some of the same functionality as the
application's main menu. However, Menultem objects don't work correctly if they are assigned to more
than one menu. To provide an easy solution for developers who need to duplicate functionality on
multiple menus, the Menultem class provides the CloneMenu method. This method returns a new
Menultem object whose properties are set the same as those of the Menultem object on which the
CloneMenu method is called. If the original Menultem object has submenus, the submenu Menultem
objects are cloned as well.

Example 5-3 shows the complete code for a program that has both a main menu and a context
menu. It can be compiled from the command line with this command:

vbc filenanme.vb /r:Systemdl |, System Drawi ng.dl |, System W ndows. For ns. dl |
/t:w nexe

The code in Example 5-3 sets up a menu item labeled Format that has four options beneath it: Font,
ForeColor, BackColor, and Reset. After this menu structure is set up, it is added to the MainMenu
object, which is then attached to the form, as shown here:

Mai nMenul. Menul t ens. Add( mmuFor mat )
Menu = Mai nMenul

An identical menu structure is then created and assigned to the ContextMenu object, which is then
attached to the Labell control, as shown here:

Cont ext Menul. Menul t ens. Add( muFor mat . Gl oneMenu( ))
Label 1. Cont ext Menu = Cont ext Menul

The CloneMenu method even detects the event handlers that are defined for the Menultems being
cloned and automatically registers those handlers with the corresponding events on the newly created
Menultem objects. This means that the event handlers shown in Example 5-3 handle the events both
from the main menu and from the context menu. Figure 5-26 shows the running application with the
context menu displayed (the Label control was right-clicked).

Figure 5-26. The display produced by Example 5-3
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Example 5-3. Cloning menus

I mports System
| nports System Draw ng
| nports System W ndows. For s

Modul e nodMai n
<STAThreadAttribute( )> Public Sub Main( )

Syst em Thr eadi ng. Thr ead. Current Thread. Apart nent St at e

Syst em Thr eadi ng. Apart nent St at e. STA
Application. Run(New Fornl( ))

End Sub
End Mbdul e

Public C ass Formnl
Inherits Form

This nmenber references the | abel used for displaying text.

Private WthEvents Label 1 As New Label ( )

These nenbers store original font and color properties of the

Label 1 control.

Private origFont As Font
Private origForeCol or As Col or
Private origBackCol or As Col or

These nenbers hold the Mai nMenu and Cont ext Menu obj ect s.

Private WthEvents MainMenul As New Mai nMenu( )
Private WthEvents Context Menul As New Cont ext Menu( )

These nenbers hold the Menultem objects.

Private WthEvents muFornmat As New Menultenm( )
Private WthEvents mmuFor mat Font As New Menulten( )
Private WthEvents nmuFornat ForeCol or As New Menul t en(
Private WthEvents nmuFornmat BackCol or As New Menul t en(
Private muSeparator As New Menultem( )

Private WthEvents mmuFor nat Reset As New Menulten( )

Public Sub New( )

MyBase. New( )

Set up the Fornmat nenu.

muFor mat . Text = " F&ormat"

muFor mat Font . Text = "&Font..."

muFor mat For eCol or. Text = "F&oreColor..."
mmuFor mat BackCol or. Text = "&BackCol or..."
muSepar at or. Text = "-"

muFor mat Reset . Text = " &Reset”

muFor mat . Menul t ens. AddRange( New Menultem( ) {mmuFor nat Font,
muFor mat For eCol or, mmuFor nat BackCol or, muSepar at or,

mukFor nmat Reset })
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" Attach the Format nenu to the main nenu and attach the min
" menu to the form

Mai nMenul. Menul t ens. Add( muFor mat )
Menu = Mai nMenul

' Clone the Format nenu, attach the clone to the context nenu, and
' attach the context nenu to the Label control.

Cont ext Menul. Menul t ems. Add( muFor mat . Cl oneMenu( ))
Label 1. Cont ext Menu = Cont ext Menul

' Set up non-menu-related properties of the formand the | abel.
Aut oScal eBaseSi ze = New Si ze(5, 13)

ClientSize = New Size(312, 81)

Control s. Add( Label 1)

Menu = Mai nMenul

Name = " For nl"
Text = "Menu Cl oning Test"
Label 1. Text = "Sone Di splay Text"

Label 1. Aut 0Si ze = True

' Save the original font and col or properties of the Labell control.
ori gFont = Label 1. Font

ori gForeCol or = Label 1. ForeCol or
ori gBackCol or = Label 1. BackCol or

End Sub

" Font Cdick event handler
Private Sub muFormat Font _Click( _
ByVal sender As (bject,
ByVal e As Event Args _
) Handl es muFor mat Font . C i ck
Dimdl g As New FontDi al og( )
dl g. Font = Label 1. Font
I f dl g. ShowbDi al og = Di al ogResul t. OK Then
Label 1. Font = dl g. Font

End |f
dl g. Di spose( )
End Sub

" ForeColor Cick event handler
Private Sub muFor nmat ForeCol or _Click( _
ByVal sender As bject,
ByVal e As EventArgs _
) Handl es nmmuFor nat ForeCol or. C i ck
Dimdl g As New Col orDi al og( )
dl g. Col or = Label 1. ForeCol or
I f dl g. ShowDi al og = Di al ogResul t. OK Then
Label 1. ForeCol or = dl g. Col or

End If
dl g. Di spose( )
End Sub

' BackCol or Cick event handl er

Private Sub mmuFor mat BackCol or _Cick( _
ByVal sender As (bject,
ByvVal e As EventArgs _

) Handl es muFor mat BackCol or. d i ck
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Dimdl g As New Col orDi al og( )

dl g. Col or = Label 1. BackCol or

I f dl g. ShowbDi al og = Di al ogResul t. OK Then
Label 1. BackCol or = dl g. Col or

End I f
dl g. Di spose( )
End Sub

Resent Cick event handl er

Private Sub mmuFor mat Reset _Click( _

ByVal sender As bject,

ByvVal e As EventArgs _
) Handl es muFor nat Reset. C i ck

Label 1. Font = ori gFont

Label 1. ForeCol or = ori gForeCol or

Label 1. BackCol or = ori gBackCol or
End Sub

End d ass
5.6 Creating a Control

A control is a component with a visual representation. The Windows Forms class library provides the
base functionality for controls through the Control class (defined in the System.Windows.Forms
namespace). All controls derive directly or indirectly from the Control class. In addition, Windows
Forms provides a class called UserControl for the purpose of making it easy to write custom control
classes. The derivation of the UserControl class is shown in Figure 5-27.

Figure 5-27. The derivation hierarchy of the UserControl class
Object
L MarshalByRafObjact
I- Cornpanent
I- Contral
|— SerollableCont raller
I— ContainerControl

I- UserCantral

5.6.1 Building Controls from Other Controls

The easiest way to create a new control is to aggregate and modify the functionality of one or more
existing controls. To do this in Visual Studio .NET's Windows Forms Designer, perform the following
steps:

1. Choose ProjecHAdd User Control from the main menu.
2. Type the name of the .vb file that will hold the code for the control, and click OK. The designer
displays a blank user control in design mode, as shown in Figure 5-28.

Figure 5-28. A blank user control in Visual Studio .NET's Windows
Forms Designer

227



228

3.

4.

MyControlvb [Design] | * *

| = RN R o R e e
e
o o o

Add controls from the Toolbox window just as you would when laying out a form. Controls that
are made part of another control are called constituent controls . Figure 5-29 shows a user
control that has two constituent controls: a Label and a TextBox.

Figure 5-29. A user control with two constituent controls
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The user control shown in Figure 5-29 is a good start on a captioned text-box control—a text
box that carries around its own caption. These additional steps would also be helpful:

a. Setthe Label control's AutoSize property to Tr ue so the label expands to the size
needed for displaying its text.

b. Dock the Label control to the left side of the user control. This allows the TextBox
control to be docked to the Label control. The benefit of docking the TextBox control
to the Label control is that the TextBox control will move whenever the Label control
resizes itself.

c. Dock the TextBox control to fill the remainder of the space.

Add any appropriate properties to the user control. This could involve overriding properties
inherited from base classes or creating new properties. For the captioned text-box user control,
do the following:

a. Override the Text property. The purpose of this property is to allow the client
environment to set and read the text displayed in the constituent TextBox control.
Here is the code:

Public Overrides Property Text( ) As String

Cet
Return txtText. Text

End Get

Set (ByVal Value As String)

t Xt Text. Text = Val ue

End Set

End Property

oQ O O O T

As can be seen from the code, the user control's Text property is simply mapped to
the TextBox control's Text property.

Create a new property for setting the caption text. Here is the code:
Public Property Caption( ) As String
Cet
Return | bl Caption( ). Text
End Get
Set (ByVal Value As String)
| bl Caption( ).Text = Value
End Set

ToS3 T AT
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End Property

In this case, the Caption property is mapped to the Label control's Text property.

5. Add any appropriate events to the user control. This could involve invoking base-class events

or creating and invoking new events. For the captioned text-box user control, do the following:

a. Add a handler for the constituent TextBox control's TextChanged property. Within the
handler, invoke the base class's TextChanged event. Here is the code:
Private Sub txtText Text Changed( _
ByVal sender As bj ect,
ByVal e As Event Args _
) Handl es txt Text. Text Changed
Me. OnText Changed( e)
End Sub

DO OO T

Notice that this code calls the OnTextChanged method, which is declared in the
Control class. The purpose of this method is to fire the TextChanged event, which is
also declared in the Control class (Visual Basic .NET doesn't provide a way to fire a
base-class event directly.) There are OnEvent Nane methods for each of the events
defined in the Control class.

The OnTextChanged method is overridable. If you override it in your derived class, be
sure that your overriding method calls MyBase.OnTextChanged. If you don't, the
TextChanged event won't be fired.

g. Declare a new event to notify the client when the user control's Caption property is

changed. Name the event CaptionChanged. Add a handler for the Label control's

TextChanged event and raise the CaptionChanged event from there. Here's the code:
Event Capti onChanged As Event Handl er

Private Sub | bl Capti on_Text Changed(
ByVal sender As bj ect,
ByVal e As Event Args _
) Handl es | bl Capti on. Text Changed
Rai seEvent Capti onChanged(Me, Event Args. Enpty)
End Sub

S37F T 05

Note the arguments to the CaptionChanged event. The value Ve is passed as the
sender of the event, and Event Ar gs. Enpt vy is passed as the event arguments. The
Empty field of the EventArgs class returns a new, empty EventArgs object.

6. Add any appropriate attributes to the syntax elements of the class. For example, the Caption

10.
11.
12.
13.
14.
15.
16.
17.

property will benefit from having a Category attribute and a Description attribute, as shown in
bold here:

<Cat egor y(" Appear ance"),
Description("The text appearing next to the textbox.")> _
Public Property _
Caption( ) As String
Get
Return | bl Caption( ). Text
End Get
Set (ByVal Value As String)
| bl Caption( ).Text = Value
End Set

End Property

These attributes are compiled into the code and are picked up by the Visual Studio .NET IDE.
The Cat egor y attribute determines in which category the property will appear in the
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Properties window. The Descri pt i on attribute determines the help text that will be displayed
in the Properties window when the user clicks on that property. See "Component Attributes"” in
Chapter 4 for a list of attributes defined in the System.ComponentModel namespace.

This is all very similar to creating forms. As with forms, custom controls can be defined directly in code.
Example 5-4 shows a complete class definition for the captioned text-box control, created without the
aid of the Windows Forms Designer. It can be compiled from the command line with this command:

vbc filenane.vb /r: Systemdl |, System Drawi ng. dl |, System W ndows. For ns. dl |
/t:library

(Note the / t : | | br ary switch for creating a .dll rather than an .exe file.)

Example 5-4. A custom Control class

| nports System

| nports System Conponent Mbdel
| mports System Draw ng

| mports System W ndows. For s

Public Cass MyControl
I nherits User Contr ol

Private WthEvents | bl Caption As Label
Private WthEvents txtText As Text Box

Event Capti onChanged As Event Handl er

Public Sub New( )
MyBase. New( )

1

Instantiate a Label object and set its properties.
| bl Caption = New Label ( )
Wth | bl Caption
. Aut 0Si ze = True
. Dock = DockStyle. Left
.Size = New Si ze(53, 13)
. Tabl ndex = 0
. Text = "I bl Caption”
End Wth
" Instantiate a TextBox object and set its properties.
t xt Text = New Text Box( )
Wth txtText
. Dock = DockStyle. Fill
. Location = New Poi nt (53, 0)
.Size = New Size(142, 20)
. Tabl ndex =1
.Text = "txtText"
End Wth

" Add the | abel and text box to the forms Controls collection.
Me. Cont rol s. AddRange(New Control ( ) {txtText, |blCaption})

1

Set the size of the form
Me. Si ze = New Size(195, 19)

End Sub

' Override the Control class's Text property. Map it to the
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constituent TextBox control's Text property.
<Cat egory(" Appear ance"), _
Description("The text contained in the textbox.")> _
Public Overrides Property Text( ) As String
Get
Return txt Text. Text
End Cet
Set (ByVal Value As String)
t xt Text. Text = Val ue
End Set
End Property
' Add a Caption property. Map it to the constituent Label
control's Text property.
<Cat egory(" Appear ance"), _
Description("The text appearing next to the textbox.")> _
Public Property _
Caption( ) As String
Get
Return | bl Capti on. Text
End Cet
Set (ByVal Value As String)
| bl Caption. Text = Val ue
End Set
End Property
" When the constituent TextBox control's Text Changed event is
received, fire the user control's TextChanged event.
Private Sub txtText Text Changed( _
ByVal sender As bject,
ByVal e As EventArgs _
) Handl es txt Text. Text Changed
Me. OnText Changed( e)
End Sub

When the constituent Label control's Text Changed event is
received, fire the user control's CaptionChanged event.
Private Sub | bl Capti on_Text Changed( _

ByVal sender As (bject,

ByVal e As EventArgs _
) Handl es | bl Capti on. Text Changed

Rai seEvent Capti onChanged(Me, Event Args. Enpty)
End Sub

End d ass

After compiling the code in Example 5-4, either the custom control can be added to the Visual
Studio .NET toolbox and added to forms just like other controls, or it can be referenced and
instantiated from an application compiled at the command line.

To add the custom control to the Visual Studio .NET toolbox:

1. Deploy the custom control's .dll file into the client application's bin directory. (The bin directory
is a directory created by Visual Studio .NET when the client application is created.)

2. From the Visual Studio .NET menu, select TooIs%Customize Toolbox. The Customize
Toolbox dialog box appears, as shown in Figure 5-30.

Figure 5-30. The Customize Toolbox dialog box
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Click the .NET Framework Components tab, then click the Browse button.

Browse for and select the .dll file compiled from the code in Example 5-4.

The controls in the .dll file are added to the Customize Toolbox dialog box, as shown in
Figure 5-31. (In this case there is only one control in the .dll file—the MyControl control.)

Figure 5-31. Adding a control to the Customize Toolbox dialog box
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Ensure that a checkmark appears next to the control name, and click OK.

The control should now appear on the General tab of the Toolbox window, as shown in Figure 5-32.

Figure 5-32. The Toolbox window, showing the custom control from
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After you add the custom control to the Toolbox, the control can be added to a form just like any other
control.

To use the custom control from a non-Visual Studio .NET application, these steps are required:

1. Deploy the custom control's .dll file into the same directory as the client .vb file.

2. Declare, instantiate, and use the control in client application code, in the same way that has
been done throughout this chapter for standard controls.

3. Reference the control's assembly in the compilation command.

The code in Example 5-5 shows how to use the control. It can be compiled with this command:

vbc MyApp. vb

[r:Systemdl |, System Draw ng. dl |, System W ndows. Forns. dl |, MyControl . dlI
/t:w nexe

(Note that the command should be typed on a single line.)

Example 5-5. Using a custom control

| mports System Draw ng
| mports System W ndows. For ns

Modul e nodMai n
<System STAThreadAttri bute( )> Public Sub Main( )
Syst em Thr eadi ng. Thread. Current Thread. Apartnent State = _
Syst em Thr eadi ng. Apart nent St at e. STA
System W ndows. For ns. Appl i cati on. Run(New Forml( ))
End Sub
End Modul e

Public C ass Fornil
I nherits System W ndows. For ns. Form

Private ctrl As New MyControl ()

Public Sub New( )

ctrl.Caption = "This is the caption.”
ctrl.Text = "This is the text."
Controls. Add(ctrl)
End Sub
End C ass

The resulting display is shown in Figure 5-33.
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Figure 5-33. Using a custom control
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5.6.2 Building Controls That Draw Themselves

Adding constituent controls to a user control is just one way to make a custom control. Another way is
to draw the user interface of the control directly onto the control's surface. Example 5-6 shows the
definition of a control that draws its own (albeit simple) user interface. Figure 5-34 shows the control
after it has been placed on a form in design mode in the Windows Forms Designer.

Example 5-6. A control that renders itself

Public Cl ass MyContr ol
I nherits User Contr ol

Protected Overrides Sub OnPaint(ByVal e As Pai nt Event Args)
e. Gaphics.Fill Ellipse(New SolidBrush(M. ForeCol or),
Me. Cl i ent Rect angl e)
End Sub

Public Sub New( )
Me. Resi zeRedraw = True
End Sub

End Cl ass

Figure 5-34. The MyControl control as it appears on a form in the
Windows Forms Designer

Furml.vh[Dl:!iun]l i F =

The control in this example overrides the OnPaint method declared in the Control class. Windows
invokes the OnPaint method whenever the control needs repainting. The PaintEventArgs object
passed to the OnPaint method provides information useful within the OnPaint method. The
PaintEventArgs type was discussed in detail in Chapter 4 under Section 4.6. The OnPaint method
in Example 5-6 draws an ellipse sized to fill the client area of the control.

Setting the control's ResizeRedraw property to Tr ue causes the OnPaint method to be called
whenever the control is resized. Because the appearance of the control in Example 5-6 depends on

234



Programming Visual Basic .NET

the size of the control, the control's constructor sets the ResizeRedraw property to Tr ue. When
ResizeRedraw is Fal se (the default), resizing the control does not cause the OnPaint method to be
called.

Although the code in Example 5-6 was built by hand, the OnPaint method can also be added (by
hand) to the code built by the Windows Forms Designer. In addition, the techniques of using
constituent controls and drawing directly on the user control can both be used within the same user
control.

5.6.3 Building Nonrectangular Controls

User controls are rectangular by default, but controls having other shapes can be made by setting the
control's Region property. The Region property accepts a value of type Region (defined in the
System.Drawing namespace). Objects of type Region define complex areas and are commonly used
for window clipping. Consider again Example 5-6 and Figure 5-34. Notice in Figure 5-34 that the
grid dots on the form do not show through the background of the control. Example 5-7 shows how to
clip the area of the control to match the ellipse being drawn in the OnPaint method. It is based on
Example 5-6, with new code shown in bold.

Example 5-7. Clipping the area of a control

Assunes | nports System Draw ng. Drawi ng2D
Public Cd ass MyControl
I nherits User Control

Private Function CreateRegion( ) As Region
Dimgp As New GraphicsPath( )
gp. AddE!l I i pse(Me. O i ent Rect angl e)
Dimrgn As New Regi on(gp)
Return rgn

End Function

Protected Overrides Sub OnResize(ByVal e As Event Args)
Me. Regi on = Me. Creat eRegi on( )
End Sub

Protected Overrides Sub OnPaint(ByVal e As Pai nt Event Args)
e. G aphics.FillEllipse(New Soli dBrush(Me. ForeCol or),
Me. i ent Rect angl e)
End Sub

Public Sub New( )
Me. Resi zeRedraw = True
End Sub

End d ass

The CreateRegion method in Example 5-7 creates a region in the shape of an ellipse sized to fill the
client area of the control. To create nonrectangular regions, you must instantiate a GraphicsPath
object, use the drawing methods of the GraphicsPath class to define a complex shape within the
GraphicsPath object, and then instantiate a Region object, initializing it from the GraphicsPath object.
Example 5-7 calls the GraphicsPath class's AddEllipse method to create an ellipse within the
GraphicsPath object. Additional methods could be called to add more shapes (including line-drawn
shapes) to the GraphicsPath object. The OnResize method in Example 5-7 ensures that the control's
Region property is reset every time the control is resized. Figure 5-35 shows the control after it has
been placed on a form in design mode in the Windows Forms Designer. Note that the grid dots now
show through the corners of the control. This clipped area is no longer considered part of the control. If
the user clicks on this area, the click passes through to the object underneath the control (in this case,
the form).
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Figure 5-35. A control with its Region property set to clip everything
outside of the ellipse
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5.7 Summary

The Windows Forms architecture is broad and deep. This chapter has presented everything you need
to know to get started developing GUI desktop applications, but there is more power waiting for you
after you assimilate what's here. Once you master the material in this chapter, you can write complex
GUI applications. You'll also be able to tackle and understand additional types and functionality
documented in the online .NET reference material.
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Chapter 6. ASP.NET and Web Forms: Developing
Browser-Based Applications

ASP.NET is a technology for developing dynamic web pages. It has evolved from Microsoft's ASP
technology, so experience with ASP transfers fairly well to ASP.NET. While | don't assume in this
chapter that you have such experience, | do assume that you have at least a passing familiarity with
HTML.

ASP.NET works with Microsoft's Internet Information Services (IIS) to dynamically create HTML
content so it can be sent to a web browser. This technology supports all browsers, because ASP.NET
runs entirely on the server and sends only HTML (and, optionally, client-side JavaScript) to the
browser.

With ASP.NET, web browsing works like this:

1. A user enters a web page address into a browser (or links to the address from another web
page). For example, http://www.gotdotnet.com/default.aspx.

2. The browser sends a request to the server (in this case, www.gotdotnet.com), asking for the
given web page (in this case, default.aspx).

3. The server receives the request and attempts to fulfill it. How the server fills the request
depends on the type of page requested, as indicated by the filename extension. Files with
an .html or .htm extension are assumed to contain plain HTML text and are sent to the
browser as is. Files with an .aspx extension are assumed to contain ASP.NET application
code and are therefore compiled and executed. Executing the ASP.NET code usually results
in generating HTML content and sending it to the browser. Note the following:

0 The browser is unaware that the content is dynamically generated. From the
browser's perspective, the response could be from a static HTML file.

0 The .aspx file is compiled only once. The first time a browser requests the file, the
ASP.NET framework compiles the file and stores the executable code on the server.
Subsequent requests for the same page call directly into the executable code.

The term Web Forms refers to a set of classes in the .NET Framework that provides support for
building web applications. With the Visual Studio .NET IDE's built-in awareness of Web Forms,

building web pages now has (nearly) the same drag-and-drop simplicity as building form-based
desktop applications.

In the ASP.NET framework, .aspx files can contain standard HTML tags (which are sent as is to the
browser), Web Forms tags (which represent Web Forms classes and are interpreted by the ASP.NET
runtime, rather than being sent to the browser), and code written in one of the .NET languages.

ASP.NET pages are compiled. Even if an .aspx file contains only HTML, it is still compiled. This is
quite interestingly done. During the compilation process, ASP.NET reads the .aspx file and creates a
class capable of outputting the HTML found in the file. If the .aspx file contains any embedded Visual
Basic .NET (or other .NET language) code, this code is compiled into the class. For example, if

the .aspx file contains an embedded subroutine declaration, the subroutine becomes a method of the
compiled class. At runtime, the compiled class is asked to generate its HTML, which is then sent to the
browser.

The compiled class that represents an ASP.NET web page is a .NET class. As such, it must inherit
from some other class. By default, classes created by ASP.NET inherit from the Page class (defined in
the System.Web.Ul namespace). This means the generated classes have all the capabilities that are
built into the Page class. These capabilities are described later in this chapter, in Section 6.2.

If desired, ASP.NET pages can specify a class from which to inherit, as long as the specified class
itself ultimately inherits from the Page class. This is the foundation for separating a page's code from
its HTML. Code is placed in a class that inherits from the Page class. The web page then specifies a
directive indicating that its compiled class should derive from the custom class, rather than directly
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from the Page class. This technique is referred to as code behind. The .vb file that contains the base-
class definition is referred to as the code-behind file. The class from which the web page class inherits
is called the code-behind class. These concepts are explained more fully throughout this chapter.

6.1 Creating a Web Form

The easiest way to design a web form is to use the Web Forms Designer in Visual Studio .NET. The
developer uses visual tools to lay out the form, and the designer translates the layout into a web page
and its associated Visual Basic .NET source code. Web page files (.aspx) and their associated Visual
Basic .NET source-code files (.vb) are editable as plain text, if desired. If you don't have Visual

Studio .NET, you can write the web pages and source code by hand using a text editor. The following
two sections demonstrate both methods.

6.1.1 Creating a Form Using Visual Studio .NET

To create a web-based application in Visual Studio .NET:

1.

o
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Select FiIe%NeW%Project. The New Project dialog box appears, as shown in Figure 6-1.

Figure 6-1. The New Project dialog box
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Select "Visual Basic Projects” in the Project Types pane on the left side of the dialog box.
Select "ASP.NET Web Application" in the Templates pane on the right side of the dialog box.
Enter a name in the Name text box. This name is used as the name of a new folder, in which
Visual Studio .NET places the project.

Enter a location in the Location text box (for example, http://localhost/ or
http://localhost/MyProjects/. The physical location of this folder is determined by settings in 1S,
as configured in Internet Services Manager.

The values entered for Location and Name determine the full path to the project. For example,
if the Location is http://localhost/MyProjects/ and the name is SomeProject, the full virtual path
to the files in the project is http://localhost/MyProjects/SomeProject/. Furthermore, if the
MyProjects virtual folder maps to the physical folder C:\\Documents and Settings\daveg\My
Documents\My Code), the full physical path to the files in the project is C:\Documents and
Settings\daveg\My Documents\My Code\SomeProject\.
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If the Location is given simply as http://localhost/ (i.e., as the hostname with no virtual folder
name), the physical path is determined by IIS's settings for the host's default web site (again,
as configured in Internet Services Manager). By default, this is C:\Inetpub\wwwroot\. For
example, if the Name is SomeProject and the Location is http://localhost/, the full physical path
to the files in the project is C:\Inetpub\wwwroot\SomeProject\.

6. Click OK. Visual Studio .NET creates a project with a web form in it and displays the form in
the designer, as shown in Figure 6-2.

Figure 6-2. The Web Forms Designer in design view
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There are three ways to view and work with a web form. The first is in design mode, which is the mode
shown in Figure 6-2. In design mode, controls can be added to the form from the Toolbox and
positioned as desired. This is similar to designing a form in a GUI desktop application. See later in this
section for examples of adding controls to a form.

The second way to work with a web form is by directly editing its HTML. To view a form's HTML, click
the HTML tag in the Web Forms Designer. The resulting display is shown in Figure 6-3.

Figure 6-3. The Web Forms Designer in HTML view
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The boilerplate HTML produced for a blank web form is shown in Example 6-1.

Example 6-1. The Web Forms Designer's boilerplate HTML for a blank
web form
<%@ Page Language="vb" Aut oEvent Wreup="fal se"

Codebehi nd="WebFor nl. aspx. vb" I nherits="1deExanpl es. WebFor nlL" %

<! DOCTYPE HTM. PUBLIC "-//WBC//DTD HTM. 4.0 Transitional//EN'>
<htn >

<head>

<title></title>
<met a name="GENERATOR' content="M crosoft Visual Studio .NET 7.0">
<net a name="CODE_LANGUAGE" content="Visual Basic 7.0">
<met a name="vs_defaul tCientScript" content="JavaScript">
<neta nanme="vs_t ar get Schena"
content="http://schemas. nm crosoft.confintellisense/ie5">

</ head>
<body Ms POSI TI ONI NG="Gri dLayout ">

<formid="Forml" nethod="post" runat="server">
</ fornp

</ body>

</htm >

The code in Example 6-1 has the following qualities:
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The Page directive at the beginning of the file provides information about how ASP.NET
should process the page. Directives are described in detail later in this chapter, in Section
6.5. The Page directive shown in Example 6-1 specifies the following settings:

Language="vb"
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Specifies which language compiler to use when compiling embedded code in this file.
Example 6-1 doesn't have any embedded code, but the developer could add code later.

AutoEventWireup="false"

Determines how events generated by server-side controls are handled. It is explained later in
this chapter, under Section 6.2.1 in Section 6.2.

Codebehind="WebForm1l.aspx.vb"
Specifies the name of the code-behind file.
Inherits="IdeExamples.WebForm1"

Specifies the name of the class from which this page should inherit. This must be the name of
a class defined in the given code-behind file. In this example, the class name is WebForm1 in
a namespace called IdeExamples.

The <net a> tags contain information that is meaningful to the Web Forms Designer. Their
presence is not necessary for the correct operation of the page.

The <body> tag contains a Microsoft-specific attribute called V5 POSI TI ONI NG, This
attribute is used by the Web Forms Designer and by the ASP.NET compiler to determine how
to format the HTML generated by the compiled page. The attribute itself is not actually sent to
the browser.

The <f or n» tag is central to Web Forms. Web Forms uses the capabilities of the HTML

<f or n> tag's post mechanism to implement interaction with the user. This will be discussed in
more detail throughout this chapter. Note in Example 6-1 that the <f or n» tag has the

runat ="server" attribute. This means that this tag is not sent as is to the browser. Rather,
the ASP.NET compiler processes this tag and its contents to determine the best way to render
the form that it represents.

The third way to work with a web form is by editing the code in the form's code-behind page. To see
the code created by the designer, right-click on the form, then select View Code. Doing this for the
blank form shown in Figure 6-2 reveals the code shown here:

Public Cd ass WbFornil
I nherits System Web. Ul . Page

Web For m Desi gner Gener ated Code

Private Sub Page Load(ByVal sender As System (bject,
ByVal e As System Event Args) Handl es MyBase. Load
"Put user code to initialize the page here.

End Sub

End d ass

This shows the definition of a class, WebForm1, that inherits from the Page class. The designer also
creates a lot of boilerplate code that should not be modified by the developer. By default, it hides this
code from view. To see the code, click on the "+" symbol that appears to the left of the line that says,
"Web Form Designer Generated Code." Doing so reveals the code shown in Example 6-2. (Some of
the lines in Example 6-2 have been wrapped for printing in this book.)

Example 6-2. The Web Forms Designer-generated code for a blank form

Public Cd ass WbFornl
I nherits System Web. Ul . Page
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#Regi on " Web Form Desi gner GCenerated Code "

"This call is required by the Wb Form Desi gner.
<System Di agnosti cs. Debugger St epThrough( )> _
Private Sub InitializeConmponent( )

End Sub

Private Sub Page Init(ByVal sender As System bject,
ByVal e As System Event Args) Handl es MyBase.Init
" CODEGEN: This nethod call is required by the Web For m Desi gner
"Do not nodify it using the code editor.
InitializeConponent( )
End Sub

#End Regi on

Private Sub Page Load(ByVal sender As System bject,
ByVal e As System Event Args) Handl es MyBase. Load
"Put user code to initialize the page here

End Sub

End C ass
The Web Forms Designer autogenerates the code for three class members:
InitializeComponent method

The code in this method should not be modified or added to by the developer in any way. The
Web Forms Designer automatically updates it as needed.

Page_Init method

This is an event handler that handles the base class's Init event. The Init event is inherited
from the Control class (defined in System.Web.UI) and is raised when the Page object is
created. This is the first event that is fired when the object is created. Code that initializes the
object instance should be placed in this method. References to the page's controls are not yet
available when the Init event is raised.

Page Load method

This is an event handler that handles the base class's Load event. The Load event is inherited
from the Control class (defined in System.Web.UI) and is raised after the Page object has
been initialized. References to the page's controls are available at this time.

The next steps in designing the form are to name the .aspx file and set some properties on the form,
such as the title of the web page. To change the name of the form's file, right-click on the filename in
the Solution Explorer window and select Rename. If you're following along with this example, enter
HelloBrowser.aspx as the name of the file. This also automatically changes the name of the code-
behind file to HelloBrowser.aspx.vb.

Changing the name of the file doesn't change the name of the code-behind class. To change the
name of this class, right-click the form, select View Code, then change the class hame in the class
declaration from WebForm1 to HelloBrowser. To keep the code-behind file in sync with the .aspx file,
you must also make a corresponding change to the | nher i t s attribute of the .aspx file's Page
directive, as shown here:
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<% Page Language="vb" AutoEvent W reup="fal se"
Codebehi nd="Hel | oBrowser. aspx. vb" Inherits="1deExanpl es. Hel | oBr owser" %

To change the web page's title, right-click the form in the designer and choose Properties. Scroll down
the Properties window to find the Title property, then enter a new value, "Programming Visual
Basic .NET". This is shown in Figure 6-4.

Figure 6-4. Changing the title of a web page
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Next, you can add controls to the web form from the Visual Studio .NET toolbox. To display the

toolbox, select View—>Toolbox from the Visual Studio .NET main menu. For this example, double-
click on the Label control in the toolbox to add a Label control on the form. Use the Properties window
to change the label's Text property to "Hello, Browser!". Set the Name member of the Font property to
"Arial" and the Size member to "X-Large".

Next, double-click on the Button control in the toolbox to add a button control to the form. Use the
Properties window to change the button's ID property to "btnBlack" and its Text property to "Black".

Add two more buttons, setting their ID properties to "btnBlue" and "btnGreen" and their Text properties
to "Blue" and "Green", respectively.

Finally, position the controls as desired. The resulting form should look something like the one shown
in Figure 6-5.

Figure 6-5. A web form with controls
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Press the F5 key to build and run the program. The result should look something like Figure 6-6.

Figure 6-6. Hello, Browser!, as created by the Web Forms

Designer
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The HTML generated by the designer is shown in Example 6-3.

Example 6-3. Hello, Browser! HTML, as generated by the Web Forms

Designer

<% Page Language="vb" Aut oEvent Wreup="fal se"
Codebehi nd="Hel | oBr owser . aspx. vb"
I nherits="1deExanpl es. Hel | oBr owser " %
<! DOCTYPE HTM. PUBLIC "-//WBC//DTD HTML 4.0 Transitional//EN'>

<HTM_>
<HEAD>

<title>Prograni ng Visual

<met a
<met a
<nmet a
<nmet a
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Basic .NET</title>

nanme=" GENERATOR' content ="M crosoft Visual Studio
nanme=" CODE_LANGUAGE" content="Visual Basic 7.0">
nane="vs_defaul tClientScript" content="JavaScript">
nane="vs_target Schema"

.NET 7.0">
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content="http://schemas. m crosoft.comintellisense/ie5">
</ HEAD>
<body MS_POSI TI ONI NG=" Gri dLayout ">
<formid="Forml" nethod="post" runat="server">
<asp: Label id="Label 1"
style="Z-1 NDEX: 101; LEFT: 8px; POSITION: absol ute;
TOP: 8px"
runat ="server" Font-Si ze="X-Large"
Font - Nanes="Ari al ">Hel | o, Browser!</asp: Label >
<asp: Button id="btnG een"
style="Z-1 NDEX: 104; LEFT: 112px; POSITION: absol ute;
TOP: 56px"
runat ="server" Text="G een"></asp: Button>
<asp: Button id="btnBl ue"
style="Z-1 NDEX: 103; LEFT: 64px; POCSITION: absol ute;
TOP: 56px"
runat ="server" Text="Bl ue"></asp: Button>
<asp: Button id="btnBl ack"
style="Z-1 NDEX: 102; LEFT: 8px; POCSITION: absol ute;

TOP: 56px"
runat ="server" Text="Bl ack"></asp: Button>
</fornm
</ body>
</ HTML>

The Visual Basic .NET code-behind code is shown in Example 6-4.

Example 6-4. Hello, Browser! code-behind code, generated by the Web
Forms Designer

Public C ass Hel | oBrowser
I nherits System Web. Ul . Page
Protected WthEvents btnBl ack As System Web. Ul . WebControl s. Button
Protected WthEvents btnBlue As System Web. Ul . WbControl s. Button
Protected WthEvents btnG een As System Web. U . WbControl s. Button
Protected WthEvents Label 1 As System Wb. U . WebControl s. Labe

#Regi on " Web Form Desi gner Cenerated Code "

"This call is required by the Wb Form Desi gner
<Syst em Di agnosti cs. Debugger St epThrough( )> _
Private Sub InitializeConponent( )

End Sub

Private Sub Page Init(ByVal sender As System (bject,
ByVal e As System Event Args) Handl es MyBase. | nit
" CODEGEN: This nethod call is required by the Web Form Desi gner
"Do not nodify it using the code editor
InitializeConponent( )
End Sub

#End Regi on
Private Sub Page Load(ByVal sender As System bject,
ByVal e As System Event Args) Handl es MyBase. Load
"Put user code to initialize the page here
End Sub

End d ass



The HTML that is sent to the browser is shown in Example 6-5.

Example 6-5. The HTML sent to the browser from the Hello, Browser!
application
<! DOCTYPE HTM. PUBLIC "-//WBC//DTD HTML 4.0 Transitional //EN'>
<HTM_>
<HEAD>
<title>Program ng Visual Basic .NET</title>
<nmeta nanme="GENERATOR' content="M crosoft Visual Studio .NET 7.0">
<nmet a nanme="CODE_LANGUAGE" content="Visual Basic 7.0">
<neta nanme="vs_defaultCientScript" content="JavaScript">
<neta nanme="vs_t arget Schema"
content="http://schemas. nm crosoft.confintellisense/ie5">
</ HEAD>
<body MsS_POSI TI ONI NG="Gri dLayout " >
<f or m name="For mL" met hod="post" acti on="Hel | oBrowser. aspx”
i d="For nl" >
<i nput type="hidden" name="_ VI EWSTATE"
val ue="dDwt MTcONzMAOTU50zs+" [ >
<span id="Label 1"
style="font-fam ly: Arial;font-size: X-Large; Z-1NDEX: 101
LEFT: 8px; POSITION absolute; TOP: 8px">
Hel | o, Browser! </ span>
<i nput type="submt" nane="btnG een" val ue="Green" id="btnG een"
styl e="Z-I NDEX: 104; LEFT: 112px; POSI TI ON: absol ute;
TOP: 56px" [>
<i nput type="submt" nanme="btnBl ue" val ue="Bl ue" id="DbtnBl ue"
style="Z-1NDEX: 103; LEFT: 64px; POSITION absol ute;
TOP: 56px" />
<i nput type="subm t" nane="DbtnBl ack" val ue="Bl ack" i d="DbtnBl ack"
style="Z-1NDEX: 102; LEFT: 8px; POSITION:. absol ute;
TOP. 56px" [>
</ fornp
</ body>
</ HTML>

When the four controls were added to the form in the Web Forms Designer, the designer added four
tags to the form's HTML: one for the label and three for the three buttons. Consider first the tag for the
Label control:

<asp: Label id="Label 1"
style="Z-1NDEX: 101; LEFT: 8px; PCSITION: absolute; TOP: 8px"
runat ="server" Font-Si ze="X-Large"
Font - Names="Ari al ">Hel | o, Browser! </ asp: Label >

This is an <asp: Label > tag, which clearly isn't a standard HTML tag. Rather, it is recognized and
acted on by the ASP.NET runtime. When the ASP.NET runtime sees this tag, the runtime instantiates
an object of type Label (defined in the System.Web.Ul.WebControls namespace) on the web server.
The runtime initializes this control according to the attribute values of the <asp: Label > tag. The
runtime then sets the control's Text property with the text found between the <asp: Label > tag and
its closing tag, </ asp: Label >. The Label object is responsible for outputting standard HTML that
renders the value of the object. In this case, that HTML can be seen in Example 6-5. The portion of
Example 6-5 related to the Label control is reproduced here:

<span id="Label 1"

style="font-fam ly: Arial;font-size: X-Large; Z-1NDEX: 101;
LEFT: 8px; POSITION absolute; TOP: 8px">
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Hel | o, Browser!</span>

As you can see, the Label control rendered itself as simple text (Hel | o, Browser!), surrounded by a
<span> tag. The purpose of the <span> tag is to apply i d and st y| e attributes to the text.

Similarly, consider the first Button control added to the web form. The Web Forms Designer generated
this HTML representation of the control:

<asp: Button id="btnG een”
styl e="Z-1 NDEX: 104; LEFT: 112px; POCSITION: absolute; TOP: 56px"
runat ="server" Text="G een"></asp: Button>

The <asp: But t on> tag represents the Button control. When the runtime sees this tag, it instantiates
an object of type Button (defined in the System.Web.Ul.WebControls namespace) on the server. This
object is then responsible for outputting standard HTML that renders the value (and in this case,
functionality) of the object. The HTML sent to the browser for this button is:

<i nput type="subm t" name="btnG een" val ue="G een" id="btnG een"
style="Z-1NDEX: 104; LEFT: 112px; POSITION: absolute; TOP: 56px" />

Note that the Button control rendered itself as an <i nput > tag with t ype="submi t " . This displays a
button in the browser window. The other attributes of the tag specify its name, text, and style.

Label and Button controls are examples of server controls. The full set of server controls is listed later
in this chapter, in Section 6.3.

6.1.1.1 Adding event handlers

The Hello, Browser! application built thus far has three buttons, but the application doesn't yet do
anything in response to button clicks. To add a Click event handler to the existing code in Visual
Studio .NET, follow these steps:

1. Switch to the code-view window for the web form.

2. At the top of the source-code window are two side-by-side drop-down lists. Select the desired
control, btnBlack, in the lefthand list, then select the desired event, btnBlack_Click, in the
righthand list. The Web Forms Designer adds an event handler to the code (see Figure 6-7).

Figure 6-7. Choosing a control and event for which to add a handler
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3. Add code to the event handler. For this exercise, have the event handler set the color of the
Label control to black:
4, Private Sub btnBlack Cick( _
5. ByvVal sender As bject, _
6. ByVal e As System Event Args _
7. ) Handl es btnBl ack. Cick
8. Label 1. ForeCol or = System Draw ng. Col or. Bl ack

End Sub

9. Similarly, add event handlers for the btnBlue and btnGreen Button controls. The finished event
handlers should look like this:
10. Private Sub btnBlue Cick( _

11. ByVal sender As System Obj ect,

12. ByVal e As System Event Args _

13. ) Handles btnBlue.dick

14. Label 1. ForeCol or = System Drawi ng. Col or. Bl ue

15. End Sub

16.

17. Private Sub btnGreen Cick( _

18. ByVal sender As System Object,

19. ByVal e As System Event Args _

20. ) Handl es btnGeen. dick

21. Label 1. ForeCol or = System Draw ng. Col or. Green
End Sub

The web form created here allows the user to change the color of the words, "Hello, Browser!" by
clicking on one of the form's three buttons. This was done by dragging controls onto the form and
creating event handlers. At runtime, the ASP.NET framework generates the standard HTML that
implements the given behavior. The developer now can work with a familiar event-driven model and
largely ignore the requirements of HTML.

6.1.2 Creating a Form in Code

Although Visual Studio .NET's Web Forms Designer is convenient for developing web forms, it is not
required. To create a web form without the assistance of Visual Studio .NET, follow these steps:
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1. Create a .vb file that will serve as the code-behind file. This file can be named anything
because the name itself will be referenced in the associated .aspx file. In the code-behind file,
place a class that inherits from the Page class, like this:

I nports System Web. Ul

Public C ass Hell oBrowser
I nherits Page

oo wN

End C ass

7. Add member variables and event handlers for the controls that are to appear on the form. For

example:
8. I nports System Web. Ul
9. I nports System Web. Ul . WebControl s
10.
11. Public Cass Hell oBrowser
12. I nherits Page
13.
14. Protected WthEvents Label 1 As Label
15. Protected WthEvents btnBl ack As Button
16. Protected WthEvents btnBlue As Button
17. Protected WthEvents btnG een As Button
18.
19. Protected Sub btnBlack _Cick( _
20. ByVal sender As bject, _
21. ByVal e As System Event Args _
22. ) Handl es btnBl ack.dick
23. Label 1. ForeCol or = System Draw ng. Col or. Bl ack
24. End Sub
25.
26. Protected Sub btnBlue dick( _
27. ByVal sender As System bj ect,
28. ByvVal e As System Event Args _
29. ) Handl es btnBlue. Cick
30. Label 1. ForeCol or = System Draw ng. Col or. Bl ue
31. End Sub
32.
33. Protected Sub btnGreen dick( _
34. ByVal sender As System Object,
35. ByVal e As System Event Args _
36. ) Handl es btnG een.dick
37. Label 1. ForeCol or = System Draw ng. Col or. Green
38. End Sub
39.
End d ass

40. Create an .aspx file to serve as the application's main page. Reference the code-behind class
using the Sr c and | nher i t s attributes of the Page directive, and include <asp: . . . > tags
for the controls that are to appear on the form. For example:

41. <%@ Page Language="vb" Aut oEvent Wreup="fal se"

42. Src="Hel | oBrowser.vb" Inherits="Hell oBrowser" %

43. <htnl >

44, <head>

45, <title>Program ng Visual Basic .NET</title>

46. </ head>

47. <body>

48. <formid="Forml" nethod="post" runat="server">

49, <asp: Label id="Label 1" runat="server" Font-Size="X-Large"
50. Font - Names="Arial" Text="Hello, Browser!" /><br>

51. <asp: Button id="btnG een" runat="server" Text="G een" />
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52. <asp: Button id="btnBlue" runat="server" Text="Blue" />

53. <asp: Button id="btnBl ack"” runat="server" Text="Black" />
54. </fornp
55. </ body>

</ htm >

Here, the code-behind .vb file is referenced using the Sr c attribute; in the Visual Studio .NET
code shown earlier, the code-behind file was referenced in the CodeBehi nd attribute. This is
an important distinction. The CodeBehi nd attribute is used only by Visual Studio .NET; it's
ignored by the ASP.NET compiler.

Be sure that the value of the i d attribute of each <asp: . . . > tag matches the name of the
associated member variable in the code-behind class. This name is how the ASP.NET
framework matches up each member variable with the corresponding server control.

To run this application, enter the two code fragments and save them into two files, named
HelloBrowser.vb and HelloBrowser.aspx, respectively. The files must be located in an IIS virtual
directory on a machine with the .NET Framework installed. After you save the files, point a web
browser to HelloBrowser.aspx. The ASP.NET runtime automatically compiles and runs the application,
delivering the output to the browser.

6.1.2.1 Setting control properties using attributes

The properties of server control objects can be initialized by specifying values for attributes within the
<asp: ... >tags. For example, the button created by the following tag has its Text property set to
"Green":

<asp: Button id="btnG een" runat="server" Text="Geen" />

This assignment could instead have been handled elsewhere in code—either in a <scr i pt > block or
in a code-behind class. In general, any writable property can be set using an attribute of the same
name.

6.1.2.2 Adding event handlers

Define event handlers directly in the code-behind class for any events you wish to handle. For
example:

Private Sub btnBlack _Cick( _

ByvVal sender As bject, _

ByVal e As System Event Args _
) Handl es btnBl ack. Cick

Label 1. ForeCol or = System Draw ng. Col or. Bl ack
End Sub

Private Sub btnBlue dick( _

ByVal sender As System Obj ect,

ByVal e As System Event Args _
) Handl es btnBlue.dick

Label 1. ForeCol or = System Draw ng. Col or. Bl ue
End Sub

Private Sub btnGeen_Cick( _
ByVal sender As System Obj ect,
ByVal e As System Event Args _
) Handl es btnGreen. dick
Label 1. ForeCol or = System Draw ng. Col or. Green
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End Sub
6.2 Handling Page Events

The base Page class may at times raise events. These events can be handled by the derived Page
class (the code-behind class) or by code embedded in the web page. Although it's possible to define
an event-handler subroutine, the preferred response to events raised by the Page class is to override
the protected methods provided by the Page class. For example, the following method could be
placed in the code-behind class, providing a way to respond to the loading of the page:

Protected Overrides Sub OnLoad(e As Event Args)
MyBase. OnLoad( e)

End Sub

- When overriding an OnEvent -style method, ensure that the

= overriding method calls the base-class implementation, in addition
to its own processing. The job of the base-class implementation is
to raise the corresponding event. If the base-class implementation
is not called, the event won't be raised.

Following is the list of events a Page object might raise. The Page class itself doesn't define these
events: it inherits them from its parent classes. This list of events includes a brief description of each
event, the class in which the event is defined, and the syntax for overriding the protected method that
corresponds to the event.

AbortTransaction (inherited from System.Web.Ul.TemplateControl)
Raised when a COM+ transaction in which the page is participating is aborted. Its syntax is:

Protected Overrides Sub OnAbortTransacti on(ByVal e As Event Args)
CommitTransaction (inherited from System.Web.Ul.TemplateControl)

Raised when a COM+ transaction in which the page is participating is committed. Its syntax is:

Protected Overrides Sub OnCommit Transacti on(ByVal e As Event Args)
DataBinding (inherited from System.Web.Ul.Control)

Raised when the page binds to a data source. Its syntax is:

Protected Overrides Sub OnDat aBi ndi ng(ByVal e As Event Args)
Disposed (inherited from System.Web.UI.Control)

Raised after the Page object's Dispose method has finished its processing. The Dispose
method is called by the ASP.NET framework after the page has been rendered and the object
is no longer needed. There is no corresponding OnDisposed method. To add a handler for this
event in a derived class, use the following code:

Private Sub Page Di sposed( _
ByVal sender As bject,
ByvVal e As EventArgs _

) Handl es MyBase. Di sposed

End Sub
Error (inherited from System.Web.UIl.TemplateControl)
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Raised when an unhandled exception is thrown. This provides a last-chance opportunity to
gracefully deal with unexpected errors (perhaps by displaying a friendly "We're sorry, but our
web application has barfed" message. Its syntax is:

Protected Overrides Sub OnError(ByVal e As Event Args)
Init (inherited from System.Web.UI.Control)

Raised when the Page object has been created, but before the view state has been loaded. Its
syntax is:

Protected Overrides Sub Onlnit(ByVal e As Event Args)
Load (inherited from System.Web.Ul.Control)

Raised when the Page object has finished loading. Its syntax is:

Protected Overrides Sub OnLoad(ByVal e As Event Args)
PreRender (inherited from System.Web.UI.Control)

Raised immediately prior to the page rendering itself. Its syntax is:

Protected Overrides Sub OnPreRender (ByVal e As Event Args)
Unload (inherited from System.Web.Ul.Control)

Raised after the page has been rendered but before the Page object's Dispose method is
called. Its syntax is:

Protected Overrides Sub OnUnl oad(ByVal e As Event Args)

The last four events are raised on each page request, in the order shown. The three events that are
raised prior to page rendering (Init, Load, and PreRender) are raised at different points during the
creation of the page:

The Init event is raised after the Page object has been created but before it has loaded values
into its constituent controls or processed any postback data.

The Load event is raised after constituent controls have been loaded with their values.
However, postback processing is not guaranteed to be finished.

The PreRender event is raised after all loading and postback processing is finished and the
page is about to be rendered into HTML.

6.2.1 AutoEventWireup

If the developer of a web page or code-behind class chooses to handle base-class events explicitly,
the event-handler methods must be associated with the events that they are to handle. In Visual
Basic .NET this is generally done with a Handl es clause in the method definition, as described in

Chapter 2 and shown by example here:

Protected Sub Page Load( _
ByVal sender As bj ect,
ByvVal e As Event Args _

) Handl es MyBase. Load

End Sub

In addition to this syntax, ASP.NET provides an alternative way to hook up page event handlers to
their associated events. If all of the following conditions are met, the ASP.NET framework
automatically hooks up the page events with the correct handler methods:
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The Aut oEvent W r eup attribute of the @Page directive is setto "t r ue" (which it is by
default). This means that the Aut oEvent W r eup attribute's value is t r ue if the attribute is
omitted from the @Page directive, as well as if the @Page directive itself is omitted.

The handler-method name is of the form Page Event Nane.

The handler-method signature matches the signature of the corresponding event.

For example, if these conditions are met, the following code is automatically hooked up to the page's
Load event:

Protected Sub Page Load( _
ByVal sender As bj ect,
ByvVal e As EventArgs _

) 1
End Sub
The handler method can appear in either the page or the code-behind class (if any).

To disallow autowiring of events, specify " f al se” for the Aut oEvent W r eup attribute, like this
(other attributes omitted for brevity):

<%@ Page Aut oEvent Wreup="fal se" %

There is no clear advantage to either setting. Event autowiring may feel more familiar to developers
who have used Visual Basic 6, where appropriately named methods automatically handled the
corresponding events. On the other hand, some developers may feel more comfortable forcing event-
handler methods to explicitly declare the events they are handling. In addition, the explicit declaration
frees the developer from having to name the method according to the Page Event Nane pattern.

6.3 More About Server Controls

ASP.NET provides two sets of server controls: web controls and HTML controls. Web controls
(defined in the System.Web.Ul.WebControls namespace) are similar to controls found in standard
desktop applications. They shield the developer as much as possible from representing the controls in
HTML. In other words, web controls are as similar as possible to desktop-application controls, leaving
it up to each control to worry about how it will represent itself in HTML. This lets the developer design
a Ul without worrying much about the limitations of HTML. The controls presented thus far are web
controls.

In contrast, HTML controls (defined in the System.Web.UI.HtmIControls namespace) are a thin
wrapper over HTML client controls defined in the HTML standard. HTML server controls let the
developer omit specific HTML client controls, while retaining the programmatic capabilities that server
controls provide. Web page developers are likely to use HTML server controls only when they want to
generate and manipulate specific HTML client controls with server-side technology. Microsoft makes
no statement about which set of server controls is "better" to use. They present both, leaving it to the
developer to decide which controls fit better into a given application.

6.3.1 Web Controls

The web controls can be created using HTML syntax as well as programmatically. When you create a
control using HTML syntax, the control's tag hame consists of the prefix asp: followed by the hame of
the control. For example, the following statement creates a CheckBox web control:

<asp: checkbox id="chkMail" text="Be placed on our nmailing list? "
aut opost back="f al se" checked="true" runat="Server" />
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Instances of web controls declared using HTML syntax have a number of common attributes that are
worth noting. The | D attribute defines the name of the instance of the web control and should be used
in all statements that create web controls. It corresponds to the control class's ID property, which
defines the name by which the control is referenced programmatically. A second is Aut oPost Back,
an optional attribute common to many controls, which determines whether the state of the control is
posted back to the server whenever it is clicked. By default, its value is Fal se. It corresponds directly
to the control class's AutoPostBack property. Finally, the RunAt attribute is required when creating a
web control; without it, the downstream browser will attempt to interpret the HTML tag and will simply
fail to render the control.

Each web control also has a class definition in the System.Web.Ul.WebControls namespace of

the .NET Framework Class Library. By using its | D attribute or ID property, you can reference in code
a web control created using HTML syntax. For example, the following statement unchecks the
CheckBox control we defined in the previous code fragment:

chkMai | . Checked = Fal se

Web controls can also be created programmatically, as the following code fragment, which creates a
CheckBox control identical to the one defined earlier using HTML syntax, shows:

Di m chkMai | As New CheckBox

chkMai |l . Text= "Be placed on our mailing list? "
chkMai | . Checked = True

chkMai | . Aut oPost Back = Fal se

Note that, except for RunAt , the attributes available for a control using HTML syntax correspond
directly to a property of the control class both in name and in data type.

The following sections document the web controls available in the .NET Framework.

6.3.1.1 The Button control

The Button server control represents a command button and can be used as a Submit button (its
default behavior) or any other type of command button on a form. The Submit button has the following
HTML syntax:

<asp: Button id="ButtonNanme"
Text ="1 abel "
Ond i ck="OnCl i ckMet hod"
runat ="server"/>

When used as a command button for some other purpose, the Button control has the following HTML
syntax:

<asp: Button id="ButtonNane"
Text ="1 abel "
CommandNanme="conmmand”
CommandAr gurent =" commandAr gunent "
OnCommand=" OnConmandMet hod"
runat ="server"/>

The OnCl | ck attribute defines the event handler that is executed when the button is clicked. The
Text attribute determines the caption displayed on the button face. If used as a Submit button, the
CommandNane and CommendAr gument attributes are not used; otherwise, at a minimum, the
CommandNane attribute, which indicates the command the button is to carry out, should be present.
The optional CommandAr gunent s attribute provides any arguments needed to execute the command.
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The Text, CommandNane, and ConmandAr gurrent attributes all correspond to identically named
properties of the System.Web.Ul.WebControls.Button class.

When the Submit button is clicked, the event handler defined by the OnCl i ck attribute is executed.
The signature of the event is:

Sub Ond i ckMet hod(sender As Ohbject, e As Event Args)

For any other command button, the Command event corresponds to the Submit button's Click event,
and the event handler defined by the OnConmrand attribute is executed. The event handler must have
the following signature:

Sub OnCommandMet hod(sender As Object, e As CommandEvent Args)

The CommandEventArgs object has two properties: CommandName, which corresponds to the
CommandNane attribute and represents the name of the command; and CommandArgument, which
corresponds to the CommandAr gunent attribute and represents an argument supplied to the
command. These property values can be used to identify which button was clicked in the event that a
single event handler is used for more than one Button control.

6.3.1.2 The CheckBox control

The CheckBox control represents a checkbox that can have a value of Tr ue or Fal se (or On or O f).
It has the following HTML syntax:

<asp: CheckBox i d="CheckBoxNane"
Aut oPost Back="Tr ue| Fal se"
Text =" CheckBoxCapt i on"
Text Align="Ri ght| Left"
Checked="Tr ue| Fal se"
OnCheckedChanged=" OnCheckedChangedMet hod"
runat ="server"/>

The Checked attribute determines whether the checkbox is initially checked. It corresponds to the
CheckBox class's Checked property, which is a Boolean. The Text attribute defines the caption that
appears to either the left (the default) or the right of the checkbox itself, depending on the value of the
Text Al I gn attribute. The Text property of the CheckBox class similarly contains the checkbox's
caption, while its alignment is determined by the CheckBox class's TextAlign property. The value of
the TextAlign property is either of the two members of the TextAlign enumeration: Text Al i gn. Left,
which positions the text to the left of the checkbox (the default); and Text Al i gn. R ght, which
positions the text to the right of the checkbox.

The OnCheckedChanged attribute defines an event handler that will be executed whenever the
Checked property of the checkbox is changed. The event handler designated by the
OnCheckedChanged attribute must have the following signature:

Sub OnCheckedChangeMet hod(sender As Object, e As Event Args)

6.3.1.3 The DropDownList control

The DropDownlList control allows the user to make a single selection from a drop-down listbox. The
DropDownlList control has the following HTML syntax:

<asp: DropDownLi st id="DropDownLi st Nane" runat="server"
Dat aSour ce=" <% dat abi ndi ngexpr essi on %"
Dat aText Fi el d="Dat aSour ceFi el d"
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Dat aVal ueFi el d="Dat aSour ceFi el d"
Aut oPost Back="Tr ue| Fal se"
OnSel ect edl ndexChanged="OnSel ect edl ndexChangedMet hod" >

<asp: Listltemval ue="val ue" sel ected="True| Fal se">
Text
</asp:Listltenp

</ asp: Dr opDownLi st >

Rather than supplying the data either using HTML or programmatically, you can populate the listbox
from a data source. The Dat aSour ce attribute defines the data source to which the listbox is bound,
the Dat aText Fi el d attribute defines the field that will determine which items are displayed in the
listbox, and the Dat aVal ueFi el d attribute defines the field whose rows will provide the value of each
list item. Each of these attributes corresponds directly to a property of the
System.Web.Ul.WebControls.DropDownList class, which also allows you to dynamically populate a
drop-down listbox at runtime.

In addition, the DropDownList class has a two major properties that don't correspond to attributes of
the Dr opDownLi st tag. The Selectedindex property returns the index of the selected item. The
Selectedltem property returns the selected Listltem object in the drop-down list. Since the
DropDownlList object allows the user to select only a single item, these properties in most cases allow
you to skip directly working with individual Listltem objects.

If the DropDownList is hot bound to a data source, the Li st | t emtag is used to define each item in
the list. Text determines the item's text that's displayed in the listbox. The val ue attribute determines
the item's value. The Sel ect ed attribute determines whether or not the item is initially selected when
the listbox is displayed.

Finally, the OnSel ect edl ndexChanged attribute defines an event handler that will be executed
whenever a new item is selected in the drop-down listbox. The event handler designated by the
OnSel ect edl ndexChanged attribute must have the following signature:

Sub OnSel ect edl ndexChangedMet hod(sender As Cbject, e As Event Args)

Programmatically, the items in the drop-down listbox consist of Listitem objects. These can be
accessed through the ListBox class' ltems property, which returns a ListltemCollection object
consisting of all the Listltem objects in the listbox. You can add items to the end of the listbox by
calling the ListltemCollection object's Add method, which has the following syntax:

ListltemCol | ection. Add(item

where | t emis either a String or a Listltem object. To add an item to a particular place in the drop-
down listbox, you can call the Insert method, which has the following syntax:

ListltenCol |l ection.Insert(index, itemn

where | ndex is the zero-based position in the listbox at which the item is to be added and | t emis a
String or a Listltem object to be added to the listbox. You can also remove items from the
ListitemCollection by calling its Remove and RemoveAt methods. The syntax of the Remove method
is:

ListltenCol | ecti on. Renove(item

where | t emis a String or a Listltem object representing the item to be removed. The syntax of the
RemoveAt method is:
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ListltenCol | ecti on. RenoveAt (i ndex)

where | ndex is the position of the item to be removed from the listbox. The number of items in the
drop-down listbox is provided by the ListltemCollection object's Count property.

Three properties of the individual Listltem objects also make it possible to work with the items in the
list. The Text property contains the text of the Listltem object as it's displayed in the listbox. The Value
property contains the value associated with the Listltem object. Finally, the Selected property returns a
Boolean indicating whether the item is selected.

6.3.1.4 The Image control

The Image control displays an image on a web page. Its HTML syntax is:

<asp: |l nmage id="1mgeNane" runat="server"
| mageUr | ="string"
Al t er nat eText ="string"
I mageAl i gn="Not Set | AbsBot t on]{ AbsM ddl e| BaseLi ne|
Bottom Left| M ddl e|] Ri ght| Text Top| Top"/ >

The | mageUr | attribute contains the URL at which the image is found. The Al t er nat eText attribute
defines the text to be displayed in the event that the browser either does not support or is configured
to not display images. The | mageAl | gn attribute determines the alignment of the image in relation to
other elements on the page. All three attributes correspond to identically named properties of the
Image class. The value of the ImageAlign property is a member of the ImageAlign enumeration and
can be one of the following:

ImageAlign.AbsBottom

The image's bottom edge is aligned with the bottom edge of the largest element on the same
line.

ImageAlign.AbsMiddle

The middle of the image is aligned with the middle of the largest element on the same line.
ImageAlign.Baseline

The image's bottom edge is aligned with the bottom edge of the first line of text.
ImageAlign.Bottom

The image's bottom edge is aligned with the bottom edge of the first line of text.
ImageAlign.Left

The image is aligned on the left edge of the web page, with text wrapping on the right.
ImageAlign.Middle

The middle of the image is aligned with the bottom edge of the first line of text.
ImageAlign.NotSet

The image's alignment is not defined.
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ImageAlign.Right

The image is aligned on the right edge of the web page, with text wrapping on the left.
ImageAlign.TextTop

The image's top edge is aligned with the top edge of the highest text on the line.
ImageAlign.Top

The image's top edge is aligned with the top edge of the highest element on the same line.

6.3.1.5 The Label control

The Label control typically displays static text. Perhaps the simplest of controls, it has the following
HTML syntax:

<asp: Label id="Label 1"
Text ="1 abel "
runat ="server"/ >

The text displayed by the label is represented by the Text attribute. It directly corresponds to the
identically named property of the System.Web.Ul.WebControls.Label control.

6.3.1.6 The ListBox control

The ListBox control presents the user with a list of items and allows the user to select either a single
item or multiple items. The ListBox control has the following HTML syntax:

<asp: Li st Box id="ListboxNane"
Dat aSour ce="<% dat abi ndi ngexpr essi on %"
Dat aText Fi el d="Dat aSour ceFi el d"
Dat aVal ueFi el d="Dat aSour ceFi el d"
Aut oPost Back="Tr ue| Fal se"
Rows="r owcount "
Sel ecti onMbde="Si ngl e| Mul ti pl e"
OnSel ect edl ndexChanged="0nSel ect edl ndexChangedMet hod"
runat ="server">

<asp: Listltemval ue="val ue" sel ected="True| Fal se">
Text
</asp:Listltenp

</ asp: Li st Box>

The Sel ect i onMode attribute determines whether the user can select only a single item (the default)
or multiple items. The Rows attribute determines the number of rows displayed in the listbox.

Rather than supplying the data either using HTML or programmatically, you can populate the list box
from a data source. The Dat aSour ce attribute defines the data source to which the listbox is bound,
the Dat aText Fi el d attribute defines the field that will determine which items are displayed in the
listbox, and the Dat aVal ueFi el d attribute defines the field whose rows will provide the value of each
list item.

Each of these attributes (Sel ect i onVbde, Rows, Dat aSour ce, Dat aText Fi el d,
Dat aVal ueFi el d) directly corresponds to a property of the System.Web.Ul.WebControls.ListBox
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class. The value of the SelectionMode property must be a member of the ListSelectionMode
enumeration; its two possible values are Li st Sel ect i onMbde. Si ngl e and

Li st Sel ectionMode. Mul ti pl e. The Rows property is an Integer that determines how many rows
the listbox displays.

In addition, the ListBox class has a two major properties that don't correspond to attributes of the
Li st Box tag. The Selectedindex property returns the lowest index of a selected item. The
Selectedltem property returns the first selected Listltem object in the listbox. For single-selection
listboxes, these properties return the index of the selected item and the selected item itself,
respectively. For multi-selection listboxes, you have to iterate the ListitemCollection collection to
determine which items are selected.

If the listbox is not bound to a data source, the Li st | t emtag is used to define each item in the list.
Text determines the item's text that's displayed in the listbox. The val ue attribute determines the
item's value. The Sel ect ed attribute determines whether or not the item is initially selected when the
listbox is displayed.

Finally, the OnSel ect edl ndexChanged attribute defines an event handler that will be executed
whenever a new item is selected in the listbox. The event handler designated by the
OnSel ect edl ndexChanged attribute must have the following signature:

Sub OnSel ect edl ndexChangedMet hod(sender As (Object, e As Event Args)

Programmatically, the items in the listbox consist of Listltem objects. These can be accessed through
the ListBox class' Items property, which returns a ListitemCollection object consisting of all the
Listltem objects in the listbox. You can add items to the end of the listbox by calling the
ListitemCollection object's Add method, which has the following syntax:

ListltenCol | ection. Add(item

where | t emis either a String or a Listltem object. To add an item to a particular place in the listbox,
you can call the Insert method, which has the following syntax:

ListltenCol | ection.Insert(index, item

where | ndex is the zero-based position in the listbox at which the item is to be added and i t emis a
String or a Listltem object to be added to the listbox. You can also remove items from the
ListitemCollection by calling its Remove and RemoveAt methods. The syntax of the Remove method
is:

Li stltentCol | ecti on. Renpove(item

where | t emis a String or a Listltem object representing the item to be removed. The syntax of the
RemoveAt method is:

ListltenCol | ecti on. RenoveAt (i ndex)

where | ndex is the position of the item to be removed from the listbox. The humber of items in the
listbox is provided by the ListitemCollection object's Count property.

Three properties of the individual Listltem objects also make it possible to work with the items in the
list. The Text property contains the text of the Listitem object as it's displayed in the listbox. The Value
property contains the value associated with the Listltem object. Finally, the Selected property returns a
Boolean indicating whether the item is selected. In the case of multi-selection listboxes, you can
determine whether an item is selected by iterating the members of the ListitemCollection object and
examining the Selected property of each, as the following code fragment shows:
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DimoList As Listltem
For Each oList In oListBox.|tens
I f oList. Sel ected Then
Do sormet hi ng
End If
Next

6.3.1.7 The RadioButton control

The RadioButton control corresponds to a single button in a group of buttons used to indicate mutually
exclusive choices. It has the following HTML syntax:

<asp: Radi oButton i d="Radi oButt onNane"
Aut oPost Back="Tr ue| Fal se"
Checked="True| Fal se"
G oupNanme=" G oupNane"
Text ="1 abel "
Text Al i gn="Ri ght| Left"
OnCheckedChanged=" OnCheckedChangedMet hod"
runat ="server"/>

As in the CheckBox control, the Checked attribute determines whether the control is checked. Only
one control in the group designated by G- oupNane can be set to Tr ue. The default value of the
Checked attribute is Fal se. However, since it is possible for the Checked attributes of all radio
buttons in a group to be Fal se, it is important to initially set the Checked attribute of one member of
the group to Tr ue. The G- oupNane attribute provides a common name by which all radio buttons in
the group can be identified. The Text attribute defines the caption that appears either to the left (the
default) or to the right of the radio button, depending on the setting of the Text Al i gn attribute.

Each of these attributes of the RadioButton control directly corresponds to an identically named
property of the System.Web.Ul.WebControls.RadioButton class. The value of the TextAlign property is
either of the two members of the TextAlign enumeration: Text Al i gn. Lef t , which positions the text
to the left of the checkbox (the default); and Text Al i gn. Ri ght , which positions the text to the right
of the checkbox. The Checked property is a Boolean that can be programmatically set and can also
change as a result of user interaction. Note that the user changing the Checked property of another
radio button in the group from Fal se to Tr ue automatically changes the value of the Checked
property of any checked radio button from Tr ue to Fal se.

Finally, the OnCheckedChanged attribute defines an event handler that will be executed whenever
the Checked property of the radio button is changed. The event handler designated by the
OnCheckedChanged attribute must have the following signature:

Sub OnCheckedChangedMet hod(sender As Cbject, e As Event Args)
6.3.1.8 The Table control

The Table control corresponds to a table consisting of multiple rows, each having one or more
columns. A table need not be symmetrical—that is, it need not have the same number of columns in
each row. The Table control has the following HTML syntax:

<asp: Tabl e i d="Tabl eNane"
Backl mageUr | ="url "
Cel | Spaci ng="cel | spaci ng"
Cel | Paddi ng="cel | paddi ng"
G i dLi nes="None| Hori zont al | Verti cal | Bot h"
Hori zontal Ali gn="Center|Justify|Left| Not Set|Ri ght"
runat ="server">
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<asp: Tabl eRow>

<asp: Tabl eCel | >
Cel |l text
</ asp: Tabl eCel | >

</ asp: Tabl eRow>

</ asp: Tabl e>

The Tabl eRowtag defines a new table row, while the Tabl eCel | tag defines a new cell within a
particular row. The contents of the individual cell are defined by Cel | text.The Hori zontal Al'i gn
attribute determines the horizontal alignment of the table on the page. The Gri dLi nes attribute
determines the appearance of grid lines in the table. The Cel | Spaci ng attribute determines the
number of pixels that separate individual cells of the table, while the Cel | Paddi ng attribute
determines the number of pixels between the cell's border and its contents. The Back! mage URL
attribute contains the URL of an image to be used as the background for the table.

Each of these attributes corresponds to an identically named property of the Table class. The
CellPadding and CellSpacing properties are of type Integer. The value of the HorizontalAlign property
is one of the following members of the HorizontalAlign enumeration: Cent er, Justi fy, Left,

Not Set, and Ri ght . The value of the GridLines property is one of the following members of the
GridLines enumeration: Bot h, Hor i zont al , None, and Verti cal .

You programmatically manipulate a table by manipulating its rows and its individual cells. The table
rows are accessible through the Table object's Rows property, which returns a TableRowCollection
object containing TableRow objects that represent the rows of the table. The TableRowCollection
collection allows you to add rows to the end of the table by calling its Add method, which has the
following syntax:

Tabl eRowCol | ecti on. Add(
r ow)

where r owis a TableRow object that represents a row of the table. To add a row to a particular place
in the table, you can call the Insert method, which has the following syntax:

Tabl eRowCol | ecti on. I nsert (i ndex, row)

where | ndex is the zero-based position in the table at which the row is to be added and r owis a
RowTable object representing the row to be added to the table. You can also remove rows from the
table by calling the TableRowCollection object's Remove and RemoveAt methods. The syntax of the
Remove method is:

Tabl eRowCol | ecti on. Renove(r ow)

where r owis a TableRow object representing the row to be deleted. The syntax of the RemoveAt
method is:

Tabl eRowCol | ecti on. RenoveAt (i ndex)

where | ndex is the position of the row to be removed from the table. The number of items in the table
is provided by the TableRowCollection object's Count property. Individual TableRow objects
representing individual rows of the table can be retrieved using the Item property, whose syntax is:

Tabl eRowCol | ecti on. It en(i ndex)
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where | ndex is the zero-based ordinal position of the row whose TableRow object you wish to
retrieve.

Once you've retrieved a reference to an individual table row, you can use its Cells property to retrieve
a reference to a TableCellCollection object, which contains a collection of TableCell objects
representing the individual cells of the row. Like the TableRowCollection class, the TableCellCollection
class has members to add and remove individual cells as well as to determine how many cells are in
the collection. Its syntax for adding and removing cells is identical to that of the TableRowCollection
class, except that TableCell objects are used instead of TableRow objects. Finally, to retrieve an
individual cell, you use the TableCellCollection object's Item method, which has the following syntax:

Tabl eCel | Col | ection. Item(i ndex)

where | ndex is the zero-based ordinal position of the cell in the row. The property returns a TableCell
object representing the cell.

Finally, the TableCell class has a number of properties that control the content and appearance of the
cell. The Text property determines the cell's content. The Boolean Wrap property determines whether
the contents of the cell wrap in the cell; its default value is Tr ue. The RowSpan and ColumnSpan
properties are Integer values that indicate how many table rows and how many table columns the cell
spans. The HorizontalAlign property, whose value is a member of the HorizontalAlign enumeration
discussed earlier in this section, determines the horizontal alignment of the cell's contents. The
VerticalAlign property determines the vertical alignment of the cell's contents. Its value must be a
member of the VerticalAlign enumeration, which has the following members: Bot t om M ddl e,

Not Set, and Top.

6.3.1.9 The TextBox control

The TextBox control corresponds to a single- or multi-line text box for displaying information and
getting textual input from the user. It has the following HTML syntax:

<asp: Text Box i d="Text BoxName"
Aut oPost Back="Tr ue| Fal se"
Col ums="char act er s"
MaxLengt h="char act er s"
Rows="r ows"
Text="text"
Text Mode="Si ngl e| Mul ti | i ne| Password"
W ap="Tr ue| Fal se"
OnText Changed="OnText ChangedMet hod"
runat ="server"/>

The Text attribute defines the actual text to be stored in the text box when the control is rendered.
The Col urms attribute determines the number of characters that the text box displays, while the
VaxLengt h attribute determines the total number of characters that can be input into the text box.
The Text Mode attribute determines whether the TextBox control has one line (the default), multiple
lines, or a single line into which the user is to enter a password. For a multi-line text box, the Rows
attribute determines how many rows the text box displays, and the \W ap attribute determines whether
text wraps onto the next line. By default, \W ap is Fal se; input will appear on a single line until the
user enters a carriage return.

Each of these attributes directly corresponds to an identically named property of the
System.Web.Ul.WebControls.TextBox class. The MaxLength, Columns, and Rows properties are all of
type Integer and all have a default value of 0. In the case of the MaxLength property, this means that
there is no limit to the number of characters that can be input to the text box. For the Columns and
Rows properties, it means that as many columns or (in the case of multi-line text boxes) rows as
possible will be displayed based on the size of the text box. The value of the TextMode property must
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be a member of the TextBoxMode enumeration; possible values are Text BoxVbde. Si ngl eLi ne

(the default), Text BoxMbde. Mul t1 Li ne, and Text BoxMode. Passwor d. The Text property, of
course, is the most important property of the control. Its value includes any carriage return and

linefeed characters (the vbCr Lf character) entered by the user if the TextMode property is set to

Text BoxMode. Mul ti Li ne. In addition, if the TextMode property is set to Text BoxMode. Passwor d,
asterisks are displayed whenever the user enters a character; however, the actual string input by the
user is stored as is in the Text property.

Finally, the OnText Changed attribute defines an event handler that will be executed whenever the
Text property of the text box is changed. The event handler designated by the OnText Changed
attribute must have the following signature:

Sub OnText ChangedMet hod(sender As Object, e As Event Args)
6.3.1.10 Other web controls

The remaining controls defined in the System.Web.Ul.WebControls namespace are:
AdRotator

Displays an advertisement. The AdRotator control can be set to display a different ad each
time the page is viewed.

Calendar

Displays a one-month calendar on the web page and allows the user to select a date.
CheckBoxList

Displays a group of checkboxes on the web page.
CompareValidator

Validates the value entered into a control by comparing it to the value in another control or to a
constant value. See Section 6.4 later in this chapter for more information.

CustomValidator

Validates the value entered into a control by running custom validation code. See Section
6.4 later in this chapter for more information.

DataGrid

Displays the values from a data source in a table format on the web page. See Chapter 8 for
more information.

DataGridltem
Represents a row in the DataGrid control.
Datalist
Displays the values from a data source in a list-control format on the web page.

DataListltem
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Represents an item in the DataList control.
HyperLink

Displays a link to another web page. The link can be text or an image.
ImageButton

Displays an image on the web page. This control differs from the Image control in that it
generates a server-side event when the image is clicked.

LinkButton

Displays a link to another web page. The LinkButton control has the same appearance as the
HyperLink control, but it has the same behavior as the Button control.

Literal

Displays static text on the web page.
Panel

Contains other controls on the web page.
RadioButtonList

Displays a list of radio buttons on the web page.
RangeValidator

Validates the value entered into a control by comparing it to a given range of values. See
Section 6.4 later in this chapter for more information.

RegularExpressionValidator

Validates the value entered into a control by matching it against a given regular expression.
See Section 6.4 for more information.

RequiredFieldValidator

Validates a value entered into a control by ensuring that the value is different from the
control's original value. See Section 6.4 for more information.

TableHeaderCell
Represents a header cell in a Table control.
ValidationSummary

Displays a summary of validation errors on the web page. See Section 6.4 for more
information.
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6.3.2 HTML Controls
The controls defined in the System.Web.UI.HtmIControls namespace are:
HtmlAnchor
Wraps the HTML <a> tag.
HtmIButton
Wraps the HTML <but t on> tag.
HtmIForm
Wraps the HTML <f or e tag.
HtmIGenericControl

Represents any HTML tag (such as <body>) that isn't wrapped by a specific HTML server
control.

Htmlimage
Wraps the HTML <i ng> tag.
HtmlInputButton

Wraps the HTML <i nput type="button">, <i nput type="subm t">, and <i nput
type="reset" > tags.

HtmlInputCheckBox

Wraps the HTML <i nput type="checkbox" > tag.
HtmllnputFile

Wraps the HTML <i nput type="file" > tag.
HtmlInputHidden

Wraps the HTML <i nput type="hi dden" > tag.
HtmlInputlimage

Wraps the HTML <i nput type="1 nage" > tag.
HtmlInputRadioButton

Wraps the HTML <i nput type="radi 0" > tag.
HtmlInputText

Wraps the HTML <i nput type="text">and <i nput t ype="passwor d" > tags.
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HtmlSelect

Wraps the HTML <sel ect > tag.
HtmlITable

Wraps the HTML <t abl e> tag.
HtmlTableCell

Wraps the HTML <t d> and <t h> tags.
HtmlITableRow

Wraps the HTML <t r > tag.
HtmlITextArea

Wraps the HTML <t ext ar ea> tag.

6.3.3 Handling Control Events

Controls on a web form are represented in the code-behind class as fields—one field for each control.
For example, when the Visual Studio .NET Web Forms Designer is used to add a text box to a form,
the following declaration is added to the code-behind class:

Protected WthEvents TextBox1l As System Web. Ul . WebContr ol s. Text Box

This declaration doesn't instantiate the control; it only defines a field that can hold a reference to a
control of type TextBox. In addition, the designer adds this tag to the web page:

<asp: Text Box i d="Text Box1"
style="Z-1NDEX: 105; LEFT: 8px; POSITION: absol ute;
TOP: 8px" runat="server">

</ asp: Text Box>

The <asp: Text Box> tag signifies that ASP.NET should instantiate a TextBox control when a browser
requests this page. The i d="Text Box1" attribute names the control TextBox1. This hame is what
associates the control with the TextBox1 field in the code-behind class.

If code behind is not being used, it is hot necessary to declare a member variable to hold a reference
to the control. The ASP.NET framework will implicitly do this when the web page is compiled.

As discussed in Chapter 2, when a field declaration includes the W t hEvent s keyword, the
containing class can handle events raised by the referenced object. To do so, the containing class
defines a handler method with a signature matching the event signature. The handler method includes
a Handl es clause to link the method to the desired event on the object. For example, here is the
definition of a handler method for the TextChanged event of TextBox1:

Private Sub Text Box1l Text Changed(
ByVal sender As System bj ect,
ByVal e As System Event Args _

) Handl es Text Box1. Text Changed

End Sub
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The event-handler method can be given any name, but it is a common convention to use a name of
the form Fi el dNanme_Event Nane.

Also by convention, event signatures for controls conform to the signature shown, with the exception
of the e parameter being some other type derived from the EventArgs type. The sender parameter
passed to the handler method holds a reference to the object that fired the event, and the e parameter
holds a reference to an object that provides any extra information needed for the event. Events that
pass a generic EventArgs argument have no event information to pass. Events that pass an argument
of a type derived from EventArgs pass additional information within the fields of the passed object.

You can determine the correct signature for handling a specific event by referring to the control's
documentation or by using Visual Studio .NET's built-in object browser. In addition, the Visual
Studio .NET Web Forms Designer can automatically generate a handler-method declaration for any
event exposed by any control on a given form.

6.3.4 Programmatically Instantiating Controls

It's easy to dynamically instantiate server controls at runtime. A convenient place to do this is in an
override of the OnPreRender method of the Page class. Recall that the OnPreRender method is called
after the page and its controls have been instantiated and initialized but prior to any rendering.
Controls created here and added to the Page object's Controls collection will be rendered on the page.
The code is simple:

Private WthEvents ctl As Text Box
Protected Overrides Sub OnPreRender (ByVal e As Event Args)

Instantiate a TextBox control and set sone of its properties.

ctl = New Text Box( )
ctl.ID = "TextBox1"
ctl.Text = "This is ny text box."

Add the control to the page.
Me. Control s. Add(ctl)

Let the base class raise the PreRender event.
MyBase. OnPr eRender (e)

End Sub

This code can be placed either in a code-behind class or directly within a <scr i pt > block in the .aspx
page.

The Controls property of the Page class is of type ControlCollection. The Add method of the
ControlCollection class adds the given control to the end of the collection. Visually, the newly added
control appears as the last element in the rendered page. To add the control at a specific location in
the collection, use the ControlCollection class's AddAt method. The AddAt method syntax looks like
this:

Public Overridable Sub AddAt ( _
ByVal index As Integer, _
ByVal child As System Web. Ul . Control)

The parameters of the AddAt method are:

i ndex
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Specifies the position in the collection at which to insert the new control. This number is zero-
based.

child
Specifies the control to add to the collection.

The AddAt method is even more convenient when used with the ControlCollection class's IndexOf
method. The IndexOf method returns the integer index within the collection of a given control. For
example, assuming that a web page has a control named Label2 and that the variable ct | contains a
reference to a newly created control, the following line adds the new control to the page, rendering it
immediately prior to the Label2 control:

Me. Cont r ol s. AddAt (Me. Control s. | ndexOf (Label 2), ctl)
6.4 Adding Validation

Validating user input is a common requirement of any application that relies on the user to provide
data. The ASP.NET framework provides tools to make input validation easy. ASP.NET supports
validation by providing server controls that handle the validation process. Each server control placed
on a form is responsible for validating the value in some other control on the form. The validation
process occurs both on the client (if the browser is capable) and on the server, or just on the server (if
the browser can't handle it). Validation occurs on the server, even if it occurs on the client, to prohibit a
hostile client from submitting invalid data.

The server controls that relate to validation are:
CompareValidator

Compares the value in a control with either a constant value or the value in another control.
The developer chooses the comparison to be performed (equal, less than, greater than, etc.).
The validation succeeds if the comparison is Tr ue.

CustomValidator

Allows the application to perform validation logic that isn't provided by the standard
comparison controls.

RangeValidator

Compares the value in a control to a given range. The validation succeeds if the value is
within the range.

RegularExpressionValidator

Compares the value in a control to a given regular expression. The validation succeeds if the
value is matched by the regular expression.

RequiredFieldValidator

Checks that a value has been entered into a control. The validation succeeds if the value is
nonempty.

ValidationSummary

Provides an on-screen summary of the validation errors that have occurred on the page.
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These controls are defined in the System.Web.Ul.WebControls namespace.

The first step in using validation controls is to build a web page in the usual way. Example 6-6 shows
the code for a simple data-input web page. Validation controls have not yet been added to this page—
that will be done next. Figure 6-8 shows the resulting display.

Figure 6-8. The output from Example 6-6
=0l x|
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Tk Tit].EZl
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Address Line 2 [

City: | *
State/Prownce: | *

ZIP/Postal Code: | *

Country: |

Business Phone: [

Home Phone: |

Business Fax |
Email Address: |
Buthday: |

* ltems marked with an asterisk are required.

Submit

=
£ Done (F Local ineranes v
Example 6-6. A simple data-input web form
<%@ Page Explicit="True" Strict="True" %
<htm >
<head>
<title>Validation Test</title>
</ head>
<body>
<form action="ValidationTest.aspx" nethod="post" runat="server">
<t abl e>
<tr>

<td align="right">Full Name:</td>

<t d><asp: Text Box id="txt Ful | Nane" runat="server" />*</td>
</[tr>
<tr>

<td align="right">Job Title:</td>

<t d><asp: Text Box id="txtJobTitle" runat="server" /></td
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</[tr>
<tr>
<td align="right">Conpany: </td>
<t d><asp: Text Box i d="t xt Conpany" runat="server" /></td>
</tr>
<tr>
<td align="right">Address Line 1:</td>
<t d><asp: Text Box i d="t xt Addr essLi nel" runat="server"

</[tr>
<tr>

<td align="right">Address Line 2:</td>

<t d><asp: Text Box i d="t xt Addr essLi ne2" runat="server" /></td>
</tr>
<tr>

<td align="right">City:</td>

<td><asp: Text Box id="txtCity" runat="server" />*</td>
</tr>
<tr>

<td align="right">State/Province: </td>

<t d><asp: Text Box i d="t xt St at eProvi nce" runat="server"

</tr>
<tr>

<td align="right">Zl P/ Postal Code:</td>

<t d><asp: Text Box i d="t xt Post al Code" runat="server" /[>*</td>
</[tr>
<tr>

<td align="right">Country: </td>

<t d><asp: Text Box id="txt Country" runat="server" /></td>
</tr>
<tr>

<td align="right">Busi ness Phone: </td>

<t d><asp: Text Box i d="t xt Busi nessPhone" runat="server"

</[tr>
<tr>

<td align="right">Hone Phone:</td>

<t d><asp: Text Box i d="t xt HomePhone" runat="server" /></td>
</[tr>
<tr>

<td align="right">Busi ness Fax:</td>

<t d><asp: Text Box i d="t xt Busi nessFax" runat="server" /></td>
</tr>
<tr>

<td align="right">Enmail Address:</td>

<t d><asp: Text Box i d="t xt Enai | Address" runat="server" /></td>
</[tr>
<tr>

<td align="right">Birthday: </td>

<t d><asp: Text Box id="txtBi rthday" runat="server" /></td>
</[tr>
<tr>

<td col span="2">

* <i>ltems marked with an asterisk are required.</i>

</td>
</[tr>
<tr>

<td col span="2" align="center">

<asp:Button id="btnSubmit" text="Submt" runat="server"
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</td>
</[tr>
</tabl e>
</fornp
</ body>

</htn >

Validation controls can be added either manually in code or graphically by using the Web Forms
Designer in Visual Studio .NET. This section shows how to add the controls in code. All the
information in this section is also applicable when using Visual Studio .NET.

The following validations will be added for the code in Example 6-6:

Full Name, Address Line 1, City, State/Province, and ZIP/Postal Code will be required fields.
If Email Address is filled in, it will be checked for correct format.

If Birthday is entered, it will be checked to ensure that the date entered is no later than the
current system date on the web server.

The modified code is shown in Example 6-7. Code that differs from Example 6-6 is shown in bold.

Example 6-7. A simple data-input web form with validation controls
<%@ Page Explicit="True" Strict="True" %

<script |anguage="vb" runat="server">

Private Sub Page Load(ByVal sender As (hject, ByVal e As Event Args)
cnpBi rt hday. Val ueToConpar e = Dat eTi ne. Today. ToStri ng("yyyy- Mt dd")
End Sub

</script>
<htm >

<head>
<title>Validation Test 2</title>
</ head>

<body>
<form action="Val i dati onTest 2. aspx" net hod="post" runat="server">
<t abl e>
<tr>
<td align="right">Full Nane:</td>
<t d><asp: Text Box id="t xt Ful | Nane" runat ="server" />*</td>
<td>
<asp: Requi redFi el dval i dat or id="recFl dFul | Nane"
Cont rol ToVal i dat e="t xt Ful | Nane"
Error Message="Full Name is required."
runat ="server" />
</td>
</[tr>
<tr>
<td align="right">Job Title:</td>
<t d><asp: Text Box id="txtJobTitle" runat="server" /></td
</[tr>
<tr>
<td align="right">Conpany: </td>
<t d><asp: Text Box i d="t xt Conpany" runat="server" /[></td>
</[tr>
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<tr>
<td align="right">Address Line 1:</td>
<t d><asp: Text Box i d="t xt Addr essLi nel" runat="server"

<t d>
<asp: Requi redFi el dval i dat or id="recFl dAddr essLi nel"
Control ToVal i dat e="t xt Addr essLi nel"
Error Message="Address Line 1 is required."”
runat ="server" />
</td>
</tr>
<tr>
<td align="right">Address Line 2:</td>
<t d><asp: Text Box i d="t xt Addr essLi ne2" runat="server" /></td>
</[tr>
<tr>
<td align="right">City:</td>
<td><asp: TextBox id="txtCity" runat="server" /[/>*</td>
<t d>
<asp: Requi redFi el dval idator id="recFl dGCty"
Control Toval i date="txtCity"
Error Message="City is required."
runat ="server" />
</td>
</tr>
<tr>
<td align="right">State/Province: </td>
<t d><asp: Text Box id="t xt St at eProvi nce" runat="server"

<td>
<asp: Requi redFi el dval i dat or id="recFl dSt at eProvi nce"
Control ToVal i dat e="t xt St at ePr ovi nce"
Error Message="State/ Province is required.”
runat ="server" />
</td>
</[tr>
<tr>
<td align="right">Zl P/ Postal Code:</td>
<t d><asp: Text Box i d="t xt Post al Code" runat="server" /[>*</td>
<td>
<asp: Requi r edFi el dval i dat or i d="recFl dPost al Code"
Control ToVal i dat e="t xt Post al Code"
Error Message="ZI P/ Postal Code is required."
runat ="server" />
</td>
</tr>
<tr>
<td align="right">Country: </td>
<t d><asp: Text Box id="txt Country" runat="server" /[/></td>
</tr>
<tr>
<td align="right">Busi ness Phone: </td>
<t d><asp: Text Box i d="t xt Busi nessPhone" runat="server"

</[tr>
<tr>
<td align="right">Home Phone:</td>
<t d><asp: Text Box i d="t xt HomePhone" runat="server" /></td>
</tr>
<tr>
<td align="right">Busi ness Fax:</td>
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<t d><asp: Text Box i d="t xt Busi nessFax" runat="server" /></td>
</[tr>
<tr>
<td align="right">Email Address:</td>
<t d><asp: Text Box i d="t xt Enai | Addr ess" runat ="server" /></td>
<t d>
<asp: Regul ar Expr essi onVal i dat or i d="regExEmai | Addr ess"
Cont rol ToVal i dat e="t xt Emai | Addr ess"
Error Message="Enai | format nust be name@onpany.com "
Val i dat i onExpr essi on=
"AAW]+@\w-]+\. (conf net|org|edu|lnml)3$"
runat ="server" />
</td>
</[tr>
<tr>
<td align="right">Birthday: </td>
<t d><asp: Text Box id="txtBirthday" runat="server" /></td>
<t d>
<asp: ConpareVal i dator id="cnpBirthday"
Control ToVal i dat e="t xt Bi rt hday"
Type="Dat e"
Oper at or =" LessThanEqual "
Error Message="Bi rt hday nust not be later than today."
runat ="server" />
</td>
</[tr>
<tr>
<td col span="2">
* <i>ltens marked with an asterisk are required.</i>
</td>
</[tr>
<tr>
<td col span="2" align="center">
<asp:Button id="btnSubmt" text="Submt" runat="server"
/>
</td>
</[tr>
</ tabl e>
</ fornp
</ body>

</htnml >

When the web page from Example 6-7 is displayed in a browser, it appears identical to Figure 6-8.
What's different in this version is that if any of the required fields are empty, if the Email Address field
is not in the correct format, or if the Birthday field contains a date in the future, appropriate messages
are shown when the user clicks the Submit button. Figure 6-9 shows the resulting display. Note that
on a computer screen, the error messages are shown in red by default.

Figure 6-9. The output from Example 6-7 when fields are missing or
invalid
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Note the following in Example 6-7:

To make the given fields required, RequiredFieldValidator controls were added, one per field.
To prohibit invalid entries in the Email Address field, a RegularExpressionValidator control
was added.!

1 The regular expression used here is a simple one taken from the Microsoft documentation. It matches only the simplest
email addresses of the form user@company.com and should not be used in production systems. It turns out that matching
Internet email addresses in the general case is not a trivial endeavor. See the book Mastering Regular Expressions by Jeffrey
E. F. Friedl (O'Reilly) for a description of the problem and its solution.

To prohibit future dates from the Birthday field, a CompareValidator control was added. Note
that the value to which to compare (the current date) can't be specified within the

<asp: Conpar eVal i dat or > tag, so this was coded into the Page_Load method near the top
of the example.

: The RequiredFieldValidator control is the only validation control

s that checks for a missing entry. The other validation controls

= perform their validations only if data has been entered into the
corresponding fields. If no data has been entered, the validation
succeeds. If it is necessary to enforce the entry of a field, a
RequiredFieldValidator control must be used in addition to any
other validation controls associated with the field.
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6.4.1 More About Validation-Control Tag Attributes

In addition to the attributes supported by all web controls, the validation controls recognize the
following attributes within their respective tags:

ControlToValidate
Represents the name of the control to validate, as given by the control's ID property.
Display

Specifies whether visual space for the error message should be reserved on the web page,
even if the message isn't currently being displayed. The possible values are:

"Dynamic”
Space for the error message is added to the page if validation fails.
"Static"

Space for the error message is added to the page, regardless of whether the message is
actually displayed. This is the default.

"None"

The error message is never displayed, even if validation fails. This setting is used when the
error message is displayed only in a validation summary control.

EnableClientSideScript

Specifies whether to enable client-side validation (if supported by the browser). The default is
"True".

ErrorMessage
Provides the message displayed to the user if validation fails. The default is an empty string.
ForeColor
Defines the color in which the error message is displayed. The default is " Red" . Valid values
for this attribute are given by the Color structure (defined in the System.Drawing namespace).
See Chapter 4 for information about the Color structure.
The CompareValidator control recognizes these additional attributes:

ControlToCompare

The name of the control that contains the value to compare. If this attribute is specified, the
Val ueToConpar e attribute should not be specified.

Operator
The comparison to be performed. The possible values are:

"DataTypeCheck"
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Type

Validation succeeds if the value in the control to validate can convert to the type specified by
the Type attribute.

"Equal"

Validation succeeds if the value in the control to validate is equal to the comparison value.
"GreaterThan"

Validation succeeds if the value in the control to validate is greater than the comparison value.
"GreaterThanEqual"

Validation succeeds if the value in the control to validate is greater than or equal to the
comparison value.

"LessThan"
Validation succeeds if the value in the control to validate is less than the comparison value.
"LessThanEqual”

Validation succeeds if the value in the control to validate is less than or equal to the
comparison value.

"NotEqual"

Validation succeeds if the value in the control to validate is not equal to the comparison value.

The data type of the values being compared. The values are converted to this type before the
comparison is made. The possible values are " Currency", " Dat e", " Doubl e,
"Integer",and " String".

ValueToCompare

The value to use for comparison. If this attribute is specified, the Cont r ol ToConpar e
attribute should not be specified.

The CustomValidator control recognizes this additional attribute:

ClientValidationFunction

The name of the client-side script function to call to perform client-side validation.

Server-side custom validation is performed by responding to the CustomValidator control's
ServerValidate event. See Section 6.4.4 later in this chapter for details.

The RangeValidator control recognizes these additional attributes:

MaximumValue
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MinimumValue
The minimum value of the range. The default is an empty string.
Type

The data type of the value being validated. The value being validated, as well as the maximum
and minimum values, are all converted to this type before the comparisons are made. The
possible values are " Currency", " Dat e", " Doubl e"," I nteger",and " String". The
defaultis " String".

The RegularExpressionValidator control recognizes this additional attribute:

ValidationExpression
The regular expression against which to validate.

The RequiredFieldValidator control recognizes this additional attribute:

InitialValue

The value considered a "blank" value. The default is an empty string. Validation fails if and
only if the value in the control to be validated matches the value given inthe | ni ti al Val ue
attribute.

6.4.2 Using Validation-Control Properties

The names of the attributes listed in the previous section are also the names of the corresponding
properties of the control classes. These properties can be read or set in code, if desired. For example,
after a value is specified for the Er r or Message attribute, that value can be read in code by reading
the ErrorMessage property of the control. Similarly, attributes need not be used at all. Instead, values
can be directly written to the corresponding properties in code.

In addition to the properties that match the attributes in the previous section, the validator controls all
have the following properties:

Enabled

This Boolean property specifies whether the validation control is enabled. When this property
is set to Fal se, the control does not attempt to perform validation. The default is Tr ue.

IsValid
This Boolean property indicates whether the value in the associated control passes validation.
PropertiesValid

This read-only Boolean property indicates whether the value specified by the
ControlToValidate property is a valid control on the page.

RenderUplevel

This read-only Boolean property indicates whether the browser supports up-level rendering.
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6.4.3 Providing a Summary View of Validation Failures

In addition to placing each error message next to the field that is in error, there is another option.
Using the ValidationSummary control, you can display a summary of a web page's validation errors
either on the page, in a message box (if the browser is enabled for client-side JavaScript), or both. For
example, you could add the following fragment to the code in Example 6-7 (new code is shown in
bold; the surrounding lines are shown for context):

<body>
<form acti on="Val i dati onTest 2. aspx" net hod="post" runat="server">
<asp: Val i dat i onSunmary
Header Text =" Sone information is mssing or ms-typed. Please
make corrections for the following itens, then click the
Subm t button again. Thank you!"
runat ="server" />
<t abl e>
<tr>

The ValidationSummary control automatically detects validation controls that are on the same page. If
validation fails, the ValidationSummary control displays the ErrorMessage properties from all validation
controls that reported failure. This displays in addition to the display of each individual validation
control. In practice, it is unlikely that both displays are desired, so the Di spl ay attribute of each
validation control can be set to " None" to suppress individual display, like this:

<asp: Requi redFi el dval i dat or i d="recFl dFul | Narme"
Control ToVal i dat e="t xt Ful | Nane"
Error Message="Full Nane is required.”
Di spl ay="None"
runat ="server" />

Figure 6-10 shows how these changes affect the web page when validation fails.

Figure 6-10. Using the ValidationSummary control
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The attributes recognized by the ValidationSummary control are:
DisplayMode
Specifies the format in which the error messages are displayed. The possible values are:
"BulletList"
Displays the error messages in a bulleted list. This is the default.
"List"
Displays the error messages in a list without bullets.

"SingleParagraph”
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Displays the error messages in paragraph form.
EnableClientScript

Specifies whether to enable a client-side script (if supported by the browser). The default is
"True".

ForeColor

Defines the color in which the summary is displayed. The default is " Red" . Valid values for
this attribute are given by the Color structure (defined in the System.Drawing namespace).
See Chapter 4 for information about the Color structure.

HeaderText
Displays a message above the summarized items. The default is an empty string.
ShowMessageBox

Indicates whether to show the summary in a message box using a client-side script. If this
attribute is setto " Tr ue" and the browser supports JavaScript, the summary is shown in a
message box (see Figure 6-11). If setto " Fal se”, no message box is shown. The default is
"Fal se".

Figure 6-11. Showing the validation summary in a message box
x|
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ShowSummary

Indicates whether to show the summary on the web page. If this attribute is setto " Tr ue", the
summary is shown on the web page. If setto " Fal se", the summary is not shown on the web
page. The defaultis " Tr ue".

Note that the ShowivessageBox and ShowSunmar y attributes are independent of each other. If both
are setto " True", the summary is shown in both ways.

These attributes all correspond to like-named properties of the ValidationSummary class and can be
read and modified in code.

6.4.4 Performing Custom Validation

For situations in which the standard validation controls aren't sufficient, ASP.NET provides the
CustomValidator control. This control allows the developer to specify custom functions—on both the
client and the server—that validate the contents of the associated control. The client-side validation
function must be a JavaScript or VBScript code block that is part of the web page. The server-side
validation function is a method defined in the web page class.

Example 6-8 shows code using a CustomValidator control. The code generates a page with a single
text box in which the user is expected to type a mathematical expression. The validation that occurs
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on the value simply ensures that there are an equal number of left and right parentheses. Figure 6-
12 shows the display before validation occurs. Figure 6-13 shows the display when validation fails.

Figure 6-12. The display from Example 6-8 before validation occurs
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Figure 6-13. The display from Example 6-8 when validation fails
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Example 6-8. Using the CustomValidator control
<%@ Page Explicit="True" Strict="True" %

<script |anguage="VB" runat="server">

Private Sub cstExpression_ServerValidate( _
ByVal sender As Object, _
ByVal e As ServerValidateEvent Args _

e.lsvValid =

(Count SubStri ng(e. Value, "(") = CountSubString(e.Value, ")"))
End Sub

Private Function Count SubString( _
ByVal strSearchThis As String, _
ByVal strSearchFor As String _
) As Integer
Dimcount As Integer = 0
Di m pos As Integer = strSearchThis.|ndexOf(strSearchFor)
Do Wiile pos <> -1
count += 1
pos = strSearchThis. | ndexOf (strSearchFor
pos + str SearchFor. Length)
Loop
Ret urn count
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End Functi on
</script>
<script |anguage="JavaScript">
function count SubString(searchThis, searchFor) ({

var count = 0;
var pos = searchThi s.indexOf (searchFor);

while pos !'= -1 {
count ++;
pos = searchThis.indexOf (searchFor, pos + searchFor. |l ength);
}
return count;
}
function cstExpression_CientValidate(sender, e) {
e.lsvalid =
(count SubString(e. Value, "(") == count SubString(e.Value, ")"))
}
</script>
<ht m >
<head>
<title>CustonWValidator Test</title>
</ head>
<body>
<form acti on="Cust onVval i dat or Test . aspx" net hod="post" runat="server">
<t abl e>
<tr>
<td align="right">Enter an expression:</td>
<t d><asp: Text Box i d="t xt Expressi on" runat="server" /></td>
</[tr>
<tr>
<td col span="2">
<asp: CustonVal i dat or i d="cst Expression”
Control ToVal i dat e="t xt Expr essi on"
OnSer ver Val i dat e="cst Expressi on_Server Val i dat e"
ClientValidateFunction="cst Expressi on_CientVal i date"
Error Message="The nunber of |eft parentheses in
t he expression nmust be the sane as the numnber
of right parentheses."
runat ="server" />
</td>
</[tr>
<tr>
<td col span="2" align="center">
<asp: Button id="btnSubmit" text="Subnit"
runat ="server" />
</td>
</tr>
</tabl e>
</ fornp
</ body>
</ htm >
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The code in Example 6-8 is straightforward. First, a server-side method called
cstExpression_ServerValidate is added to the page to handle server-side validation. This method is
actually an event handler with a signature that's appropriate for the CustomValidator control's
ServerValidate event. Setting the OnSer ver Val i dat e attribute of the <asp: Cust onial | dat or >
tag wires the handler method to the event. Second, a client-side function,
cstExpression_ClientValidate, is added to the page to handle client-side validation. This function is
called by the client-side validation code when it is time for the txtExpression field to be validated.
Setting the Cl i ent Val | dat eFunct i on attribute of the <asp: Cust omval i dat or > tag wires up this
function.

6.5 Using Directives to Modify Web Page Compilation

You can modify web page compilation by including directives. Directives are keywords that are
recognized and acted on by the ASP.NET page compiler. They affect a page's compilation, rather than
its presentation. Directives are delimited by the characters <% @and %> and can appear at any location
in the source file (although Microsoft says that "standard practice" is to place them at the top of the
file). For example, the following <%@Page %> directive was shown in Example 6-1, earlier in this
chapter:

<%@ Page Language="vb" AutoEvent Wreup="fal se"
CodeBehi nd="WebFor mL. aspx. vb" I nherits="1deExanpl es. WebFor mL." %

Directives are similar in form to HTML tags. There is the directive itself, followed by one or more
attributes that specify various settings associated with the directive. A directive without attributes has
no effect. Directives are different from HTML tags in that the delimiters are different and in that
directives have no closing tags.

ASP.NET defines the following directives and associated attributes:

@ Assembly
Provides a way to reference assemblies defined elsewhere. This directive's attributes are:
Name
Specifies the name of an assembly in the global assembly cache. For example:

<%@ Assenbl y Nane="System W ndows. For ns" %
SRC

Specifies the path of a Visual Basic .NET source file to be compiled and referenced. The path
is relative to the web application's virtual folder. For example:

<%@ Assenbl y SRC="Soned ass.vb" %

Either the Nane or the SRC attribute can be specified, but not both. If multiple assemblies are
to be referenced, the @Assenbl y directive should appear multiple times, like this:

<%@ Assenbl y Name="System W ndows. Forns" %
<%@ Assenbly Nane="System Draw ng" %

Note the following when using the @Assenbl y directive:

Assemblies located in the application's /bin folder are automatically referenced—there
is no need to use the @Assenbl y directive.
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The @Assenbl y directive can't reference compiled assemblies that aren't in the
global assembly cache.

Source files referenced with the SRC attribute must be located somewhere underneath
the web application’'s virtual folder.

@ Control
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Modifies compilation of a user control. (User controls are discussed in Section 6.11.1 later in
this chapter.) This directive's attributes are:

AutoEventWireup

Indicates whether the control's events are autowired to appropriate handlers found within the
Control class. Allowed values are "t rue" and "f al se". The defaultis "t rue". This is
identical to the same concept found in Page classes. See Section 6.2.1 in Section 6.2
earlier in this chapter.

ClassName

Specifies a class name for the compiled control. This can be any name that is valid for a
Visual Basic .NET class. By default, the name is constructed from the filename of the user
control. If the filename is " f i | enane. ascx"”, then the Cl assNane value is
"filenane_ascx".

CodeBehind

Is used by Visual Studio .NET projects instead of the Sr ¢ attribute to specify a code-behind
file.

CompilerOptions

Specifies arbitrary arguments to be passed to the Visual Basic .NET compiler. The format of
these arguments is the same as for the Visual Basic .NET command-line compiler. The default
is the empty string. (Command-line compiler options are not documented in this book.)

Debug

Specifies whether to compile the control in debug mode. Allowed values are "t r ue" and
"fal se". The defaultis " f al se". Compiling in debug mode enables features such as rich
error messages (suitable for developers) and setting breakpoints.

Description

Is a place for the developer to describe the control. Neither ASP.NET nor Visual Studio .NET
uses it in any way.

EnableViewState

Specifies whether view state will be maintained across page requests. Allowed values are
“true" and"fal se". The defaultis "t rue". See Section 6.8 later in this chapter for more
information.

Explicit
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Specifies whether the control will be compiled with Opt i on Expl i ci t turned on. Allowed
values are "true" and"fal se". The defaultis "t r ue". See Chapter 2 for a discussion of
this compiler option.

Inherits

Specifies a class from which the compiled control class will inherit. The value can be the name
of any accessible class that inherits from the UserControl class (defined in the System.Web.UI
namespace). If this attribute is not specified, the compiled control class inherits directly from
the UserControl class.

Language

Specifies the programming language in which embedded code is written. This can be different
from the language in which the control's code-behind class is written.

Src

Specifies a file containing the source for the control's code-behind class, if any. By default,
user controls don't have a code-behind class.

Strict

Specifies whether the control will be compiled with Opt i on St ri ct turned on. Allowed values
are"true" and"fal se". The defaultis " f al se". See Chapter 2 for a discussion of this
compiler option.

WarningLevel

Specifies the warning level at which the compiler aborts compilation of the control. Allowed
valuesare "0","1","2"," 3", and" 4" .

@ Implements

Specifies the name of an interface that is implemented by the web page. This directive serves
the same function as the | npl enent s statement in Visual Basic .NET. The @I npl enent s
directive has one attribute:

Interface

Designates the implemented interface. Only one interface can appear in each @ npl enent s
directive. To specify more than one interface, provide multiple @ np! enent s directives.

Recall that .aspx files are compiled into classes. This is why a web page can implement an
interface. The actual implementation must be provided just as it would be in a Visual

Basic .NET class definition. In this case, however, the implementation appears as Visual
Basic .NET code within a <scri pt > block in the .aspx file.

@ Import

Imports a namespace into the page, allowing classes to be referred to by their short names
rather than by their fully qualified names. This directive serves the same function as the
| nport s keyword in Visual Basic .NET. The @I nport directive has one attribute:

Namespace
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Designates the namespace to import. Only one namespace can appear in each @| mpor t
directive. To import more than one namespace, provide multiple @I npor t directives.

Only namespaces that exist within referenced assemblies can be included in the @I npor t
directive. In Visual Studio .NET projects, referenced assemblies appear beneath the
References item in the Solution Explorer window. You can add assembly references to the
project by right-clicking on the References item, selecting Add Reference, and then choosing
or browsing to the desired assembly in the Add Reference dialog box. In projects that are
created without the aid of Visual Studio .NET, assemblies are referenced in one of three ways.
Assemblies that are in the global assembly cache (GAC) can be referenced by using the @
Assenbl y directive. Assemblies that are not in the GAC can be referenced by placing them in
a bin directory within the application's root directory. Finally, at the command line, the DLL in
which an assembly resides can be referenced using the / r ef er ence (or/ r) switch.

See also the @Ref er ence directive later in this list.

@ OutputCache

Specifies output cache settings. Aside from the attributes listed here, caching is not discussed
in this book.

Duration

The number of seconds to cache the page or user control. There is no default—this attribute
must be specified if the @Out put Cache directive is used.

Location

The location of the output cache. Allowed values are " Any" (allows the framework to choose
where to place the cache), " Cl i ent " (the cache is placed on the browser client),
"Downstrean (the cache is placed on a server that is downstream from the server
processing the request), " None" (output is not cached), and " Ser ver " (the cache is placed
on the server processing the request).

The remaining attributes, VVar yBy Cust om Var yByHeader , Var yByPar am and
Var yByCont r ol , are beyond the scope of this book.

@ Page
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Modifies compilation of a web page. This directive's attributes are:
AspCompat

Indicates whether to run this page on a single-threaded apartment (STA) thread. Allowed
values are "t rue" and "f al se". The defaultis " f al se". Running the page on an STA
thread lets it call components that require an STA thread, such as components written in

Visual Basic 6.

In spite of its name, this attribute doesn't enable embedding classic ASP in an ASP.NET
(-aspx) source file.

AutoEventWireup
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Indicates whether the page's events are autowired to appropriate handlers found within the
Page class. Allowed values are "t rue" and " f al se". The defaultis "t r ue". See Section
6.2.1 in Section 6.2 earlier in this chapter.

Buffer

Indicates whether to enable response buffering for the page. Allowed values are "t r ue" and

“fal se". The defaultis "t r ue". When response buffering is enabled, the entire response is
generated before any of it is sent to the browser. If response buffering is disabled, data is sent
to the browser as it is generated.

ClassName

Specifies a class name for the compiled page. This can be any name that is valid for a Visual
Basic .NET class. By default, the name is constructed from the filename of the web page. If
the filenameis "fi | enanme. aspx", the Cl assNane valueis "fi | ename_aspx".

ClientTarget

Overrides the ASP.NET framework's automatic detection of browser capabilities. Set this
attribute to " Upl evel " or " Downl evel " to force ASP.NET to forego browser detection and
just assume the corresponding capabilities. Alternatively, set this attribute to the value given
by the browser setting within the <br owser Caps> section of a web application's .config file to
cause ASP.NET to assume the capabilities defined within that section. The default is an empty
string. This attribute corresponds to the ClientTarget property of the Page class.

CodeBehind

Used by Visual Studio .NET projects instead of the Sr ¢ attribute to specify a code-behind file.
CodePage

Specifies the code page (that is, the character set) to use in rendering the web page. The
value can be any valid code page. The default is the default code page for the web server.

CompilerOptions

Specifies arbitrary arguments to be passed to the Visual Basic .NET compiler. The format of
these arguments is the same as for the Visual Basic .NET command-line compiler. The default
is the empty string. (Command-line compiler options are not documented in this book.)

ContentType

Specifies the type of data to be rendered by the page. The value can be any valid content type
as defined by the Multipurpose Internet Mail Extensions (MIME) specification. The default is
"text/htm".

Culture

Specifies the culture to be used by the page. The culture specifies language and formatting
conventions used in rendering content. The value can be any standard culture name, as given
in Appendix C. The default is determined by the configuration of the web server.

Debug
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Specifies whether to compile the page in debug mode. Allowed values are "t r ue" and
"fal se". The defaultis " f al se". Compiling in debug mode enables features such as rich
error messages (suitable for developers) and setting breakpoints.

Description

Provides a place for the developer to describe the page. Neither ASP.NET nor Visual
Studio .NET uses it in any way.

EnableSessionState

Specifies the availability of session state for the page. Allowed values are "t r ue" (indicating
that session state is to be enabled), " f al se" (indicating that session state is not to be
enabled), and " ReadOnl y" (indicating that session state is enabled, but read-only). The
defaultis "t r ue" . See Section 6.8 later in this chapter for more information.

EnableViewState

Specifies whether view state will be maintained across page requests. Allowed values are
“true" and"fal se". The defaultis "t rue". See Section 6.8 in this chapter for more
information.

EnableViewStateMac

Specifies whether to use increased security to verify that the user has not tampered with the
view state received in a postback. Allowed values are "t rue" and " f al se". The default is
"fal se".

ErrorPage

Specifies the URL of a web page to which the user should be redirected if an unhandled
exception occurs during the processing of the page request.

Note that this redirection occurs only if custom errors are enabled. This is controlled by the
<cust omEr r or s> section in the application's web.config file or in the machine's
machine.config file. By default, the machine.config file contains this entry:

<custonkrrors
node="Renot eOnl y" />

This means that if an unhandled exception occurs, redirection to the page specified by the
Er r or Page attribute occurs only if the browser is not running on the web server. This is a
good default configuration, since a developer testing on a web server probably would like to
see the 1IS-generated exception page rather than a customer-friendly error page. See
Chapter 3 for more information about configuration files.

Explicit
Specifies whether the page will be compiled with Opt i on Expl i ci t turned on. Allowed
values are "true" and " fal se". The defaultis "t rue". See Chapter 2 for a discussion of

this compiler option.

Inherits
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Specifies a class from which the compiled page class will inherit. The value can be the name
of any accessible class that inherits from the Page class (defined in the System.Web.UI
namespace). If this attribute is not specified, the compiled page class inherits directly from the
Page class.

Language

Specifies the programming language in which embedded code is written. This can be different
from the language in which the page's code-behind class is written.

LCID

Specifies the locale to be used by this page (LCID stands for locale identifier ). The LCID is a
four-byte unsigned integer that identifies the culture used when rendering the page. Specifying
a value for LCID is an alternative to specifying a value for the Cul t ur e attribute. See
Appendix C for a list of cultures and corresponding LCIDs.

ResponseEncoding

Specifies the character-encoding format to use for the web page. The defaultis " UTF- 8" .

Src

Specifies the name of a file containing the source for the page's code-behind class, if any. By
default, web pages don't have a code-behind class.

Strict

Specifies whether the page will be compiled with Opt i on St ri ct turned on. Allowed values
are"true" and"fal se". The defaultis " f al se". See Chapter 2 for a discussion of this
compiler option.

Trace

Specifies whether to enable tracing. Allowed values are "t rue" and " f al se". The default is
"fal se".

TraceMode

When tracing is enabled, specifies how trace messages will be sorted. Allowed values are
"SortByCategory" and " Sort By Ti ne". The defaultis " Sort By Ti ne".

Transaction

Specifies whether and how the page participates in transactions. Allowed values are
“Not Supported", " Supported”,"Required",and " Requi resNew". The default is
“Not Suppor t ed". Transaction processing is not discussed in this book.

WarningLevel

Specifies the warning level at which the compiler aborts compilation of the page. Allowed
valuesare "0","1","2"," 3", and" 4" .

@ Reference
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Provides a way to reference the data type for a control or page, which will be dynamically
loaded from the current page using the Page class's LoadControl method. This directive's
attributes are:

Page

The name of an .aspx file that defines a web page to be dynamically referenced from the
current page.

Control

The name of an .ascx file that defines a web control to be dynamically referenced from the
current page.

Only one attribute (either Page or Cont r ol ) is allowed in a single @Ref er ence directive. To
specify multiple pages or controls, specify multiple @Ref er ence directives on separate lines.

The @Ref er ence directive is useful if the page has code similar to this:

<script |anguage="VB" runat="server">
Protected Overrides Sub OnLoad(ByVal e As Event Args)
Dimctl As Control

ctl = LoadControl ("SomeControl.ascx")
Controls. Add(ctl)
End Sub
</script>

This code loads a control from an .ascx file and adds it to the current page's collection of
controls. This works just fine, but if this code needs to access properties and methods of the
loaded control without resorting to late binding, it's in trouble. It has no way to convert the
Control reference in ct | to the appropriate data type. This is where the @Ref er ence
directive comes in. Referencing the .ascx file in an @Ref er ence directive makes the data
type available to the source code on the rest of the page. Here's how it would look:

<% Ref erence Control =" SoneControl.ascx" %
<script |anguage="VB" runat="server">
Protected Overrides Sub OnLoad(ByVal e As Event Args)
Dimctl As SoneControl

ctl = CType(LoadControl ("SonmeControl.ascx"), SoneControl)
ctl. SonmeProperty = "SoneVal ue"
Controls. Add(ctl)
End Sub
</script>

ct | is now strongly typed, and the type SomeControl is available to the application code.

@ Register
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Allows user controls and custom server controls to be added to a web page. It has two forms.
The first form allows all the controls in an entire namespace to be referenced. It looks like this:

<% Regi st er
TagPrefi x="tagprefix_nane"
Namespace="nanespace_nane"
Assenbl y="assenbl y_nane"
%
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When this format is used, you can use any of the controls within the referenced namespace
on the web page by including a tag of this form:

<t agprefix_nane: cl ass_nane runat="server" />

The second form of the @Regi st er directive registers a single control that resides in a
source file. It looks like this:

<% Regi st er
TagPrefi x="t agpr ef i x_nane"
TagNanme="t agnane"
Src="pat h"

%>

When this format is used, you can use the specific control found in the source file on the web
page by including a tag of this form:

<t agprefix_nane: tagname runat="server" />

In either form, you can set properties of the control object by specifying the properties as
attributes of the tag, like this:

<t agprefi x_nane: tagnanme MyPropertyNane="sone val ue" runat="server" />
See Section 6.11 later in this chapter for additional examples.

The attributes of the @Regi st er directive are:

TagPrefix

A name that represents the namespace being referenced

TagName

A name that represents the class being referenced

Namespace

The namespace to reference

Src

The source file containing the control

6.6 ASP.NET Objects: Interacting with the Framework

The ASP.NET framework exposes functionality to web applications through a number of so-called
intrinsic objects. These objects are available through the Server, Application, Session, Cache,
Request, and Response properties of the Page object. This section gives an overview of these objects.

6.6.1 The Server Object

The Server object is an instance of the HttpServerUtility class (defined in the System.Web
namespace). This object provides information and services related to the web server. The
HttpServerUtility class has two properties:
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MachineName
Gets the name of the machine on which the application is running. The type is String.
ScriptTimeout

Gets or sets the web-request timeout in seconds. The type is Integer. The default is 90
seconds.

Some of the commonly used methods are:
ClearError

Clears the last exception that occurred (see also GetLastError in this list). The syntax is:

Public Sub ClearError( )
Execute

Executes a request to another page. After the other page is processed, processing of the
current page continues. The Execute method has two overloads. The first is:

Public Overl oads Sub Execute(ByVal path As String)

The pat h parameter specifies the path of the web page file to be executed. With this form of the
Execute method, the output of the web page is intermingled with the output of the calling page.

The second overload is:

Public Overl oads Sub Execute(ByVal path As String,
ByVal writer As System | O TextWiter)

Again, the pat h parameter specifies the path of the web page file to be executed. The wr i t er
parameter specifies an object of type TextWriter (defined in the System.lO namespace) that is to
receive the output from the executed web page. (The TextWriter class is not documented in this book.)
GetlLastError

Gets the last exception that was thrown (see also ClearError in this list). The syntax is:

Public Function GetLastError( ) As System Exception
HtmlEncode and HtmIDecode

Encode and decode strings, respectively, that might contain HTML characters. Each method
has two overrides: one that returns the encoded or decoded string as a String and one that
writes the encoded or decoded string into an object of type TextWriter (defined in the
System.lO namespace). (The TextWriter class is not documented in this book.) The syntax for
these methods is:

Public Overl oads Function Htm Encode(ByVal s As String) As String
The s parameter is the string to encode. The return value of the function is the encoded string.

Public Overl oads Sub Htm Encode(ByVal s As String,
ByVal output As System | O TextWiter)
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The s parameter is the string to encode. The encoded string is written to the TextWriter object passed
in the out put parameter.

Publ i c Overl oads Function Htnm Decode(ByVal s As String) As String
The s parameter is the string to decode. The return value of the function is the decoded string.

Public Overl oads Sub Htnl Decode(ByVal s As String,
ByVal output As System | O TextWiter)

The s parameter is the string to decode. The decoded string is written to the TextWriter object passed
in the out put parameter.

MapPath
Returns the physical path that corresponds to the given virtual path. The syntax is:

Publ i ¢ Function MapPat h(ByVal path As String) As String
Transfer

Stops execution of the current page and begins execution of the specified page. This method
differs from the Redirect method of the Response object. The Redirect method directs the
browser to request a new page, whereas the Transfer method simply starts executing a new
page. The Transfer method has two overrides. The first is:

Public Overl oads Sub Transfer(ByVal path As String)
The pat h parameter specifies the virtual path of the new page. The second override is:

Public Overl oads Sub Transfer(Byval path As String,
ByVal preserveForm As Bool ean)
UrlEncode and UrlDecode

Encode and decode strings, respectively, so that they can be used within URLs. Each method
has two overrides: one that returns the encoded or decoded string as a String and one that
writes the encoded or decoded string into an object of type TextWriter (defined in the
System.lO namespace). (The TextWriter class is not documented in this book.) The syntax for
these methods is:

Public Overl oads Function Ul Encode(ByVal s As String) As String
The s parameter is the string to encode. The return value of the function is the encoded string.

Public Overloads Sub Url Encode(ByVal s As String,
ByVal output As System | O TextWiter)

The s parameter is the string to encode. The encoded string is written to the TextWriter object
passed in the out put parameter.

Publ i c Overl oads Function Url Decode(ByVvVal s As String) As String
The s parameter is the string to decode. The return value of the function is the decoded string.

Public Overl oads Sub Url Decode(ByVal s As String,
ByVal output As System | O TextWiter)
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The s parameter is the string to decode. The decoded string is written to the TextWriter object
passed in the out put parameter.

6.6.2 The Application Object

The Application object is an instance of the HttpApplicationState class (defined in the System.Web
namespace). This object holds application state to be used by all web requests in an application. See
Section 6.8 later in this chapter for more information.

6.6.3 The Session Object

The Session object is an instance of the HttpSessionState class (defined in the
System.Web.SessionState namespace). This object holds application state that is specific to the
current web request's session. See "Maintaining State" later in this chapter for more information.

6.6.4 The Cache Object

The Cache object is an instance of the Cache class (defined in the System.Web.Caching namespace).
This object caches dynamically created objects on the server, thereby improving average performance
for the web site's users. Caching is not discussed further in this book.

6.6.5 The Request Object

The Request object is an instance of the HttpRequest class (defined in the System.Web namespace).
This object provides information and services related to the current web request. These are the
commonly used properties of the HttpRequest class:

ApplicationPath

The virtual path of the root folder of the application. This is a read-only property. The type is
String.

Browser

Information about the capabilities of the client browser. This is a read-only property. The type
is HttpBrowserCapabilities (defined in the System.Web namespace). The properties of the
HttpBrowserCapabilities type are listed later in this chapter under Section 6.7.

Cookies

The collection of client-side cookies sent by the browser. This is a read-only property. The
type is HttpCookieCollection (defined in the System.Web namespace). See the discussion of
cookies later in this chapter under Section 6.8.

FilePath
The virtual path of the current request. The type is String.
IsAuthenticated
An indication of whether the user has been authenticated. The type is Boolean.

IsSecureConnection
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An indication of whether the current request is over a secure (HTTPS) connection.

6.6.6 The Response Object

The Response object is an instance of the HttpResponse class (defined in the System.Web
namespace). This object provides information and services related to the response that results from
the current web request. These are the commonly used properties of the Response object:

BufferOutput

An indication of whether output will be buffered while being generated. The type is Boolean.
When this property is Fal se, output is sent to the client as it is generated. When it is Tr ue (its
default value), output is buffered until it has been completely generated, then it is sent to the
client. If a particular page request requires a lot of processing, but portions of the page
become available throughout that processing, it is beneficial to set this property to Fal se so
that the client gets at least some output as soon as possible. On the other hand, the benefit to
setting this property to Tr ue is that the output can be stopped or changed, or the page can be
redirected, in the middle of page processing without sending spurious output to the client.

Cache

The caching policy of a web page. The type is HitpCachePolicy (defined in the System.Web
namespace). Caching is not discussed in this book.

Charset
The character set used in the output stream. The type is String. The defaultis " ut f - 8".
ContentEncoding

The character encoding used in the output stream. The type is Encoding (defined in the
System.Text namespace). The default is an instance of the UTF8Encoding class (defined in
the System.Text namespace).

ContentType
The MIME content type of the output stream. The type is String. The defaultis "t ext / ht i ",
Cookies

A collection of HttpCookie objects representing cookies to be transmitted to the client browser.
The type is HttpCookieCollection (defined in the System.Web namespace). See the
discussion of cookies later in this chapter under Section 6.8.

Expires

The number of minutes for which the client browser should cache the web page output. The
type is Integer. The default is O.

ExpiresAbsolute

The date and time until which the client browser should cache the web page output. The type
is Date. The default is Dat eTi ne. M nVal ue.

Status
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The HTTP status text to be returned to the client browser. The type is String. The default is
"200 OK".

StatusCode

The HTTP status code to be returned to the client browser. The type is Integer. The default is
200.

StatusDescription

The HTTP status description to be returned to the client browser. The type is String. The
default is " OK" .

These are some commonly used methods of the HttpResponse class:
Redirect

Sends a redirect message to the client browser. Client browsers respond by requesting the
web page specified in the redirect message. The syntax is:

Public Sub Redirect(ByVal url As String)
The ur | parameter specifies the address of the new page to be requested.
Write

Writes a value directly to the output stream. This method is useful within script blocks that are
embedded on the web page. There are versions of this method that write a single character,
an array of characters, an object, and a string. The syntax for the version that writes a string is:

Public Overloads Sub Wite(ByVvVal s As String)
6.7 Discovering Browser Capabilities

One of ASP.NET's strengths is that it accommodates differences in client browsers without requiring
any special effort from the application developer. However, it is often desirable for a web application to
discover the capabilities of the browser making a given request. For this purpose, ASP.NET makes
browser information available to the web application. ASP.NET's Request object (available through the
Page object's Request property) has a Browser property that returns an object of type
HttpBrowserCapabilities. The properties of this object are:

ActiveXControls

Indicates whether the client browser supports ActiveX controls. The type is Boolean.

AOL

Indicates whether the client browser is an America Online browser. The type is Boolean.
BackgroundSounds

Indicates whether the client browser supports background sounds. The type is Boolean.
Beta
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Indicates whether the client browser is a beta release. The type is Boolean.
Browser

Indicates the browser string (e.g., " | E") received in the User-Agent header of the HTTP
request. The type is String.

CDF

Indicates whether the browser supports Channel Definition Format for webcasting. The type is
Boolean.

ClrVersion

Indicates the version of the .NET CLR installed on the client (if any). The type is Version
(defined in the System namespace).

Cookies
Indicates whether the client browser supports cookies. The type is Boolean.
Crawler

Indicates whether the client browser is a web crawler (an automated program used by online
search engines to discover web content). The type is Boolean.

EcmasScriptVersion

Indicates the version of ECMA Script that the client browser supports. The type is Version
(defined in the System namespace).

Frames

Indicates whether the client browser supports Frames. The type is Boolean.
JavaApplets

Indicates whether the client browser supports Java applets. The type is Boolean.
JavaScript

Indicates whether the client browser supports JavaScript. The type is Boolean.
MajorVersion

Indicates the major version number of the client browser. The type is Integer.
MinorVersion

Indicates the minor version number of the client browser. The type is Double. For example, if
the version of the client browser is 8.15, the value of the MinorVersion property is 0. 15.

MSDomVersion
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Indicates the version of the Microsoft XML document object model that the client browser
supports. The type is Version (defined in the System namespace).

Platform

Indicates the platform on which the client browser is running. The type is String. For example,
for a browser running on Windows 2000 Professional, the Platform property returns " \W nNT" .

Tables
Indicates whether the client browser supports HTML tables. The type is Boolean.
Type

Indicates the name and major version number of the client browser (e.g., " | E6"). The type is
String.

VBScript

Indicates whether the client browser supports VBScript. The type is Boolean.
Version

Indicates the full version number of the client browser (e.g., " 8. 15"). The type is String.
W3CDomVersion

Indicates the version of the W3C XML document object model that the client browser supports.
The type is Version (defined in the System namespace).

Win16

Indicates whether the client browser is running on a 16-bit Windows operating system. The
type is Boolean.

Win32

Indicates whether the client browser is running on a 32-bit Windows operating system. The
type is Boolean.

6.8 Maintaining State

The process of serving web pages is inherently stateless. By default, each request to a web server is
isolated from every other request that a user might make. This is a fine model for serving static web
pages, but it's not very useful for full-featured applications. To be useful, applications must keep track
of state. This section describes the different options that web developers have for storing state.

6.8.1 The Session Object

When a user browses to a web page served by IIS, 1IS considers it the start of a session for that user.
A session is an abstract concept that refers to the period of time within which a particular user is
interacting with a web application. Although it's easy to determine when a session starts, it's not so
easy to know when that session ends. This is because of the inherent disconnectedness of web
browsing. After any given web request is serviced, IIS doesn't really know whether the user will issue
more requests (browse to more pages). For this reason, IIS establishes a session timeout period. If no
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new requests are received from a user after a given amount of time, IIS considers that session to have
ended.

A session corresponds to a single use of a web application by a single user. To assist the web
application in maintaining state for the duration of a session, ASP.NET provides an intrinsic object
called the Session object. When a session begins, ASP.NET instantiates a Session object. During
processing of web requests, the application can store information into the Session object in
name/value pairs. Later requests received during the same session can read the information stored in
the Session object. The Session object is of type HitpSessionState (defined in the
System.Web.SessionState namespace) and is available through the Page class's Session property.
Here is an example of saving information into a session object:

Session("FirstNane") = txtFirstNanme. Text

For example, this code could be run in response to the user clicking a Submit button on a form. The
code assumes that the page has a text box named txtFirstName, in which the user has presumably
typed a name. The value thus saved is available (until the session ends) to all subsequent web
requests by the same user. For example, a subsequent page could use this value to personalize a
message, like this:

Response. Wite("Hello, " & Session("FirstNane") & ", welconme to ASP. NET!")
The commonly used properties of the HttpSessionState class are:
Count
The number of items stored in the Session object. The type is Integer.
IsNewSession
An indication of whether the current request created the session. The type is Boolean.
Keys

A collection of all keys used in the Session object. A key is the name of the data being stored
in the Session object, as opposed to the value of that data. For example, in the following line
of code, the key is " Fi r st Nane" :

Session("FirstNane") = txtFirstName. Text

The following code fragment loops through all the keys in the Session object:

Dimstr As String
For Each str In Session. Keys

Next

The type of the Keys property is KeysCollection (defined within the NameObjectCollectionBase class
in the System.Collections.Specialized nhamespace).

StaticObjects

A collection of objects declared with the <obj ect scope="Sessi on" > tag in the
application's global.asax file. The type is HttpStaticObjectsCollection (defined in the
System.Web namespace). See Section 6.9 later in this chapter.
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Timeout

The session timeout, in minutes. If a new request isn't received in this amount of time, the
session ends. The type is Integer. The default is 20.

Some commonly used methods of the HttpSessionState class are:
Abandon
Ends the current session. The syntax is:

Publ ic Sub Abandon( )
Clear

Clears all values from the Session object. The syntax is:

Public Sub Clear( )
Remove

Clears a single item from the Session object. The syntax is:

Public Sub Renpbve(ByVal name As String)

6.8.2 The Application Object

Some state should be maintained at the application level rather than at the session level, meaning that
the state information is available to all sessions in the application. This is what the Application object is
for. It is used just like the Session object, except that values stored in the Application object are visible
to all sessions in the application. The Application object is instantiated when the first session begins,
and it ends when no more sessions exist.

Be careful when writing new values to the Application object. Because a single Application object is
shared by all concurrent sessions (which may be running on separate threads in 11S), threading-
concurrency issues come into play. For example, consider an application in which each session stores
its user's name into an array that is stored in the Application object. The application might use this
information to display a summary screen of all users currently active in the application. Simplistic code
to accomplish this task might look like this:

W ong!
Di m nanes As Arraylist = Application("Nanes")
If nanmes |Is Nothing Then
names = New ArrayList( )
Application("Names") = nanes
End If
nanmes. Add(t xt Nane. Text)

Again, this code might be executed in response to a button-click event in which the user submits some
information collected on a form. It assumes that there is a text box named txtName on the form. The
information thus collected can be used by any session in the application. Note that all sessions in the
application add their data to the same array list. A simple page to view this information might look like
this:

<%@ Page Aut oEvent Wreup="fal se" Language="VB" Debug="true" %

<script runat="server">

Protected Overrides Sub OnLoad(e As Event Args)
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| st Nanes. Dat aSour ce = Application("Nanmes")
| st Nanmes. Dat aBi nd( )
End Sub

</script>

<htm >
<body>
Currently active users: <br>
<asp: ListBox id="IstNanes" runat="server" />
</ body>
</ htm >

Here the code is loading a ListBox control with the contents of the array list saved in the Application
object. (Data binding is explained in Chapter 8.)

There's nothing conceptually wrong with this approach, but the code that saves the information needs
a little more attention. The problem is that two separate requests in the same application, but in
different sessions, could attempt to modify the array list at the same time. The array list is not thread-
safe, so problems could ensue, possibly resulting in lost data or application exceptions. To resolve this
issue, wrap the code that sets the values in calls to the Application object's Lock and UnLock methods,
like this:

Application. Lock( )

Di m nanmes As ArraylList = Application("Nanes")

I f names |Is Nothing Then
nanes = New ArrayList( )
Application("Nanmes") = nanes

End If

nanes. Add(t xt Nane. Text)

nanmes = Not hi ng

Appl i cation. UnLock

During the time after the Lock method has been called but before the UnLock method has been called,
if code on another thread calls the Lock method, that thread will block (temporarily cease to run) until
the code on the first thread calls the UnLock method. This ensures that two threads aren't accessing
the array list at the same time. The downside to this is that performance is hurt if multiple threads are
blocked waiting for access to the same application data. This makes it imperative to call UnLock as
soon as possible and not to forget to call it.

The Application object is an instance of the HttpApplicationState class (defined in the System.Web
namespace). Commonly used properties of the HttpApplicationState class are:

AllKeys
An array of all keys used in the Application object. A key is the name of the data being stored
in the Application object, as opposed to the value of that data. For example, in the following
line of code, the session key is " Nanes" :

Application("Nanmes") = nanes

The following code fragment loops through all the keys in the Application object:

For Each str In Application. All Keys

Next

The type of the AllKeys property is String Array.
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Count
The number of items stored in the Application object. The type is Integer.
StaticObjects

A collection of objects declared with the <obj ect scope="Appl i cati on"> tagin the
application's global.asax file. The type is HttpStaticObjectsCollection (defined in the
System.Web namespace). See Section 6.9 later in this chapter.

The commonly used methods of the HttpApplicationState class are:
Clear
Clears all values from the Application object. The syntax is:

Public Sub Clear( )
Lock

As explained earlier, prohibits code in other sessions from writing to the Application object
until UnLock is called. The syntax is:

Public Sub Lock( )
Remove

Clears a single item from the Application object. The syntax is:

Publ i c Sub Renove(ByVal nane As String)
UnLock

Unlocks the Application object after a call to Lock. The syntax is:

Public Sub UnLock( )
6.8.3 Cookies

Another way to save information between web page requests is to save it on the client in a cookie. A
cookie is a name/value pair that the browser saves on behalf of the application. Cookies are keyed to
the domain of the application that created them. When the browser requests a page, it automatically
transmits the cookies that belong to that domain as part of the page request. The application can then
read the values of the cookies and take appropriate action. Cookies are an industry standard and
should work with any browser. However, be aware that users can turn off cookies in their browser
settings, so an application that relies on cookies may not be accessible to all users.

Cookies generally are used in two ways. One is to save some sort of identifying information about the
user, so that when the user returns to a given site, the application knows who the user is. The other
way is to save some sort of information indicating the application's state between web page requests
within a single session. This allows the application to recover its state on each page request. Although
any information can be saved in a cookie, the best practice is to use some sort of key to look up the
actual information on the server side. This practice minimizes traffic to and from the client, helps to
ensure that potentially sensitive information is not stored on the client, and helps to ensure that the
client can't spoof the server by substituting incorrect information in the cookies.

Cookies are created by adding items to the Cookies collection of the ASP.NET Response object
(available through the Response property of the Page class). For example:
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Di m cooki e As New Htt pCooki e( " MyCooki eNane", "MyCooki eVal ue")
Response. Cooki es. Add( cooki e)

That's all it takes. The ASP.NET framework copies the information into the HTTP response to the
client browser. The browser then stores the information on the client computer in a way that is
determined by the type of browser being used.

The constructor of the HttpCookie class has two versions. The one shown earlier takes two strings: the
first is the name of the cookie, and the second is its value. The other version of the HttpCookie class
constructor takes a single parameter: a string that is the name of the cookie. The value of the cookie is
then set by assigning a value to the HttpCookie object's Value or Values property (discussed in the
following list). The properties of the HttpCookie class are:

Domain
Represents the domain associated with the cookie. The default value is the domain of the web
page request being serviced. If the web server is //localhost, the default value of this property
is Not hi ng. The type is String.
Expires
Represents the date and time at which the cookie expires. The default is
Dat eTi me. M nVal ue, which results in a cookie that doesn't expire. The type is Date.
HasKeys
Indicates whether the cookie has subkeys. Subkeys permit a cookie to have more than one
value. See also the Values property. The default is Fal se. The type is Boolean.
Iltem
Provides a way to access the values of subkeys for cookies with subkeys. The Item property is
an indexed property that takes the subkey name as the index and returns its value. This
property is provided for syntactic similarity with classic ASP. New code should instead use the
Values collection to access the values of subkeys.
Name
Represents the name of the cookie, as given in the HttpCookie class constructor. The type is
String.
Path
Represents the path associated with the cookie. The defaultis "/ " . The type is String.
Secure
Indicates whether the cookie should be transmitted only over a secure (HTTPS) connection.
The default is Fal se. The type is Boolean.
Value
Represents the value of the cookie. The default is an empty string. The type is String.
Values
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If the cookie has subkeys, the Values property is an instance of NameValuesCollection
(defined in the System.Collections.Specialized namespace). This collection holds the subkey
name/value pairs.

On subsequent requests, the cookies are available for reading from the Cookies collection of the
ASP.NET Request object (available through the Request property of the Page class). For example:

Di m cooki e As Htt pCooki e = Request. Cooki es(" MyCooki e")
Label 1. Text = cooki e. Val ue

6.9 Application-Level Code and global.asax

All of the code shown so far has been written at the page level, appearing either in an .aspx file or in a
code-behind file that implements a Page-derived class. However, there needs to be a way to handle
events and manipulate properties at the application level as well, without regard to any particular page.
For this purpose there is the global.asax file. global.asax is a file that optionally can appear in a web
application's root directory. If it is present, it can contain code and settings that are automatically
processed by the ASP.NET framework at the appropriate times.

6.9.1 Session and Application Startup and Shutdown

Some applications may need to run certain code whenever a new session is started or is about to end,
or when the application as a whole is first started or is about to end. This is done by placing code in
the application's global.asax file, as shown in Example 6-9.

Example 6-9. Responding to session and application start and end in a
global.asax file
<script |anguage="vb" runat="server">

Public Sub Session OnStart( )

End Sub

Public Sub Session_OnEnd( )

End Sub

Public Sub Application _OnStart( )
End Sub

Public Sub Application_OnEnd( )
End Sub

</script>
Notice that code is placed in <scri pt > blocks.
The code in Example 6-9 defines four subroutines:
Session_OnStart
Called by the ASP.NET framework when a session starts

Session_OnEnd
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Called by the ASP.NET framework when a session ends
Application_OnStart

Called by the ASP.NET framework when an application starts (that is, when the application's
first session starts)

Application_OnEnd

Called by the ASP.NET framework when an application ends (that is, when the application's
last remaining session ends)

These four subroutines aren't event handlers—they are simply subroutines that are automatically
executed when present. They are typically used to set up and dispose of information needed at the
session or application level. For example, an online shopping application could use the
Application_OnStart subroutine to read popular product information from a database and cache it in
the Application object, thereby improving performance for users of the application.

6.9.2 global.asax Compiles to a Class

The first time an application is accessed, its global.asax file is compiled into a class that inherits from
the HttpApplication class (defined in the System.Web namespace). The subroutines declared in
global.asax become methods of the compiled class. Although the members of the HttpApplication
class are not discussed further in this book, be aware that, if desired, those members can be accessed
by code in global.asax. In addition, events exposed by the HttpApplication class can be handled by
adding event handlers to global.asax. Each event handler must have the right signature, as defined by
that event's documentation and a Handl es MyBase. Event Name clause to register the handler with
the event. Again, the events exposed by the HttpApplication class aren't discussed further in this book.
However, in case you would like to pursue it on your own, Example 6-10 shows how such an event
handler can be declared in global.asax.

Example 6-10. Handling an HttpApplication class event in global.asax
<script |anguage="vb" runat="server">

Handl e the base cl ass's Begi nRequest event. The nane of the
event handler is not inportant, but the signature and the
Handl es cl ause are.

Private Sub HttpApplication_Begi nRequest( _
ByVal sender As bj ect,
ByvVal e As Event Args _

) Handl es MyBase. Begi nRequest

End Sub

</script>
6.9.3 Adding Global Objects

An application often needs to instantiate an object and make it available to all pages within a session
or within the entire application. One way to do this is by instantiating the object in the Session_OnStart
or Application_OnStart methods and saving the object reference in the ASP.NET Session or
Application object, respectively. Pages can then read the object reference from the Session or
Application object and use it as needed.
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A slightly more convenient way to achieve a similar result is to place an <obj ect > element in the
global.asax file. The <obj ect > element indicates that an instance of the given class should be
created and made available to all pages in the session or application (depending on the attributes
specified). ASP.NET makes the object available to all pages in the application by adding a property to
every page in the application. The property is named identically to the | D attribute of the <obj ect >
element. For example, here is an <obj ect > element that creates a Hashtable object that is available
application-wide:

<obj ect
i d="myHasht abl e"
runat ="server"
scope="Application”
cl ass="System Col | ecti ons. Hasht abl e" />

This declaration specifies the following:

An instance of the Hashtable class (defined in the System.Collection namespace) will be
created (cl ass="System Col | ecti ons. Hasht abl e").

This single instance of the Hashtable class will be shared by all pages in the application
(scope="Appl i cation").If there is to be a separate instance for each session, specify
scope="Sessi on".

A property named myHashtable will be added to every page in the application to permit web
page code easy access to the object (i d="nyHasht abl e").

Code to access the object instance from a web page would look like this:
<%@ Page Language="vb" %

<script runat="server">
Protected Overrides Sub OnLoad(ByVal e As Event Args)
Do sonmething with the object created in gl obal.asax.
myHasht abl e. Add(" SoneKey", "SoneVal ue")
End Sub
</script>

The property that is automatically compiled into the page (in this case, the myHashtable property) is
compiled into the class that is compiled from the .aspx file. It is not compiled into the page's code-
behind class (if there is one). This means that the property is available to code that is embedded in
the .aspx file, but not to code in the code-behind class.

All objects created as a result of <obj ect > elements appearing in global.asax are added to the
StaticObjects collection of either the Session object or the Application object (depending on the value
specified for the scope attribute of the <obj ect > element). For example, the myHashtable object
could be accessed in this way:

<%@ Page Language="vb" %

<script runat="server">
Protected Overrides Sub OnLoad(ByVal e As Event Args)
Do sonmething with the object created in gl obal.asax.
Dim ht As Hashtabl e
ht = CType(Application. StaticObjects("nyHashTabl e"), Hashtabl e)
ht. Add("foo", "bar")
End Sub
</script>
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This has the advantage of also working from the code-behind class, or from any code that has access
to the ASP.NET Application (or Session) object.

6.10 Web-Application Security

Many web applications have portions that should be viewed or used only by certain users. In such
applications, users must somehow identify themselves to the application so that the application can
then determine what the users may access. In security terminology, the process of identifying the user
is known as authentication. After authentication occurs, the system must determine whether the given
user is permitted to access the requested resource. This is called authorization. The part of the
application to be protected is known as a protected resource.

6.10.1 Authentication

Authentication is the process by which a web application reliably discovers the identity of an
application user. The purpose of discovering the user's identity is to determine whether the user is
authorized to access a given resource. Depending on the application, the accuracy of this process
may be critical. An online-banking application, for example, must be quite sure that the user who
claims to be you really is you before it allows the user to transfer all of your money to a bank in Bora-
Bora. There are different ways that this can be done, depending on the type of application being
written and on the level of protection required.

ASP.NET supports several authentication mechanisms:
Forms authentication

Allows the developer to design a login form that is presented to the user when she attempts to
access a protected resource. If the user successfully logs in, the browser is directed back to
the resource that she was attempting to access. This is a good general-purpose solution for
most Internet applications.

Windows authentication

Allows IS and the Windows operating system to authenticate the user. Windows
authentication can include any one or more of the following authentication types: Basic, Digest,
or Integrated Windows.

Passport authentication

Allows ASP.NET applications to use Microsoft's Passport service to authenticate users. Doing
S0 requires paying a fee and signing up with the service. This method of authentication is not
discussed further in this book.

g All of the authentication mechanisms (except for Integrated

= Windows authentication) can be compromised to varying degrees
by a hostile person using a network " sniffer” to eavesdrop on
network traffic. Therefore, these mechanisms should always be
combined with the use of Secure Sockets Layer (SSL) or another
type of message encryption. SSL is a web standard that is not
specifically related to .NET, and it is not covered in this book.

Using a secure connection, such as SSL, is especially important
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when using Forms or Basic authentication, as these mechanisms
send sensitive information over the network in clear text. Digest
authentication doesn't send passwords in clear text, but it is still
sensitive to various attacks when not used in conjunction with
other security techniques.

In the following sections, we'll examine each of these methods of authentication in greater detail.

6.10.1.1 Forms authentication

With Forms authentication, requests for protected resources by users who have not yet been
authenticated are redirected to a login page. The application developer creates the login page, so the
page can have any appearance and perform any logic that is appropriate to the application. Usually,
the login page has fields for the user to enter a username and password, as well as logic to check the
username and password against a list. After the login page is satisfied, the user is redirected to the
original resource. Example 6-11 shows how a login page might be coded.

Example 6-11. A login page

<%@ Page Language="vb" AutoEvent Wreup="Fal se" Explicit="True"
Strict="True" %

<%@ | nport Namespace="System Web. Security" %

<script runat="server">

Private Sub signlin_Cick(ByVal sender As Object, e As Event Args)
If ((usernane. Text = "SomeUsernane") And _
(password. Text = "SonmePassword”)) Then
For msAut hent i cati on. Redi r ect Fr onLogi nPage( user nane. Text,
Not aut oSi gnQut . Checked)

El se
nmsg. Text = "Your sign-in information appears to be incorrect." _
& " Please try again."
End If
End Sub
</script>
<htm >
<body>

<form runat ="server">

</ p>Pl ease sign in.</p>

<p>
User nane:
<asp: Text Box | D="usernanme" runat="server" /><br>
Passwor d:
<asp: Text Box | D="password"” Text Mode="Password"
runat ="server" [><br>
<asp: CheckBox | D="aut oSi gnQut"
Text="Sign me out autonmatically when |I close ny browser."
runat ="server" />
</ p>
<p>
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<asp:Button ID="signln" Text="Sign In" Ondick="signln_Cick"
runat ="server" />
</ p>

<p>
<asp: Label 1D="nsg" ForeCol or="red" runat="server" />
</ p>

</fornp
</ body>

</htm >

This is a simple form that asks for a username and password and provides a Sign In button for
submitting the information. When the button is clicked, the signin_Click method is run. At this point, the
code must determine whether a valid username and password have been entered. For this
demonstration, the code simply checks whether the username SomeUsername and the password
SomePassword were entered. A real-world production application would probably look up the
username and password in a database. The Forms authentication mechanism doesn't know or care
how the user is authenticated and, in fact, doesn't even care if it's done with a username/password
scheme.

It's up to the login form to decide what to do if the user doesn't enter correct information. In Example
6-11, the login form simply displays a message and encourages the user to try again. A real-world
application might limit the number of tries, might offer to create a new login ID, or might offer to email
the user's password to him. Again, it is up to the application designer to decide what is best for the
given application.

If the login form determines that the user has entered correct information, it calls the
RedirectFromLoginPage method of the FormsAuthentication class (defined in the
System.Web.Security namespace). Calling this method redirects the user to the protected resource
that was originally requested. The RedirectFromLoginPage method has a couple of overloads. The
syntax of the overload used in Example 6-11 is:

Publ i c Overl oads Shared Sub Redirect FronLogi nPage(
ByVal userName As String, _
ByVal cr eat ePer si st ent Cooki e As Bool ean)

The parameters are:
user Nane

This is a name by which the user is identified by the rest of the application. If the login form
collects the username from the user (as Example 6-11 does), that username can be used
here. If the login form uses some other information to identify the user, the application
designer should determine what username value makes the most sense to use.

cr eat ePer si st ent Cooki e

As part of the Forms authentication mechanism, a cookie is created and sent to the client
computer. The cr eat ePer si st ent Cooki e parameter determines whether that cookie
persists across invocations of the browser. If this parameter is set to Fal se, closing the
browser window results in the cookie being lost. If the user opens another browser window
and attempts to access a protected resource, he will be redirected again to the login page. If
the cr eat ePer si st ent Cooki e parameter is set to Tr ue, the user can close the browser
and open a new one without being required to reauthenticate.
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After the login page is developed, an entry must be made in the web application's web.config file to
indicate that Forms authentication will be used for authentication. Modify the <aut hent i cat i on>
element in the application's web.config file. This element is a subelement of the <syst em web>
element, which in turn is a subelement of the <conf i gur at i on> element. Example 6-12 shows
how it should look.

Example 6-12. Setting Forms authentication
<?xm version="1.0" encodi ng="utf-8" ?>
<configuration>
<system web>
<aut henti cati on node="Forns">
<forms | ogi nUrl ="Si gnln.aspx" nane="nmyWebApplication" />
</ aut henti cati on>
<aut hori zati on>
<deny users="?" [>
</ aut hori zati on>
</ syst em web>
</ configuration>

The node attribute of the <aut hent i cat i on> element controls the kind of authentication to be
performed. For Forms authentication, set this to " For ns" . When using Forms authentication, the

<f or n5> element must also be present. The | ogi nUr | attribute of this element gives the relative
URL of the login page. The nane attribute gives the name to use for the cookie that is transmitted to
the browser. The default value of the nane attribute is " . ASPXAUTH". The <f or ns> element also
allows a pat h attribute. This attribute specifies the URL path for which the cookie is valid. The default
value of the pat h attribute is "/ ".

In IIS, the web site should be configured to allow anonymous access. This keeps I1IS from attempting
to authenticate the user and allows the ASP.NET runtime to handle the authentication. Note also the
<aut hori zati on> elementin Example 6-12:

<aut hori zati on>
<deny users="?" [>
</ aut hori zati on>

Authentication won't occur unless the user attempts to access a protected resource. If all resources on
the site allow anonymous access, there is no reason to attempt to authenticate the user. This simple
<aut hori zat i on> element denies access to all anonymous users, thereby triggering the
authentication process. The <aut hori zat i on> element is further explained later in this section.

Example 6-13 shows a sample web page that might be protected by Forms authentication. There is
nothing special about the page—the implementation of Forms authentication is handled by ASP.NET
and the developer-supplied login page. However, the page in Example 6-13 shows the name of the
authenticated user, demonstrating that authentication has indeed occurred. Figure 6-14 shows the
login page from Example 6-11 as it appears in a browser, and Figure 6-15 shows the page from

Example 6-13.

Example 6-13. A sample web page that expects authentication

<%@ Page Language="vb" AutoEvent Wreup="Fal se" Explicit="True"
Strict="True" %

<script runat="server">
Protected Overrides Sub OnLoad(ByVal e As Event Args)

MyBase. OnLoad( e)
neg. Text = "Hello, " & Me.User.ldentity. Nane & "!"

310



Programming Visual Basic .NET

End Sub

Private Sub signCQut_dick(ByVal sender As Ohject, ByVal e As Event Args)
For msAut henti cati on. Si gnQut ()
Response. Redi rect (" Si gnl n. aspx")

End Sub

</script>

<htnm >
<head>
<title>Authentication Test</title>

</ head>

<body>
<form runat ="server">
<hl>Aut henti cation Test</hl>
<p>
<asp: Label |D="nsg" runat="server" />
</ p>
<p>
<asp:Button |ID="signQut" Text="Sign Qut"
Ond i ck="signQut_dick" runat="server" />

</ p>
</ fornp
</ body>
</htm >
Figure 6-14. The browser display produced by Example 6-11
J htrp:/ flocalhost/ AuthenticationTes =100 =]
Fle Ede View Favokes ook Heb [ |
d=bach - = - ) 4] | [EPersonalBar  QhSearch »
Agdress | @] http:flocahostauthentcationTestjSonin.a: | (@G0 Links
Please sign in 7
Uscmamn::|
Password: |

I Sign me out autetnatically when I close my browser.

Sign In =
=

2] Done | i Local intranat

Figure 6-15. The browser display produced by Example 6-13, after
authentication has occurred
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2 Authentication Test - Mic =100 =
File Edk ‘Wiew Faworkbes Took Help n
e Back - _} £ 4t | [CPRersonalBar  LhSearch e
tiddress | €] hittp: llocalhostfAuthenticationTestiMyPage, | o*ao  Links *

Authentication Test

| Hello, SomeTeername!

Sign Cut

| =

& Done 1= Local intranst

6.10.1.2 Windows authentication

With Windows authentication, the ASP.NET runtime lets 1IS and the Windows operating system
handle user authentication. Three kinds of authentication come under this category: Integrated
Windows authentication, Digest authentication, and Basic authentication. To use one of these
authentication methods, the web site in IS must be set to disallow anonymous access, and one or
more of these three authentication mechanisms must be enabled. If more than one is enabled, the
most secure browser-supported method will be used in any given session.

6.10.1.2.1 Integrated Windows authentication

This is the most secure of the three methods of Windows authentication, but it works only when the
browser is Internet Explorer (IE) and only when the user is logged into a Windows system on a domain
accessible and trusted by the web server. When the user attempts to access protected resources, the
server requests the user's identity from the client. The client uses the operating system's built-in
network-authentication mechanisms to communicate the user's identity reliably and securely to the
server. This all happens automatically—no intervention from the user is needed. This is a good option
for corporate intranets.

6.10.1.2.2 Digest authentication

This is an industry-standard mechanism that should work with non-IE browsers. When the user tries to
access a protected resource, the server asks the client for the user's identity. The browser pops up a
dialog box asking for a username and password. The username and a hash of the password are sent
to the server, which then tries to verify that the username and password identify a valid login account.
Although this mechanism doesn't send the password in clear text, it is not considered to be a strong
security mechanism. Someone eavesdropping on the client/server communication can use the
gathered information to attack the system in various ways.

6.10.1.2.3 Basic authentication

This is another industry-standard mechanism. It works the same as Digest authentication, except that
passwords are sent in clear text over the network.

In the web application's web.config file, the <aut hent i cat i on> element is used to indicate that
Windows authentication should be used. Example 6-14 shows how.

Example 6-14. Setting Windows authentication
<?xm version="1.0" encodi ng="utf-8" ?>

312



Programming Visual Basic .NET

<confi guration>
<syst em web>
<aut henticati on node="W ndows" />
<aut hori zati on>
<deny users="?" />
</ aut hori zati on>
</ syst em web>
</ configuration>

6.10.1.3 Understanding authentication

Choosing an authentication mechanism is something that must be done at the site level. Therefore,
only the web.config file in the application's root directory should have an <aut henti cati on>
element.

Setting an authentication mechanism does not in itself protect resources. The authentication
mechanism simply determines how a user's identity will be determined if that user attempts to access
protected resources. If no resources are protected, the authentication mechanism won't be activated.
Determining whether resources are protected is what authorization is all about.

6.10.2 Authorization

Authorization involves determining whether the authenticated user is authorized to view a given web
page or to execute some given code. As with authentication, page-access authorization can be
handled either by ASP.NET or by the Windows operating system. Code-access authorization is
handled by checks that the application developer writes into the application.

6.10.2.1 ASP.NET authorization

Access to web pages and other files is controlled by the <aut hori zat i on> element in the
application's web.config file. The settings affect all files in the virtual directory that contains the
web.config file and all of its virtual subdirectories, unless it is overridden by a setting in a web.config
file in a virtual subdirectory. Therefore, if web pages or other files are to have different accessibility
rules, they must appear in different directories and there must be different web.config files in each
directory.

In this section's examples, the <aut hent i cat i on> element isn't

. shown. It is assumed that the appropriate <aut henti cati on>

" element appears in the root directory's web.config file, as
discussed in the previous section.

An example <aut hori zat i on> element is shown here:

<?xm version="1.0" encodi ng="utf-8" ?>
<confi guration>
<system web>
<aut hori zati on>
<al | ow users="*" [>
</ aut hori zati on>
</ syst em web>
</ configuration>

This <aut hor i zat i on> element indicates that all users (including anonymous users) are permitted
to access all resources. This setting applies to resources in the same directory in which the web.config
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file appears, plus resources in all the subdirectories of that directory (except for any subdirectory that
contains its own web.config file with overriding entries).

Authorization to resources is specified with <al | ow> and <deny> elements, which appear within the
<aut hori zat i on> element. Attributes of the elements specify who is being allowed or denied
access. The value of the user s attribute is one or more usernames, separated by commas. For
example, these are all valid <al | ow> elements:

<al |l ow users="*" [>

<al | ow user s="SoneUser nane, SoneQ her User nane" />
<al | ow user s=" SOVE- DOVAI N\ SomreUser " />

<al | ow users="?" [>

Note the following:

"*" signifies all users (including anonymous users). If this is the only setting that appears,
authentication won't occur. The system already knows that access will be granted, so it won't
take the trouble to determine who the user is.

" 2" specifically signifies anonymous users.

If Windows authentication is used, the username should include the domain name, like this:

" DOVAI N- NAME\ user nane" .

If Forms authentication is used, the username should match the name that was supplied to the
first argument of the RedirectFromLoginPage method of the FormsAuthentication class
(defined in the System.Web.Security namespace). This method was discussed in the previous
section.

Users can be explicitly denied access if they are named in a <deny> element. The usage is the same
as the <al | ow> element.

When multiple <al | ow> and <deny> elements appear in a configuration file, they are examined by
ASP.NET in the order in which they appear. As soon as ASP.NET finds an element that can be
applied to the current user, the examination halts, and access is either allowed or denied, depending
on the element that was found. Consider this web.config file:

<?xm version="1.0" encodi ng="utf-8" 7>
<configuration>
<system web>
<aut hori zati on>
<al | ow users="*" [>
<deny users="daveg" />
</ aut hori zati on>
</ syst em web>
</ configuration>

Although the author of this configuration file probably intended that user daveg be denied access,
ASP.NET doesn't see it that way. The first entry in the <aut hori zat | on> section grants access to
all users, including daveg, so the second entry isn't even seen. To achieve the desired effect, reverse
the entries:

<?xm version="1.0" encodi ng="utf-8" 7>
<configuration>
<system web>
<aut hori zati on>
<deny users="daveg" />
<al | ow users="*" [>
</ aut hori zati on>
</ syst em web>
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</ configuration>

In this case, when daveg attempts to access resources in a directory protected by this configuration
file, ASP.NET will note that the first entry can be applied to daveg and will apply it. The second entry
isn't seen. When other users attempt to access the same resources, ASP.NET notes that the first
entry can't be applied to them and continues looking. The second entry then allows access to all other
users.

The following <aut hori zat i on> section allows access to authenticated users, regardless of who
they are. Anonymous users are denied access.

<?xm version="1.0" encodi ng="utf-8" ?>
<confi guration>
<system web>
<aut hori zati on>
<deny users="?" />
<al | ow users="*" />
</ aut hori zati on>
</ system web>
</ configuration>

When nested directories each contain their own web.config files, the <aut hori zat i on> element in
the current directory's web.config file is examined first. If no entries explicitly grant or deny access to
the current user, the web.config file in the parent directory is examined, and so on, up to the
computer's machine.config file. As soon as an entry is found that explicitly allows or denies access,
this examination stops. By default, the machine.config file's <aut hor i zat i on> section contains the
entry:

<al | ow users="*" [>
Thus, if there is no explicit <deny> entry at a lower level, all users are granted access.

In addition to specifying authorization based on username, it is also possible to specify authorization
based on role membership. Thus, a business application could define certain roles, such as
"Customer Service Rep," "Accounting Specialist,” "Auditor," etc., and specify authorization for the roles
rather than for individual users. Users can then be assigned to and removed from these roles as
necessary.

The way a user is made a member of a role depends on the type of authentication being used. If
Windows authentication is used, role membership is determined by membership in Windows groups.
In other words, the Windows groups to which the user belongs are what ASP.NET considers as the
user's roles. If Forms authentication is used, the application must specify the roles to which the user
belongs. The easiest way to do this is for Microsoft to put an additional parameter in the
RedirectFromLoginPage method that allows the code on the login page to specify a string array
containing role names. They don't do this, however, so we have to find another way. This requires that
we understand a little more about what happens during authentication.

As you know, whenever a page that requires authorization is requested, it triggers the authentication
process to determine who the user is. The first time this happens, the user is redirected to the login
page, which collects the user's credentials and stores an authorization cookie on the user's browser.
Subsequent page requests find the cookie and use it to reauthenticate the user to the application.
Note that authentication occurs during every page access but that the Forms authentication
mechanism handles subsequent authentication requests without further input from the user.

There is an event that gets triggered during each authentication request. This can be handled by
placing a method called Application_AuthenticateRequest in the application's global.asax file. It is in
this event handler that roles can be specified for the authenticated user. Example 6-15 shows the
code.
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Example 6-15. Specifying user roles using Forms authentication

Public Sub Application_AuthenticateRequest( _
ByVal sender As bj ect,
ByVal e As Event Args _

)
Do this only after the user has authenticated.
If Not (Context.User Is Nothing) Then
If Context.User.ldentity.|sAuthenticated Then
Get the usernane.
Di musernanme As String = Context.User.ldentity. Nane
CGet the user's roles. In a real application this line
shoul d be replaced with a | ookup based on the usernane.
In addition, performance can be inproved by caching the
roles in session state or in a browser cookie.
Dmroles( ) As String = {"Adm nistrator”, "User"}
Create a new principal fromthe username and the rol es.
Dimident As _
New System Security. Principal.Cenericldentity(usernane)
Dmprin As _
New System Security. Principal.CGenericPrincipal (ident, roles)
Associ ate the new security principal with the request.
Context.User = prin
End If
End |f
End Sub

Example 6-15 examines the User property of the request context to determine whether the user has
authenticated to the system. If so, a new security principal is created based on the username and
desired roles. This security principal is then attached to the request context. Having done so, the user
can be allowed or denied access to pages based on role membership.

To control access based on role membership, use the r ol es attribute of the <al | ow> and <deny>
elements. Usage is similar to the usage of the user s attribute, except that role names are given
instead of usernames. For example, if the pages in a certain directory should be limited to members of
the Accounting Specialist role, a web.config file should be placed in that directory and should have the
following entries in its <aut hori zat i on> section:

<?xm version="1.0" encodi ng="utf-8" 7>
<configuration>
<system web>
<aut hori zati on>
<al | ow rol es="Accounting Specialist" />
<deny users="*" [>
</ aut hori zati on>
</ syst em web>
</ configuration>

o

- When specifying Windows group names as role names, include
a the entity that defines the group. For example, for groups defined
“ 4 in a domain:
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" DOVAI N- NAMVE\ G oupNane"

For groups defined on the web server machine:

" MACHI NE\ Gr oupNane"

6.10.2.2 Windows NTFS authorization

This method of authorization works only in conjunction with Windows authentication. Because users
are authenticated against Windows user accounts, access to resources can be allowed or denied by
using built-in Windows security. Use the Windows administration tools to allow or deny access for
specific users or groups to specific files within the web application. Because this is purely a Windows
administration task and is not specifically related to .NET, it won't be discussed further here.

6.10.2.3 Code-access authorization

Code written on a web page or in a code-behind file can discover the username and role membership
of the current user and use this information to modify program behavior. For example, application
menu options could be disabled or removed if the user is not a member of a certain role.

The current user's information is available through the Page object's User property. This property is of
type IPrincipal (defined in the System.Security.Principal namespace). The IPrincipal type has a
property called Identity, which provides information about the user's identity. The type of the Identity
property is lldentity (defined in the System.Security.Principal namespace). The lldentity type has three
properties:

AuthenticationType
A string that identifies the type of authentication that was used. Some common values are:
"Forms"
Forms authentication
"NTLM"
Integrated Windows authentication
"Digest"
Digest authentication
"Basic"
Basic authentication
IsAuthenticated
A Boolean value indicating whether the user has been authenticated.
Name

A string containing the username.
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A web page can take action based on a username, using the following code:

If Me.User.ldentity. Name = " SOVE- DOVAI N\ daveg"” Then
Do sonet hi ng.

El se
Do sonet hi ng el se.

End If

Role membership is tested by using the IsInRole method of the IPrincipal type. For example:

If Me. User.|slnRol e(" SOVE- DOVAI N\ Enpl oyees”) Then
Do sonet hi ng.

El se
Do sonet hi ng el se.

End If

6.10.3 Accessing Network Resources

After a user authenticates to the web application, it may be appropriate for the web application to
access network resources on behalf of the user. For example, a web application might give a
company's employees access to their corporate email accounts while away from the office. To do this,
the web application must log into the company's email server and retrieve information belonging to the
person using the application. Normally, such access to private information is blocked by the Windows
security mechanism because the web-server process does not have appropriate rights to access
resources owned by the user. There are two ways to resolve this issue. One is to give the necessary
rights to the process under which the web server is running; the other is for the web server to
impersonate the authenticated user. Each is discussed here in turn.

6.10.3.1 IUSR_ComputerName

When IIS is installed on a computer, the installation process creates a username on that computer
called "IUSR_Conput er Nane", where Conput er Nane is the name of the computer on which IS is
installed. This is the default username under which web requests are run. IIS can be configured to use
any user account for this purpose, including domain user accounts. If you're writing a web application
that accesses network resources but doesn't depend on the identity of the web user for rights to those
resources, set up a domain username that has rights to the resources and configure IIS to use that
username. See the IS documentation for information on how to configure this username.

6.10.3.2 Impersonation

Applications that need to access resources using the rights of the currently authenticated web user
must use impersonation. Impersonation is a Windows security term that refers to a thread's ability to
assume a different security identity for a period of time. In ASP.NET, it allows an application to
assume the identity of the web user so that the application can access resources on behalf of the user.
Impersonation happens automatically when using Windows authentication (as described earlier in this
chapter). The application is written simply to access the desired resources, and the Windows security
mechanism ensures that the access succeeds or fails depending on the end user's access rights.

If the application is using Forms authentication, impersonation must be explicitly coded. Unfortunately,
the .NET Framework doesn't provide a mechanism to do this. If an application that uses Forms
authentication needs to impersonate a user, it must call directly into the Windows API. The general
steps are:

1. Call the Windows LogonUser function to authenticate a given user.

2. Instantiate a Windowsldentity object (defined in the System.Security.Principal namespace) to
represent the authenticated user.

3. Call the Windowsldentity object's Impersonate method to impersonate the user.
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4. Access the protected resource.
5. Undo the impersonation.

Example 6-16 gives the complete code for this process.

Example 6-16. Impersonating a Windows user from code

" Val ues used by the LogonUser function's |ogonType paraneter

Publ i ¢ Enum LogonType
LOGON32_LOGON_| NTERACTI VE = 2
LOGON32_LOGON_NETWORK = 3
LOGON32_LOGON _BATCH = 4
LOGON32_LOGON_SERVICE = 5
LOGON32_LOGON_UNLOCK = 7
LOGON32_LOGON_NETWORK_CLEARTEXT =
LOGON32_LOGON_NEW CREDENTI ALS = 9

End Enum

8

Val ues used by the LogonUser function's |ogonProvider paraneter
Publ i ¢ Enum LogonPr ovi der
LOGON32_PROVI DER_DEFAULT
LOGON32_PROVI DER_W NNT35
LOGON32_PROVI DER_W NNT40
LOGON32_PROVI DER_W NNT50
End Enum

I nn
WNEFO

Decl are Function LogonUser Lib "advapi 32.dll" Alias "LogonUserA"
ByVal username As String,
ByVal domain As String, _
ByVal password As String, _
ByVal | ogonType As LogonType, _
ByVal | ogonProvi der As LogonProvider,
ByRef token As IntPtr _
) As Integer

Private Sub DoSoret hi ngUseful ()

Logon credential s

Di m usernane As String = "usernane"
Dimdomain As String = "DOVAI N'
Di m password As String = "password"”

A handle to the user who will be inpersonated
Dimtoken As Inthtr
' Log the user into Wndows.
Di m bLogonSuccessful As Bool ean = Convert. ToBool ean( _
LogonUser ( _
user nane, donmi n, password, _
LogonType. LOGON32_LOGON_NETWORK,
LogonPr ovi der. LOGON32_PROVI DER_DEFAULT, token))
I f Not bLogonSuccessful Then
" Throw an exception.
End | f

Create a Wndowsldentity object that represents the |ogged-i

( _

n user.

Dimident As New System Security. Principal.Wndowsldentity(token)

| npersonate the user.

Dimctx As System Security. Principal.Wndowsl npersonati onContext = _

i dent. | npersonate( )
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Access the protected resource here.

Stop i mpersonating the user.
ctx. Undo( )

End Sub

The LogonUser function is not part of the .NET Framework—it is part of the underlying Windows API.
To access it, one must use the Decl ar e statement or use the .NET Framework's P/Invoke capability.
In Example 6-16, the Decl ar e statement is used to give the code access to the LogonUser function.

The LogonUser function takes six parameters. The first three, user nane, donai n, and passwor d,
provide the logon credentials of the user who will be authenticated. The next two parameters,

[ ogonType and | ogonPr ovi der, provide further control of the logon process. (A discussion of these
two parameters is beyond the scope of this book.) Search for "LogonUser" in the Microsoft Developer
Network (MSDN) online documentation (http://msdn.microsoft.com/library/) for details about the
values that can be provided. The final parameter, t oken, is a ByRef parameter that receives a handle
to the logged-in user (if the function is successful). The return value is an Integer that indicates
whether the function was successful. A return value of O indicates failure; anything other than 0
indicates success. In Example 6-16, this value is converted to a Boolean using the Convert class
(defined in the System namespace).

After the user is logged in, the t oken value is passed to the constructor of the Windowsldentity class
(defined in the System.Security.Principal namespace). This creates a Windowsldentity object that
represents the authenticated user. This object has an Impersonate method, which is called to start the
impersonation. An object of type WindowsimpersonationContext (defined in the
System.Security.Principal namespace) is returned from the Impersonate method. This object is used
later to undo the impersonation. After the Impersonate method is called, the code can safely access
protected resources. When finished, the Undo method of the WindowsImpersonationContext object is
called to stop impersonation.

6.11 Designing Custom Controls

ASP.NET provides the ability to define two kinds of custom controls: user controls and server controls.
The purpose of both is the same: to encapsulate visual and programmatic behaviors for use on web
pages. (For example, a control can be used to encapsulate a navigation bar that appears on every
page in a site.) Their differences lie in how they are created and in their capabilities. User controls are
created in much the same way as standard ASP.NET pages and can include HTML, embedded code,
and code-behind files. This allows web developers to quickly and easily create controls using
techniques with which they are already familiar. In contrast, server controls are created entirely in code
and provide much more sophisticated control over rendering, postback processing, and event
generation. This means that custom server controls can do everything that built-in ASP.NET server
controls can do. Even so, user controls are usually the right choice because they are so simply
created. Server controls are not needed unless user controls are not sufficient for a given purpose.
This section shows how to create both kinds of controls.

6.11.1 User Controls

The easiest way to create a new control is to aggregate and modify the functionality of one or more
existing controls. This is done by creating a user-control file (.ascx) and then referencing it from a web
page file (.aspx). Example 6-17 shows a simple user-control file.

Example 6-17. A user control for implementing a menu
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<%@ Control Language="VB" %

<script Language="VB" runat="Server">

Public Property SearchText( ) As String

Cet

Ret urn t xt Sear chFor. Text
End Cet
Set

t xt Sear chFor . Text = Val ue
End Set

End Property
Public Event StartSearch(ByVal sender As Object, ByVal e As EventArgs)

Private Sub btnStartSearch dick( _
ByVal sender As (bject,
ByvVal e As EventArgs _

)
Rai seEvent Start Search(Me, EventArgs. Enpty)
End Sub

</script>

<asp: Label id="IDbl Search" runat="Server" Text="Search" /><br>

<asp: Text Box id="t xt SearchFor" runat="server" Text="" />

<asp: Button id="btnStart Search” runat="server" Text="Go"

Ond i ck="btnStart Search_C i ck" /><br>

<asp: Hyper Li nk i d="AdvancedSear chLi nk" runat="server" Text="Advanced"
Navi gat eUr| =" htt p://advanced_sear ch. aspx" Target="_top" />

Note these characteristics of user controls:

They are defined by .ascx files.

They contain HTML and script, just as standard ASP.NET web pages do.
They have an @Cont r ol directive instead of an @Page directive.

They do not have <ht nl >, <head>, <body>, or <f or > tags.

Example 6-18 shows a web page file that references the user control from Example 6-17. (Itis
assumed that the text in Example 6-18 has been saved into a file named search.ascx).

Example 6-18. Referencing a user control from a web page

<%@ Page Language="VB" Explicit="True" Strict="True" %
<%@ Regi st er TagPrefix="dg" TagNane="search" Src="search.ascx" %

<script runat="server">
Private Sub searchl StartSearch(ByVal sender As (hject, e As Event Args)
| bl Msg. Text = "You entered: " & searchl. SearchText
End Sub
</script>
<htm >
<head>

<title>User Control Test</title>
</ head>
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<body>
<form acti on="i ndex. aspx" net hod="post" runat="server">
<tabl e border="1">
<tr>
<td valign="top">
<h1>Wel cone to nmy web sitel </ hl>
<p>Pl ease use the search box at the right to
search for itens on this site
</ p>
</td>
<td valign="top"><dg: search id="searchl" runat="server"
OnSt art Search="searchl_Start Search" /></td>
</tr>
<tr>
<t d><asp: Label id="1bl Msg" runat="server" /></td>
</[tr>
</t abl e>
</ fornp
</ body>

</htm >

The web page must have an @Regi st er directive to provide a reference to the user-control source
file. When referencing user controls, three attributes are relevant: Sr ¢, TagPr ef | x, and TagNane.
The Sr ¢ attribute identifies the location of the .ascx file that defines the user control. The TagPr ef i x
and TagNamne attributes together determine how the user-control class is referred to in the body of the
web page. Look again at the @Regi st er directive shown in Example 6-18:

<% Regi st er TagPrefix="dg" TagNanme="search" Src="search.ascx" %

Later in Example 6-18, an instance of the user-control class is created within a table cell (shown
again here, but without the table-cell definition, to avoid clutter):

<dg: search id="searchl" runat="server"
OnSt art Search="searchl_Start Search" />

This is the same syntax that's used when instantiating a server control. The r unat attribute is
required and must always be setto "server". The i d attribute allows you to programmatically refer
to this instance of the control within code. Lastly, attributes having the form OnEvent Nane are special.
Such attributes instruct the compiler to associate an event with a handler defined in the web page
class. In Example 6-18, the StartSearch event defined by the user control is associated with the
search_StartSearch method, which just sets the Text property of a label to show that the event was
received.

Figure 6-16 shows the resulting browser display, and Example 6-19 shows the HTML that is sent
to the browser.

Figure 6-16. Output from Example 6-18
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5 User Lontrol Test - Microsoft Inbermet Explorer

=10l x|
Ble Edk Mew Fgeorkes Took  Help
wmrat - = - (D[ N [Crersonalbar Pseach alfaveries F | By S = H 5B R
Acbdress @] b ilocalhost Projects/Chapter 205 MLissrControlfindes 5o x| pea | Links *
. . |
Welcome to my web site! e I~
Please uge the search box at the right to search for ttems on this site, Advanzed
|&] Done: [ | EE vocd mtranet v
Example 6-19. HTML generated by ASP.NET when executing Example
6-18
<htm >
<head>
<title>User Control Test</title>
</ head>
<body>

<f orm nane="ctrl| 0"

met hod="post" action="index. aspx" id="ctrl0">
<i nput type="hidden" nane="_ _VI EWSTATE"
val ue=" dDWwxNzk2NDQQMTYzOzs+" [ >

<t abl e border="1">
<tr>

<td valign="top">

<h1>Wel cone to ny web site! </ hl>

<p>Pl ease use the search box at the right to
search for itens on this site.
</ p>

</td>
<td valign="top">

<span id="searchl_ | bl Search" >Sear ch</ span><br >

<i nput nane="searchl:txt SearchFor" type="text"
val ue="Enter a search string here."
i d="searchl txt SearchFor" />

<i nput type="submt" name="searchl: btnStart Search"
val ue=" 0" id="searchl btnStart Search" /><br>

<a i d="searchl AdvancedSear chLi nk"

href="http://advanced_search. aspx" target="
Advanced

</ a>
</td>
</[tr>
<tr>

_top">

<t d><span id="| bl Msg"></ span></td>
</[tr>

</ tabl e>
</fornp
</ body>

</htm >

User controls can use code behind. The technique is the same as with web pages.
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6.11.2 Server Controls

ASP.NET provides the ability to develop custom server controls (also known as web controls). A
server control is a class that inherits from the WebControl class (in the System.Web.Ul.WebControls
namespace) and overrides the Render method. This section describes how to create a server control
in the Visual Studio .NET IDE, as well as manually.

6.11.2.1 Creating a custom server control using Visual Studio .NET
To create a custom server control in Visual Studio .NET:

1. Select FiIe%New%Project. The New Project dialog box appears, as previously shown in
Figure 6-1.

Select "Visual Basic Projects” in the Project Types pane on the left side of the dialog box.
Select "Web Control Library" in the Templates pane on the right side of the dialog box.

Enter a name in the Name text box.

Enter a location in the Location text box.

Click OK. Visual Studio .NET creates a project with some boilerplate code that implements a
server control. The code generated by Visual Studio .NET is shown in Example 6-20.

oukwn

Example 6-20. Code generated by Visual Studio .NET for a new web-
control project

| mports System Conponent Model
| mports System Web. Ul

<Def aul t Property("Text"), _
Tool boxDat a( " <{0}: WebCust onControl 1
runat =server ></ {0} : WebCust onControl 1>")> _
Public C ass WebCustonControl 1
Inherits System Web. U . WbCont rol s. WebCont r ol

Dm _text As String
<Bi ndabl e(True), Category("Appearance"), DefaultValue("")> _
Property [Text]( ) As String
Get
Return _text
End Get
Set (ByVal Value As String)
_text = Val ue
End Set
End Property
Protected Overrides Sub Render( _
ByVal output As System Web. Ul .Him Text Witer _
)
output. Wite([Text])
End Sub

End d ass
Note the following about the code in Example 6-20:

It defines a class that inherits from the WebControl class (defined in the
System.Web.Ul.WebControls namespace).
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The class has two custom attributes associated with it: Def aul t Proper t y (defined in the
System.ComponentModel namespace) and Tool boxDat a (defined in the System.Web.UI
namespace). These attributes are not required, but they provide useful information to the
Visual Studio .NET Web Forms Designer when the control is referenced in a web-form project.
The class has a property called Text. This is not a requirement for web controls; it is just a
design pattern used by Visual Studio .NET.

The Text property has three custom attributes: Bi ndabl e, Cat egory, and Def aul t Val ue
(all defined in the System.ComponentModel namespace). Again, these custom attributes are
not required, but they provide information to the Visual Studio .NET Web Forms Designer
when the control is referenced in a web-form project.

The class defines an override for the Render method (originally declared in the WebControl
class). The ASP.NET framework calls this method to ask the control to render itself into HTML.
It is up to the control developer (you) to render output that appropriately represents the control.
The boilerplate code simply outputs the value of the Text property.

6.11.2.2 Creating a custom server control in code

To create a custom server control without the benefit of Visual Studio .NET, derive a class from the
WebControl class and override the Render method. For good measure, add the Tool boxDat a
custom attribute to the class, as exemplified by the Visual Studio .NET-generated code in Example
6-20. An example is shown in Example 6-21.

Example 6-21. A web control designed without Visual Studio .NET

| mports System Conponent Model
| nports System Web. Ul

Nanmespace OReilly. VBNET
<Tool boxDat a(" <{0}: Hel | oWwebControl runat=server></{0}: Hel | owebControl >")> _
Public C ass Hel | owebCont r ol
I nherits System Web. Ul . WebControl s. WebCont r ol
Protected Overrides Sub Render( _
ByVal output As System Web. Ul . Htm Text Witer _
)
output. Wite("<i>hello, world</i>")
End Sub
End C ass

End Nanespace

The control in Example 6-21 renders the hard-coded string " <i >hel | o, wor | d</i >" within the
page on which it is placed. (Placing custom controls on web forms is described shortly.)

To compile the code in Example 6-21, save it to a file named HelloWebControl.vb, and execute the
following command from the command line:

vbc. exe Hel | owebControl.vb /r:Systemdl |, System Web.dl| /t:library

This creates the file HelloWebControl.dll, which can then be referenced from a web project, as
explained next.

6.11.2.3 Using a custom server control in Visual Studio .NET

To add a custom server control to the Visual Studio .NET Toolbox, perform the following steps:
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1. Right-click on the Toolbox in Visual Studio .NET and select Customize Toolbox. The
Customize Toolbox dialog box appears, as shown in Figure 6-17. (If the Toolbox isn't visible,
select View—Toolbox from the Visual Studio .NET main menu.)

Figure 6-17. The Customize Toolbox dialog box
x|

Natre | Path | ubrary =]
) WideoSoft Flecoimray Control CWINNT Syeshem 32 W SFLE D, OO 1=} VideoSoft ws.., B
i) WideaSeft FlesString Cantral CHWINNT Shysbem 32| VSFLERT. 00X i-) Videasaft vs. .,
fucrobat Control for Acthesi C:\Program Fles\Adobe\ncrobat 4.04...
1 ActionBvr Class CrUWINNT System3ZiLRT.dI
ActiveMovieControl Object CAWINNT Sysbem 3 med=m, ocx Microsoft Active, ..
ActiveFlugin Object CHWINNT Syvsbem 32 plugin, oo Microsoft Active. ..
AchorBvr Class CoIWINNT System3ZiLRT.dl
fdaptec EasyD0evice Class C:\Program FilestAdapteciShared|EC, ..
Adaptec EssyCDERgNe Class Ci\Program FileslAdsptacishared|EC, ..
adbeanner Class CWINNT System 32 msdsm, oo =
A e . ; ."LI_I
i-) VideoSoft: Flexfrray Control
Language:  Language Netral
e Wersion: 4.0

[ ox | comel | messt | ep |

2. Click on the .NET Framework Components tab.

3. Click on the Browse button, browse to your custom server control's compiled .dll, and click the
Open button. The controls in the .dll are added to the list view, as shown in Figure 6-18. (In
this case there is only one control in the .dll.) Note that the checkbox next to the control is not
yet checked.

Figure 6-18. The control has been added to the Customize Toolbox
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4. Click the checkbox next to the control, then click OK.

After the control has been added to the Toolbox, it can be dropped onto a web form and manipulated
in the same way as the built-in server controls. Example 6-22 displays the HTML view of a new web

page with an instance of the control from Example 6-21 placed on it. The lines related to the control
are shown in bold, but the entire HTML view is shown for context.

Example 6-22. The HTML view generated by Visual Studio .NET when a
custom control is added to a web form

<% Page Language="vb" AutoEvent W reup="fal se"
Codebehi nd="WebFor nilL. aspx. vb" I nherits="WebApplicationl. WebFor mlL" %
<% Regi ster TagPrefix="ccl" Nanmespace="OReilly. VBNET"
Assenbl y="Hel | owebControl " %
<! DOCTYPE HTML PUBLIC "-//WBC//DTD HTML 4.0 Transitional//EN'>
<HTM_>
<HEAD>
<title></title>
<met a name=" GENERATOR" content="M crosoft Visual Studio .NET 7.0">
<net a name=" CODE_LANGUAGE" content="Visual Basic 7.0">
<neta nanme=vs_defaul tCientScript content="JavaScript">
<met a name=vs_t ar get Schena
content="http://schemas. m crosoft.confintellisense/ieb">
</ HEAD>
<body MS_POSI TI ONI NG="Gi dLayout ">

<form id="Forml" method="post" runat="server">
<ccl: Hel | owebControl id="Hell oWwbControl 1"
style="Z-1 NDEX: 101; LEFT: 8px; PCSITION: absolute; TOP: 8px"
runat ="server"></ccl: Hel | owebContr ol >

</ forne

</ body>
</ HTM.>

The code-behind file that goes with Example 6-22 has the following line added to it:

Protected WthEvents Hell owbControl 1l As OReilly. VBNET. Hel | owebCont r ol
6.11.2.4 Using a custom server control manually

To use a custom server control in a project created without the benefit of Visual Studio .NET, perform
the following:

1. Move the compiled web control dll into the web application's bin directory.

2. In the web page on which the control is to appear, place an @Regi st er directive to register
the custom control. (The @Regi st er directive was explained in Section 6.5 earlier in this
chapter.)

3. Use the custom control in the same way that built-in server controls are used.

Example 6-23 shows an .aspx page that uses the HelloWebControl control developed earlier in this
section. Example 6-24 shows the HTML that is sent to the browser when this page is processed.
Figure 6-19 shows the resulting display.

Example 6-23. Using a custom control

<%@ Page Language="vb" Aut oEvent Wreup="fal se" %
<% Regi ster TagPrefix="OReilly" Nanmespace="OReilly. VBNET"
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Assenbl y="Hel | oWwebControl " %
<htnm >

<body>
<formid="Forml" nethod="post" runat="server">

<ORei |l y: Hel | owebControl id="Hell oWwbControl 1" runat="server"

</ fornp
</ body>
</htm >

Example 6-24. HTML generated from the page in Example 6-23
<htnm >

<body>
<f orm name="FormL" met hod="post" acti on="Test MyControl . aspx"
i d="For nlL" >
<i nput type="hidden" nanme="_ VI EWSTATE" val ue="dDwyMDYOODMOM A70Oz4="
<i >hel l o, world</i>
</ fornp
</ body>
</htm >

Figure 6-19. Display generated by the page in Example 6-23

£} http:/ flocalhost /testhellos ervercontrolma =10 x|
Fle Edt View Favorkes Took Hep n
d=rack - = - £} 4] 13} | [EPessonalBar [Search | &jFavorites ™
fddkess | hitp:fflocshost/TestMyControlfTestMyControlasex. | (Go  Links ™

=
kelln, vwarid

=
&) ¥ Local intranat

6.12 Summary

/>

/>

ASP.NET is a brand-new framework for delivering web-based applications. It is similar in concept and

usage to Microsoft's previous ASP technology, though it is far more powerful.
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Chapter 7. Web Services

A web service is a function call over the Internet. Web services are to distributed-application
development as components are to desktop-application development. With web services, a
component-library developer can expose programmatic functionality over the Internet. The author of a
client application can easily use that functionality, even though the client application may exist on a
computer on the other side of the world. Furthermore, the client application doesn't have to be web-
based. It can just as easily be a GUI-based application, as long as the computer it's running on is
connected to the Internet.

Web services are not limited to Microsoft products. They are an industrywide movement, with
industrywide standardization. Web services running on one vendor's platform can be used by clients
running on entirely different and otherwise incompatible platforms, since they are built on HTTP, XML,
and SOAP. These three specifications have extremely broad industry support and are available on
virtually all major hardware and operating-system platforms.

HTTP (HyperText Transfer Protocol) is a protocol that was originally developed to allow users to
navigate through hypermedia -- documents and other media that link to still other documents and
media. This protocol has become the basis for today's World Wide Web. HTTP has primarily been
used to transport documents that are in the form of HTML (HyperText Markup Language), a plain-text
document markup language.

Virtually every general-purpose computer in the world is connected to the Internet and has the
capability to browse web pages. Said another way, virtually every computer in the world has the ability
to transfer data using the HTTP protocol. Because of this, it makes sense to harness the power of
HTTP for more than just requesting and delivering web pages. In addition to these tasks, HTTP is now
used to transport XML and SOAP.

XML (eXtensible Markup Language) is a specification for encoding all kinds of data as plain-text
documents. Unlike HTTP, XML doesn't define a transport mechanism. XML documents can be
transmitted over HTTP, email, FTP, or any other transport mechanism.

SOAP (Simple Object Access Protocol) is a specification that defines how to encode function calls as
XML documents.

A web service is nothing more than a web server that knows how to listen for and respond to SOAP
messages carried over HTTP. How the web service is implemented is irrelevant to the client of the
web service. The client simply knows that it can send SOAP messages to a web server located at a
specific URL and receive SOAP responses.

ASP.NET makes it easy both to expose web services and to use them. In both cases, the ASP.NET
runtime encapsulates the communication mechanism, including generating and receiving appropriate
SOAP messages. The author of a web service merely writes a class that exposes the desired
functionality. ASP.NET does the hard work of handling incoming SOAP messages and forwarding
calls to the appropriate method of the class. When the method returns, ASP.NET wraps up the return
value and sends it back to the client in a SOAP response.

To the .NET application developer using web services, a web service seems like just another type that
exposes methods to call. Behind the scenes, ASP.NET translates each method call into a SOAP
reguest to invoke the remote functionality.

7.1 Creating a Web Service

Example 7-1 shows the source code for a simple web service.

Example 7-1. A simple web service
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<%@ WebServi ce Language="VB" Cl ass="Hel | oWbServi ce" %
| mports System Web. Servi ces

<WebServi ce( Nanespace: ="htt p://yourconpany. conl")> _
Public Cl ass Hel | oWebServi ce
Inherits WebService

<WebMet hod> Public Function SayHel | o(ByVal Name As String) As String
Return "Hello, " & Nane & ", welcome to web services!"
End Functi on

End C ass
To create and deploy this web service, perform these steps:

1. Create a virtual directory in IIS.
2. Enter the code from Example 7-1, and save it in the virtual directory in a file with an .asmx
extension—for example, HelloWebService.asmx.

After you do so, clients can access the service. Later in this chapter, you'll see how to write a web-
service client.

Note the following features of the code in Example 7-1.:

An @\\ébSer vi ce directive appears at the top of the file. This directive specifies the language
in which the code is written and the name of the class that contains the implementation of the
web service.

The lines following the @\\ébSer vi ce directive are not enclosed in <scr i pt > tags.

The System.Web.Services hamespace is imported. This hamespace contains the
WebServiceAttribute, WebMethodAttribute, and WebService types used in this example.

The implementation class inherits from the WebService class (defined in the
System.Web.Services namespace). This is not strictly necessary and could have been omitted
from Example 7-1. However, inheriting from the WebService class gives the implementation
class access to ASP.NET intrinsic objects (Session, Application, etc., as described in
Chapter 6).

The SayHello method is marked with the \\ebVet hod attribute. This is required for the web
service to expose the method.

When a request for the .asmx file comes into the web server, ASP.NET compiles the code in the file
and automatically generates the plumbing to expose the marked methods as web-service methods.

If desired, you can compile the implementation class separately instead of placing the source in

the .asmx file. To do so, place the source code for the class only (not the @\\ebSer vi ce directive) in
a .vb file, and compile it to a .dll using either the command-line compiler or Visual Studio .NET. Note
that the compiler must reference System.Web.Services.dll (to gain access to the types in the
System.Web.Services namespace) and System.dll (because the WebService class exposes methods
inherited from the System.ComponentModel.Component class). Here's a sample command line:

vbc Hel | oWwebService.vb /r:System Wb. Services.dl |, Systemdl| /t:library

After compiling the class into a .dll file, copy the file into a directory named bin in the web application's
virtual directory. Then edit the .asmx file so that it contains only the @\\ébSer vi ce directive, as
shown in the first line of Example 7-1. When the ASP.NET framework processes the @\\ébSer vi ce
directive in the .asmx file, it will look through all of the assemblies in the bin directory for one that
contains the class named in the Cl ass attribute of the @/\ébSer vi ce directive.
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7.1.1 The WebService Attribute

The V\ebSer vi ce attribute (that is, the WebServiceAttribute class, defined in the
System.Web.Services namespace) provides a way to attach a name, namespace, and description to a
web service. The properties that can be set for the WebService attribute are:

Description
A description of the web service. The default is an empty string.
Name

The name of the web service. The default is the name of the class implementing the web
service.

Namespace

The namespace of the web service. To avoid name clashes between web services, they are
given namespaces in URI format. A simple way to build a unique namespace for your
company's web services is to base it on your company's URL (because URLs are valid URIS).
For example:

http://your conpany. conl webser vi ces/

Although this looks like a URL, it isn't. It doesn't need to correspond to a site that can be
reached on the Internet. It just needs to be a uniqgue name that is under your company's
control and has no chance of clashing with anyone else's namespace. The default for this
property is "http://tenpuri.org/". The defaultis OK for testing web services, but should
not be used for production web services.

Here's how the \\ébSer vi ce attribute might look when you specify all three properties:

<WebService( _
Description: ="My first web service.",
Nane: =" Fi r st WebServi ce", _
Nanmespace: ="http://yourconpany.con ") > _
Public C ass Hel | oWwebServi ce
I nherits WebService

End d ass

Note that the \\ebSer vi ce attribute is not required for a class to implement a web service. It only
provides a way to specify the given properties of the web service.

7.1.2 The WebMethod Attribute

The \\ebMet hod attribute (that is, the WebMethodAttribute class, defined in the System.Web.Services
namespace) identifies a method as being a web method. When the ASP.NET framework finds this
method in a class being used as a web service, it wires up the plumbing necessary to expose the
method as part of the web service. The properties that can be set for the \\éb Vet hod attribute are:

BufferResponse

Specifies whether to buffer the response to the client while it is being built. The type is
Boolean. The default is Tr ue.
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CacheDuration

Specifies whether responses are cached and, if so, how long they are cached (in seconds).
The type is Integer. A value of O (the default) specifies that responses aren't cached.

Description

Specifies a description of the web method. Tools can retrieve this description and display it to
potential users. The type is String. The default is an empty string.

EnableSession

Specifies whether session state is enabled for the web service. The type is Boolean. The
default is Fal se.

MessageName

Specifies the name of the web-service method. The type is String. The default is the name of
the method as it appears in the implementation class.

Web services don't support method overloading. If you're writing a
- class that will be used as the implementation of a web service,

' don't overload method names. If you're using an existing class
that already has overloaded method names, use the WebMethod
attribute's MessageNane attribute to control the names presented
to clients of the web service.

TransactionOption

Specifies how the web method participates in transactions. The type is TransactionOption
(defined in the System.EnterpriseServices namespace). The default is Di sabl ed.

&

Transactions can't propagate across web-service method
a invocations. Therefore, web methods can participate in
— 42 transactions only as the root of a transaction. They can't enlist on
a transaction that is in progress.

7.1.3 The WebService Class

To obtain access to the ASP.NET framework's environment objects, a web-service class can inherit
from the WebService class (defined in the System.Web.Services namespace). Doing so causes the
web-service class to inherit five properties:

Application

This is an object that can be used to hold application state. See Chapter 6 for more
information.

Context

This is the context of the web-service request. This is an instance of the HttpContext class
(defined in the System.Web namespace). This object contains references to various items of
information concerning the current web-service request.
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Server

This is an object that holds information about the web server. See Chapter 6 for more
information.

Session

This is an object that can be used to hold session state. See Chapter 6 for more information.
User

If Windows authentication is used to authenticate the web-service client, the User property
references an object containing information about the user. The type of this property is
IPrincipal.

7.2 Testing a Web Service with a Browser

Web services deployed on ASP.NET can easily be tested with a web browser, because the ASP.NET
framework itself includes the ability to generate browser screens based on the definition of the web
service. For example, browsing to the .asmx file shown in Example 7-1 (using the URL
http://localhost/WebServices/HelloWebService.asmx) produces the browser screen shown in Figure
7-1.

Figure 7-1. Browsing to a web service hosted in ASP.NET
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To test a web service in a web browser, the .asmx file must be deployed in an IIS virtual directory.
Using the browser to view the .asmx file directly from disk doesn't work.

The "HelloWebService" in large font in Figure 7-1 is the name of the web service exposed at the
given URL. This is the name of the implementation class (or the value given by the Nane parameter of
the \\ebSer vi ce attribute, if present). Underneath the main heading there are two additional links.
The first, marked "Service Description”, links to the WSDL description of the service. (Web-service
descriptions and WSDL are explained in the next section.)

The second, at the bottom of the test window, is the list of web methods exposed by the web service.
In the case of HelloWebService, there is only a single method, SayHello. Clicking on the name of the
method brings up a screen with information about that method and with a mechanism for testing it.
The screen is shown in Figure 7-2.

Figure 7-2. The test screen for the SayHello web method
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The: following is a sample SCAF request and response. The placeholders shown need to be replaced
with actual values,

FOET fWebServices/HelloWebService . .asmx HTTP/1.1

Eost: localhosc

Content-Type: cext/=ml: charset=ucf-8

Content-Length: lemgth

SOAPAcTiOon: "hccp:ff?uurcampnn?]cawﬂﬁnsﬂc110“ N
L3
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Near the top of the test screen for the SayHello web method is a place to enter a value for the
method's single parameter, Nane, and a button that invokes the method. At the bottom of the screen is
a list of sample invocations and responses for the web method, in the protocols that ASP.NET
understands. ASP.NET web services can be invoked using the SOAP, HTTP GET, or HTTP POST
protocols. When you're developing clients on the .NET platform, none of this matters to you—.NET
does the work of wrapping invocations in the appropriate SOAP messages. However, when you're
calling a web service from a platform that doesn't have native support for writing web-service clients,
this information can be very helpful. Additionally, the HTTP GET and HTTP POST protocols may be
simpler to implement on platforms that don't provide SOAP support. These protocols won't be
discussed further, however, because this book is about developing on the .NET platform.

Clicking the Invoke button on the screen shown in Figure 7-2 invokes the web service using the
HTTP GET protocol. The response is an XML document that encodes the result of the web-method
invocation (see Figure 7-3). This is not a SOAP response. Rather, it is in the format used when
responding to HTTP GET or HTTP POST invocations. It is sufficiently readable to see that the web
method is performing as expected.

Figure 7-3. The result of clicking the Invoke button in Eiqure 7-2
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fuml version="1.0" encoding="utf-8" 7>
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7.3 Web-Service Descriptions

Web Service Description Language (WSDL) is a specification for encoding the definition of a web
service as an XML document. This is analogous to providing type information for traditional COM
software components. A web-service description identifies the name and URL of a web service, the
web methods that are available from that service, the methods' parameter names and types, and the
methods' return types.

ASP.NET automatically generates the WSDL documents for web services that it hosts. This document

can be viewed by clicking the "Service Description” link in the service test page (refer back to Figure
7-1). A portion of this document for the HelloWebService service is shown in Figure 7-4.

Figure 7-4. Viewing a WSDL document
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As you can see in Figure 7-4, the WSDL document is intended more for tools that can read its
contents than it is for humans. As shown in the next section, WSDL documents are used by client
tools to generate code that knows how to talk to the given web service.

7.4 Consuming a Web Service

On the .NET platform, consuming a web service is as easy as creating one. This section contains the
steps for creating a web-service client that can call the web service shown in Example 7-1.

7.4.1 Consuming a Web Service in Visual Studio .NET

To use a web service from a Visual Studio .NET project, right-click on the References node in the
Solution Explorer window, and select Add Web Reference. This causes the Add Web Reference
dialog box to appear.
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In the Address field of the Add Web Reference dialog box, enter the URI of a web-service description
document, and click the Add Reference button. When adding references to web services hosted by
ASP.NET, the web-service description document is obtained by appending ?wsd| to the path of the
service itself. For example: http://www.company.com/myWebService.asmx?wsdl or
http://localhost/WebServices/Hello-WebService.asmx?wsdl.

Visual Studio .NET reads the web-service description document and builds a corresponding proxy
class that knows how to access the described web service. The proxy class is local and exposes the
same functionality as the web service. To call the web service from within the project, instantiate the
proxy class and call its methods. For example, the following code instantiates the HelloWebService
class and calls its SayHello method in response to a button click:

Assunes that this code is part of a form having a button naned

bt nOk_Click, a text box naned txtName, and a text box named txtResult.
Private Sub btnOk _Cick( _

ByVal sender As System Obj ect,

ByVal e As System Event Args _
) Handl es btnCk. i ck

If txtNane. Text <> "" Then
Dim sNanme As String = txtNane. Text
Di m oWs As New | ocal host. Hel | oWwebServi ce( )
Dim sMsg As String = oWs. SayHel | o( sNane)
oWB. Di spose( )
txt Resul t. Text = sMsg

End If

End Sub

Note that the web-server machine name is used as the namespace for the web-service class. Thus,
for a class called HelloWebService exposed by the same machine as the caller, the namespace is
localhost, and the fully qualified hame of the class is localhost.HelloWebService. For machine names
containing dots, the order of the parts is reversed. Thus, if the HelloWebService service were exposed
by a machine named webservices.somecompany.com, the HelloWebService class namespace would
be com.somecompany.webservices, and the fully qualified class name of the class would be
com.somecompany.webservices.HelloWebService.

Internally, the proxy class packages up method calls into SOAP wrappers and forwards them to the
web service. This process is transparent to the client of the proxy class.

7.4.2 Consuming a Web Service in Notepad

To use a web service from a project that is not developed within the Visual Studio .NET IDE, use the
command-line wsdl.exe tool to create a proxy class that wraps the web service. For example:

wsdl http://1ocal host/WbServi ces/ Hel | oWebSer vi ce. asnmx?wsdl /| anguage: vb

The wsdl.exe tool takes as an argument the URL of a web-service description document. As explained
in the preceding discussion of Visual Studio .NET, when consuming services hosted by ASP.NET, the
web-service description document is obtained by appending ?wsdl to the path of the web service, as

was done here.

The output of the wsdl.exe tool is a source-code file containing the definition of a proxy class that
knows how to access the described web service. The wsdl.exe tool's / | anguage switch controls
whether the source is written in Visual Basic .NET or C#. The name of the class in the generated
source code is equal to the name of the service, as given in the web-service description document.
Example 7-2 shows the output of the wsdl.exe tool when run on the HelloWebService service from
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Example 7-1. (Note that several of the lines have been reformatted to make them fit in this book.
Other than that, the code is unchanged.)

Example 7-2. Sample output of the wsdl.exe tool

<aut ogener at ed>
This code was generated by a tool.
Runtinme Version: 1.0.2914.16

Changes to this file may cause incorrect behavior and will be lost if
the code is regenerated.
</ aut ogener at ed>

Option Strict Of
Option Explicit On

I nports System

I nports System Di aghostics

I nports System Web. Servi ces

| nports System Web. Servi ces. Protocol s
I nports System Xml . Serialization

"This source code was auto-generated by wsdl, Version=1.0.2914. 16.

<System Web. Servi ces. WebSer vi ceBi ndi ngAttri bute( _
Nane: =" Hel | oWebSer vi ceSoap", _
[ Namespace] : ="http://yourconpany. com ") >
Public C ass Hel | owbService
I nherits System Web. Servi ces. Protocol s. SoapHt t pl i ent Prot ocol

<Syst em Di agnosti cs. Debugger St epThroughAttri bute( )>
Public Sub New( )

MyBase. New
Me.Url = "http://1ocal host/WbServi ces/ Hel | owebServi ce. asnx"
End Sub

<System Di agnhosti cs. Debugger St epThroughAttribute( ), _
Syst em Web. Servi ces. Prot ocol s. SoapDocunent Met hodAttri bute( _
"http://yourconpany.conm SayHel | 0", _
Request Nanespace: ="htt p: //your conpany. com ", _
ResponseNanespace: =" http://yourconpany. com ", _
Use: =Syst em Web. Servi ces. Descri pti on. SoapBi ndi ngUse. Li teral,
ParaneterStyle: = _
Syst em Web. Servi ces. Prot ocol s. SoapPar anet er St yl e. W apped) >
Publ i ¢ Function SayHel |l o(ByVal Name As String) As String
Dmresults( ) As Object = Me.lnvoke("SayHello", New Qohject( )
{ Nane} )
Return CType(results(0), String)
End Function

<Syst em Di agnosti cs. Debugger St epThroughAttri bute( )>
Public Function Begi nSayHel | o( _

ByVal Nane As String, _

ByVal cal |l back As System AsyncCal | back,

ByVal asyncState As (Object
) As System | AsyncResul t

Ret urn Me. Begi nl nvoke(" SayHel | 0", New Object( ) {Nane}, call back,
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asyncSt at e)
End Function
<System Di aghosti cs. Debugger St epThr oughAttri bute( )> _
Publ i ¢ Function EndSayHel | o( _
ByVal asyncResult As System | AsyncResul t
) As String
Dmresults( ) As Object = Me. Endl nvoke(asyncResul t)
Return CType(results(0), String)
End Function
End C ass

After creating the proxy class, write client code to make use of it. Using the proxy class is just like
using any other .NET class. The proxy class hides method calls being forwarded over the Web.
Example 7-3 shows code that uses the proxy class from Example 7-2.

Example 7-3. Client code for use with Example 7-2
| nports System

Publ i ¢ Modul e SomeApplication
Public Sub Main( )
Di m nyService As New Hel | oWwebService( )
Consol e. WiteLine(nyService. SayHel | o(" Annemarie"))
End Sub
End Modul e

Note that the client code simply instantiates the proxy class and calls its SayHello method.

Lastly, compile the proxy class and the client code together. Here's an example of compiling from the
command line (note that this should be entered as a single command and is shown on two lines here
only for printing in this book):

vbc SoneApplication.vb Hel | oWwebServi ce. vb
/ reference: System Web. Servi ces.dl |, System Xm .dl |, System dl |

The three assemblies referenced in this command are required by the proxy class.

7.4.3 Synchronous Versus Asynchronous Calls

Web-method calls are synchronous by default. That is, the caller waits while the call is sent over the
network and while the result is calculated and sent back. When dealing with the Internet, this can be a
lengthy process (a fraction of a second to several seconds). There are times when it would be useful
for the client to go off and perform some other processing while waiting for the web method to
complete. Fortunately, the autogenerated proxy class (created by either Visual Studio .NET or
wsdl.exe) provides a way to do this. Example 7-4 shows client code that calls the SayHello web
method asynchronously.

Example 7-4. Calling SayHello asynchronously
Private nyService As New Hel | oWwebService( )

Private Sub btnlnvoke Cick( _
ByVal sender As System Obj ect,
ByVal e As System Event Args _
) Handl es btnl nvoke. i ck
Assunes that there is a text box naned txt Nane.
mySer vi ce. Begi nSayHel | o(t xt Name. Text, AddressOF MySayHel | oCal | back,
Not hi ng)
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End Sub

Private Sub MySayHel | oCal | back(ByVal ar As | AsyncResult)
Assunes that there is a text box naned txtResult.
txt Resul t. Text = nyService. EndSayHel | o(ar)
End Sub

For each web method, the web-service proxy class exposes two additional methods, named
Begin\\éb Vet hodNane and End\ebMet hodNane, where V\ebVet hodNane is the name of the web
method to be invoked. The purpose of the Begin\V\ébVet hodNane method is to invoke the web
method and immediately return. This allows client code to continue executing while the web service
processes the request. When the response arrives from the web service, it is held until the client calls
the EndViéb Vet hodName method. If the client calls the End\V\ébVet hodNanme method before the web
method's response arrives, the client blocks until the response arrives. If the client calls the
EndVébMVet hodNanme method after the response arrives, the method immediately returns with the
response value.

The parameters of the Begin\\ébIVet hodNane method are exactly the same as the parameters of the
web-method call itself, plus two additional parameters:

cal | back

If the client would like to be notified when the web method's response has arrived, it can pass
a delegate reference in this parameter. The type of this parameter is AsyncCallback, which is
defined in the System namespace as:

Public Del egate Sub AsyncCal | back(ByVal ar As | AsyncResult)

To pass a callback function to the Begin\\eb et hodNane method, write a method having the
appropriate signature and then use the Addr essOF operator to create a delegate from that
method, as shown in Example 7-4.

If the client does not want to be notified when the web method's response has arrived, it can
pass Not hi ng in this parameter.

asyncSt at e

If the client would like to provide some arbitrary additional information to the callback function,
it can do so by assigning a value to the asyncSt at e parameter. This parameter is of type
Object, so any value can be passed. The value passed in this parameter is passed on to the
callback function when the web-method call returns. If no additional information needs to be
passed to the callback function, pass Not hi ng in this parameter.

The Begin\\ébVet hodNanme method has no return value.

When the callback function is called, it receives a reference to an object that implements IAsyncResult
(defined in the System namespace). The AsyncState property of this object holds the value passed in
the asyncSt at e parameter of the Begin\V\éb-Met hodNanme method.

The first parameter of the End\\éb Vet hodNanme method is the IAsyncResult reference obtained in the
callback function. Alternatively, the client can pass Not hi ng in this parameter if not using a callback
function. The End\V\éb Vet hodNane method may have additional parameters, depending on whether
the corresponding web method has any By Ref parameters. If there are any such parameters, they
appear here in the signature of the End\\ébVet hodNane method. In addition, the return value of the
EndVébMet hodNanme method is the return value of the web method.
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7.5 Web-Service Discovery

Up to this point, we have assumed that the client of a web service knows where to find that web
service's WSDL document. This may not always be the case. For example, consider a client
application that runs on a portable device. Its purpose is to make a reservation on the user's behalf at
the nearest hotel meeting the user's preset price and service guidelines. Before the client application
can communicate with a hotel's reservation web service, the client must have a way to discover that
the service is even there. This is the purpose of web-service directories.

Web-service directories provide a way for clients to find web services that perform a certain task or a
certain kind of task. They are like the yellow pages in a telephone directory, in which businesses are
listed according to the product or service they provide. Standards are just now being developed for
web-service directories. One strong contender is called Universal Description, Discovery, and
Integration (UDDI). Information about this standard and the implementations that currently exist can be
found at http://www.uddi.org.

You may also have heard of DISCO files. (DISCO is short for discovery.) DISCO is a Microsoft-
exclusive specification for encoding the addresses of multiple WSDL documents into a single XML
document. DISCO doesn't have directory capabilities and so is falling into disuse as UDDI grows.

7.6 Limitations of Web Services

The ASP.NET framework makes it so easy to expose and consume web services that it's easy to
forget about the communication layer between the client and server. Because web services are built
on the SOAP protocol, their capabilities are limited to the capabilities of SOAP. The most important
points to remember are:

No callback mechanism

For a web service to call back to a client, the client has to handle incoming HTTP requests.
Virtually no client systems are configured this way, so callbacks generally are not an option. If
a callback system is absolutely required, it could be faked by writing methods in the client and
server allowing the client component to periodically poll the server to determine if events have
occurred.

No transactions across the Web

The SOAP protocol currently does not provide any transaction support. A web-service method
can begin a new transaction, and local resources will enlist on that transaction, but a web
service can't enlist on an existing transaction.

Exceptions are returned as SOAP faults

When there is some error in processing a web-method call, the web service responds with a
SOAP fault. If the client of the web service is implemented on the .NET platform, the client
receives a SoapException exception (defined in the System.Web.Services.Protocols
namespace), even if both the client and server are using .NET. Put another way, even if both
client and server are running on .NET, exceptions thrown on the server aren't raised as the
same exception on the client.

Performance is an issue

There is overhead associated with representing function calls as XML. This overhead is a
necessary evil when communicating over the Internet across network firewalls. However, web
services are not a good choice for cross-component communication when the components are
running on the same machine or even on different machines on the same LAN. Web services
provide no benefit in these scenarios.
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7.7 Summary

Web services are a new, industry-standard mechanism for connecting software components across
the Internet. This mechanism is based on HTTP, XML, and SOAP—all widely accepted standards.
The .NET Framework provides support for developers of web services and web-service clients,
making it just as easy to expose and consume web services as it is to write and use a simple class
that exposes methods.
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Chapter 8. ADO.NET: Developing Database
Applications

Many software applications benefit from storing their data in database management systems. A
database management system is a software component that performs the task of storing and
retrieving large amounts of data. Examples of database management systems are Microsoft SQL
Server and Oracle Corporation's Oracle.

- Microsoft SQL Server and Microsoft Access both include a sample
s database called Northwind. The Northwind database is used in
+ the examples throughout this chapter.

LEY

=l 1

All examples in this chapter assume that the following declaration appears in the same file as the code:
[ mports System Dat a

Examples that use SQL Server also assume this declaration:

| mports System Data. Sql i ent

and examples that use Access assume this declaration:

[ mports System Data. O eDb
8.1 A Brief History of Universal Data Access

Database management systems provide APIs that allow application programmers to create and
access databases. The set of APIs that each manufacturer's system supplies is unique to that
manufacturer. Microsoft has long recognized that it is inefficient and error prone for an applications
programmer to attempt to master and use all the APIs for the various available database management
systems. What's more, if a new database management system is released, an existing application
can't make use of it without being rewritten to understand the new APIs. What is needed is a common
database API.

Microsoft's previous steps in this direction included Open Database Connectivity (ODBC), OLE DB,
and ADO (not to be confused with ADO.NET). Microsoft has made improvements with each new
technology.

With .NET, Microsoft has released a new mechanism for accessing data: ADO.NET. The name is a
carryover from Microsoft's ADO (ActiveX Data Objects) technology, but it no longer stands for ActiveX
Data Objects—it's just ADO.NET. To avoid confusion, | will refer to ADO.NET as ADO.NET and to
ADO as classic ADO.

If you're familiar with classic ADO, be careful—ADO.NET is not a descendant, it's a new technology. In
order to support the Internet evolution, ADO.NET is highly focused on disconnected data and on the
ability for anything to be a source of data. While you will find many concepts in ADO.NET to be similar
to concepts in classic ADQ, it is not the same.

8.2 Managed Providers

When speaking of data access, it's useful to distinguish between providers of data and consumers of
data. A data provider encapsulates data and provides access to it in a generic way. The data itself can
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be in any form or location. For example, the data may be in a typical database management system
such as SQL Server, or it may be distributed around the world and accessed via web services. The
data provider shields the data consumer from having to know how to reach the data. In ADO.NET,
data providers are referred to as managed providers.

A data consumer is an application that uses the services of a data provider for the purposes of storing,
retrieving, and manipulating data. A customer-service application that manipulates a customer
database is a typical example of a data consumer. To consume data, the application must know how
to access one or more data providers.

ADO.NET is comprised of many classes, but five take center stage:
Connection
Represents a connection to a data source.
Command
Represents a query or a command that is to be executed by a data source.
DataSet

Represents data. The DataSet can be filled either from a data source (using a DataAdapter
object) or dynamically.

DataAdapter
Used for filling a DataSet from a data source.
DataReader
Used for fast, efficient, forward-only reading of a data source.

With the exception of DataSet, these five names are not the actual classes used for accessing data
sources. Each managed provider exposes classes specific to that provider. For example, the SQL
Server managed provider exposes the SglConnection, SqlCommand, SqlDataAdapter, and
SglDataReader classes. The DataSet class is used with all managed providers.

Any data-source vendor can write a managed provider to make that data source available to
ADO.NET data consumers. Microsoft has supplied two managed providers in the .NET Framework:
SQL Server and OLE DB.

The examples in this chapter are coded against the SQL Server managed provider, for two reasons.
The first is that | believe that most programmers writing data access code in Visual Basic .NET will be
doing so against a SQL Server database. Second, the information about the SQL Server managed
provider is easily transferable to any other managed provider.

8.3 Connecting to a SQL Server Database

To read and write information to and from a SQL Server database, it is necessary first to establish a
connection to the database. This is done with the SqlConnection object, found in the
System.Data.SqlClient namespace. Here's an example:

Open a dat abase connecti on.
Di m strConnection As String = _
"Dat a Source=l ocal host;Initial Catal og=Northw nd;"
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& "Integrated Security=True"
Dimcn As Sqgl Connection = New Sqgl Connecti on(strConnecti on)

cn. Qpen( )

This code fragment instantiates an object of type SglConnection, passing its constructor a connection
string. Calling the SglConnection object's Open method opens the connection. A connection must be
open for data to be read or written, or for commands to be executed. When you're finished accessing
the database, use the Close method to close the connection:

Cl ose the dat abase connecti on.
cn.Cl ose( )

The connection string argument to the SqlConnection class's constructor provides information that
allows the SqglConnection object to find the SQL Server database. The connection string shown in the
earlier code fragment indicates that the database is located on the same machine that is running the
code snippet (Dat a Sour ce=| ocal host), that the database name is Northwind (I ni t i al

Cat al og=Nor t hwi nd), and that the user ID that should be used for logging in to SQL Server is the
current Windows login account (I nt egr at ed Security=True). Table 8-1 shows the valid SQL
Server connection string settings.

Table 8-1. SQL Server connection string settings

Default

Setting Value Description

Addr Synonym for Dat a Sour ce.

Addr ess Synonym for Dat a Sour ce.
The name of the client application. If provided, SQL Server

Appl i cati on Nanme uses this name inits syspr ocesses table to help identify the
process serving this connection.

At t achDBFi | enane Synonym for | ni tial File Nane.

Connect Ti neout 15 Synonym for Connect i on Ti meout.

The number of seconds to wait for a login response from SQL
Server. If no response is received during this period, an

Connect i on Ti meout |15 SqlException exception is thrown.

This setting corresponds to the SglConnection object's
ConnectionTimeout property.

The language to use for this session with SQL Server. The
value of this setting must match one of the entries in either the
"name"” column or the "alias" column of the
"master.dbo.syslanguages" system table. If this setting is not
specified, SQL Server uses either its system default language
or a user-specific default language, depending on its

Current Language configuration.

The language setting affects the way dates are displayed and
may affect the way SQL Server messages are displayed.

Search for "SQL Server Language Support" in SQL Server
Books Online for more information.

The name or network address of the computer on which SQL
Server is located.

Dat a Sour ce

This setting corresponds to the SglConnection object's
DataSource property.
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ext ended
properties

Synonymfor I nitial File Nane.

Initial Catal og

The name of the database to use within SQL Server.

This setting corresponds to the SglConnection object's
Database property.

Initial File Nane

The full pathname of the primary file of an attachable
database.

If this setting is specified, the | ni ti al Cat al og setting must
also be specified.

Search for "Attaching and Detaching Databases" in SQL
Server Books Online for more information.

Att achDBFi | enane and ext ended properties are
synonyms for I nitial File Nane.

Indicates whether to use NT security for authentication. A
value of "t rue' or “sspi ' (Security Support Provider Interface)
indicates that NT security should be used. A value of f al se'

I nt egrat ed < . oo .

Security fal se indicates that SQL Server security should be used.
Search for "How SQL Server Implements Security" in SQL
Server Books Online for more information.

Net ‘dbnssocn' [Synonym for Net wor k Li brary.

Net wor k Addr ess Synonym for Dat a Sour ce.
The name of the .dll that manages network communications
with SQL Server. The default value, “dbnssocn’, is
appropriate for clients that communicate with SQL Server over

Net wor k Li brary ‘dbnssocn’ TCPIP.
Search for "Communication Components" and "Net-Libraries
and Network Protocols” in SQL Server Books Online for more
information.

Passwor d The SQL Seryer login password for the user specified in the
User | Dsetting.
Specifies whether SglConnection object properties can return
security-sensitive information while a connection is open.
Before a connection is opened, its security-sensitive properties
return whatever was placed in them. After a connection is
opened, properties return security-sensitive information only if

Persi st Security ol ce the Persi st Security | nfo setting was specified as

Info arse ‘true'.
For example, if Persi st Security Infois fal se'and
the connection has been opened, the value returned by the
SglConnection object's ConnectionString property does not
show the Passwor d setting, even if the Passwor d setting
was specified.

Pwd Synonym for Passwor d.

Server Synonym for Dat a Sour ce.

Trust ed_Connection|fal se' Synonym for | nt egr at ed Security.

User I D

The SQL Server login account to use for authentication.
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the client

name

Workstation I D computer The name of the computer that is connecting to SQL Server.

SQL Server Authentication

Before a process can access data that is located in a SQL Server database,
it must log in to SQL Server. The SqglConnection object communicates with
SQL Server and performs this login based on information provided in the
connection string. Logging in requires authentication. Authentication means
proving to SQL Server that the process is acting on behalf of a user who is
authorized to access SQL Server data. SQL Server recognizes two methods
of authentication:

SQL Server Authentication, which requires the process to supply a
username and password that have been set up in SQL Server by an
administrator. Beginning with SQL Server 2000, this method of
authentication is no longer recommended (and is disabled by default).
Integrated Windows Authentication, in which no username and
password are provided. Instead, the Windows NT or Windows 2000
system on which the process is running communicates the user's
Windows login name to SQL Server. The Windows user must be set
up in SQL Server by an administrator in order for this to work.

To use SQL Server Authentication:

1. (SQL Server 2000 only) Enable SQL Server Authentication. In
Enterprise Manager, right-click on the desired server, click Properties,
and then click the Security tab. Select "SQL Server and Windows"
and click OK.

2. The network administrator sets up a login account using Enterprise
Manager, specifying that the account will use SQL Server
Authentication and supplying a password. Programming books
(including this one) typically assume the presence of a user named
"sa" with an empty password, because this is the default system
administrator account set up on every SQL Server installation (good
administrators change the password, however).

3. The network administrator assigns rights to this login account as
appropriate.

4. The data access code specifies the account and password in the
connection string passed to the SglConnection object. For example,
the following connection string specifies the "sa" account with a blank
password:

"Data Source=SoneMachi ne; Initial
Cat al og=Nort hwi nd; User |D=sa; Password="

To use Integrated Windows Authentication:

1. The network administrator sets up the login account using Enterprise
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Manager, specifying that the account will use Windows Authentication
and supplying the Windows user or group that is to be given access.
2. The network administrator assigns rights to this login account as
appropriate.
3. The data access code indicates in the connection string that
Integrated Windows Security should be used, as shown here:

"Dat a Source= SoneMachine; Initial
Cat al og=Nort hwi nd; I ntegrated Security=True"

When using Integrated Windows Authentication, it is necessary to know
what Windows login account a process will run under and to set up
appropriate rights for that login account in SQL Server Enterprise Manager.
A program running on a local machine generally runs under the login
account of the user that started the program. A component running in
Microsoft Transaction Server (MTS) or COM+ runs under a login account
specified in the MTS or COM+ Explorer. Code that is embedded in an
ASP.NET web page runs under a login account specified in Internet
Information Server (11S). Consult the documentation for these products for
information on specifying the login account under which components run.
Consult the SQL Server Books Online for information on setting up SQL
Server login accounts and on specifying account privileges.

8.4 Connecting to an OLE DB Data Source

OLE DB is a specification for wrapping data sources in a COM-based API so that data sources can be
accessed in a polymorphic way. The concept is the same as ADO.NET's concept of managed
providers. OLE DB predates ADO.NET and will eventually be superseded by it. However, over the
years, OLE DB providers have been written for many data sources, including Oracle, Microsoft Access,
Microsoft Exchange, and others, whereas currently only one product—SQL Server—is natively
supported by an ADO.NET managed provider. To provide immediate support in ADO.NET for a wide
range of data sources, Microsoft has supplied an ADO.NET managed provider for OLE DB. That
means that ADO.NET can work with any data source for which there is an OLE DB data provider.
Furthermore, because there is an OLE DB provider that wraps ODBC (an even older data-access
technology), ADO.NET can work with virtually all legacy data, regardless of the source.

Connecting to an OLE DB data source is similar to connecting to SQL Server, with a few differences:
the OleDbConnection class (from the System.Data.OleDb namespace) is used instead of the
SglConnection class, and the connection string is slightly different. When using the OleDbConnection
class, the connection string must specify the OLE DB provider that is to be used as well as additional
information that tells the OLE DB provider where the actual data is. For example, the following code
opens a connection to the Northwind sample database in Microsoft Access:

Open a connection to the database.
Di m strConnection As String = _
"Provi der=M crosoft.Jet. OLEDB. 4. 0; Dat a Source=" _
& "C.\Program Fil es\M crosoft Ofice\Ofice\Sanpl es\Northw nd. ndb"
Dimcn As O eDbConnection = New O eDbConnecti on(strConnecti on)

cn. Open( )
Similarly, this code opens a connection to an Oracle database:

Open a connection to the database.
Di m strConnection As String = _
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"Provi der =MSDACRA. 1; User | D=MyI D; Passwor d=MyPasswor d; "
& "Dat a Sour ce=MyDat abaseSer vi ce. MyDonai n. cont
Dimcn As O eDbConnection = New O eDbConnecti on(strConnecti on)

cn. Qpen( )

The values of each setting in the connection string, and even the set of settings that are allowed in the
connection string, are dependent on the specific OLE DB provider being used. Refer to the
documentation for the specific OLE DB provider for more information.

Table 8-2 shows the provider names for several of the most common OLE DB providers.

Table 8-2. Common OLE DB provider names

\ Data source | OLE DB provider name
Microsoft Access IM crosoft. Jet. OLEDB. 4. 0
Microsoft Indexing Service VS| DXS. 1

Microsoft SQL Server SQLOLEDB. 1

Oracle IMVSDACRA. 1

8.5 Reading Data into a DataSet

The DataSet class is ADO.NET's highly flexible, general-purpose mechanism for reading and updating
data. Example 8-1 shows how to issue a SQL SELECT statement against the SQL Server Northwind
sample database to retrieve and display the names of companies located in London. The resulting
display is shown in Figure 8-1.

Figure 8-1. The output generated by the code in Example 8-1
i:' C:\Documents and Settings) daveg' My Do

IH|| Ld ings
st don

Imports

Example 8-1. Retrieving data from SQL Server using a SQL SELECT
statement

Open a connection to the database.
Di m strConnection As String = _
"Data Source=l ocal host; Initial Catal og=Northw nd;"
& "Integrated Security=True"
Dimcn As Sqgl Connection = New Sgl Connecti on(strConnecti on)

cn. Open( )

Set up a data set comrand obj ect.
DimstrSelect As String = "SELECT * FROM Custoners WHERE City = 'London""
Di m dscnd As New Sql Dat aAdapter (strSel ect, cn)

Load a data set.
Dimds As New DataSet( )
dscnd. Fill (ds, "LondonCustoners")

Cl ose the connecti on.
cn.C ose( )
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Do sonmething with the data set.
Dim dt As DataTable = ds. Tabl es.|tenm("LondonCust onmers")
Di m rowCust oner As Dat aRow
For Each rowCustoner In dt.Rows
Consol e. Wi teLi ne(rowCustoner. |tem " ConpanyNane"))
Next

The code in Example 8-1 performs the following steps to obtain data from the database:

1. Opens a connection to the database using a SglConnection object.

2. Instantiates an object of type SqlDataAdapter in preparation for filling a DataSet object. In
Example 8-1, a SQL SELECT command string and a Connection object are passed to the
SglDataAdapter object's constructor.

3. Instantiates an object of type DataSet and fills it by calling the SglDataAdapter object's Fill
method.

8.5.1 The DataSet Class

The DataSet class encapsulates a set of tables and the relations between those tables. Figure 8-2
shows a class model diagram containing the DataSet and related classes. The DataSet is always
completely disconnected from any data source. In fact, the DataSet has no knowledge of the source of
its tables and relations. They may be dynamically created using methods on the DataSet, or they may
be loaded from a data source. In the case of the SQL Server managed provider, a DataSet can be
loaded from a SQL Server database using an SqlDataAdapter object. This is what was done in

Example 8-1.

Figure 8-2. A class model diagram for the DataSet and related classes
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After a DataSet is loaded, its data can be changed, added to, or deleted, all without affecting the data
source. Indeed, a database connection does not need to be maintained during these updates. When
ready, the updates can be written back to the database by establishing a new connection and calling
the SglDataAdapter object's Update method. Examples of writing updates to a database are shown
later in this chapter.Navigating the DataSet

In this section you'll learn how to find specific data in a DataSet object, how to make changes to that
data, and how to write those changes back to a database.

8.5.2 Finding Tables

The DataSet object's Tables property holds a TablesCollection object that contains the DataTable
objects in the DataSet. The following code loops through all the tables in the DataSet and displays

their names:

Iterate through the tables in the DataSet

Di m dt

As Dat aTabl e

For Each dt In ds. Tabl es
Consol e. Wit eLi ne(dt. Tabl eNane)

Next

This code does the same thing, using a numeric index on the TablesCollection object:

ds.
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Iterate through the tables in the DataSet ds.
Dimn As |nteger
For n = 0 To ds. Tabl es. Count - 1

Consol e. WiteLine(ds. Tabl es(n). Tabl eNane)
Next

The TablesCollection object can also be indexed by table name. For example, if the DataSet ds
contains a table named "Categories", this code gets a reference to it:

Dim dt As DataTabl e = ds. Tabl es(" Cat egori es")

8.5.3 Finding Rows

The DataTable object's Rows property holds a DataRowCollection object that in turn holds the table's
DataRow objects. Each DataRow object holds the data for that particular row. The following code
loops through all the rows in the DataTable and displays the value of the first column (column 0) in the
row:

Iterate through the rows.
Di m row As Dat aRow
For Each row I n dt.Rows
Consol e. WiteLine(row(0))
Next

This code does the same thing, using a numeric index on the RowsCollection object:

Iterate through the rows.
Dimn As |nteger
For n = 0 To dt.Rows. Count - 1
Consol e. WiteLine(dt. Rows(n)(0))
Next

To assist with locating specific rows within a table, the DataTable class provides a method called
Select. The Select method returns an array containing all the rows in the table that match the given
criteria. The syntax of the Select method is:

Publ i c Overl oads Function Select( _

ByVal filterExpression As String,

ByvVal sort As String, _

ByVal recordStates As System Dat a. Dat aVi ewRowSt ate
) As System Dat a. Dat aRow( )

The parameters of the Select method are:
filterExpression

This parameter gives the criteria for selecting rows. It is a string that is in the same format as
the VWHERE clause in an SQL statement.

sort

This parameter specifies how the returned rows are to be sorted. It is a string that is in the
same format as the ORDER BY clause in an SQL statement.

recordSt at es
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This parameter specifies the versions of the records that are to be retrieved. Record versions
are discussed in Section 8.5.6. The value passed in this parameter must be one of the
values given by the System.Data.DataViewRowState enumeration. Its values are:

CurrentRows

Returns the current version of each row, regardless of whether it is unchanged, new, or
modified.

Deleted
Returns only rows that have been deleted.
ModifiedCurrent

Returns only rows that have been modified. The values in the returned rows are the current
values of the rows.

ModifiedOriginal

Returns only rows that have been modified. The values in the returned rows are the original
values of the rows.

New

Returns only new rows.
None

Returns no rows.
OriginalRows

Returns only rows that were in the table prior to any modifications. The values in the returned
rows are the original values.

Unchanged
Returns only unchanged rows.

These values can be combined using the And operator to achieve combined results. For
example, to retrieve both modified and new rows, pass this value:

Dat aVi ewRowSt at e. Modi fi edCurrent And Dat aVi ewRowSt at e. New

The return value of the Select method is an array of DataRow objects.

The Select method is overloaded. It has a two-parameter version that is the same as the full version,
except that it does not take a r ecor dSt at es parameter:

Public Overl oads Function Select( _
ByVal filterExpression As String,
ByVal sort As String _

As System Dat a. Dat aRowm )
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Calling this version of the Select method is the same as calling the full version with ar ecor dSt at es
value of Dat aVi ewRowsSt at e. Current Rows.

Similarly, there is a one-parameter version that takes only afi | t er Expressi on:

Publ i c Overl oads Function Select( _
ByVal filterExpression As String _
) As System Dat a. Dat aRow )

This is the same as calling the three-parameter version with sort equalto " " (the empty string) and
recor dSt at es equal to Dat aVi ewRowsSt at e. Cur r ent Rows.

Lastly, there is the parameterless version of Select:

Public Overl oads Function Select( ) As System Data.DataRow )

This is the same as calling the three-parameter version with fi | t er Expressi on and sort equal to
""" (the empty string) and r ecor dSt at es equal to Dat aVi ewRowsSt at e. Current Rows.

As an example of using the Select method, this line of code returns all rows whose Country column
contains the value " Vexi co":

Dmrows( ) As DataRow = dt. Select("Country = "Mexico'")

Because the sort and r ecor dSt at es parameters were not specified, they defaultto " " (the empty
string) and Dat aVi ewRowsSt at e. Cur r ent Rows, respectively.

8.5.3.1 The Select method versus the SQL SELECT statement

If an application is communicating with a database over a fast, persistent connection, it is more
efficient to issue SQL SELECT statements that load the DataSet with only the desired records, rather
than to load the DataSet with a large amount of data and then pare it down with the DataTable's
Select method. The Select method is useful for distributed applications that might not have a fast
connection to the database. Such an application might load a large amount of data from the database
into a DataSet object, then use several calls to the DataTable's Select method to locally view and
process the data in a variety of ways. This is more efficient in this case because the data is moved
across the slow connection only once, rather than once for each query.

8.5.4 Finding Column Values

The DataRow class has an Item property that provides access to the value in each column of a row.
For example, this code iterates through all the columns of a row, displaying the value from each
column (assume that r ow holds a reference to a DataRow object):

Iterate through the colum val ues.
Dimn As |nteger
For n = 0 To row. Tabl e. Col unms. Count - 1
Consol e. WiteLine(row(n))
Next

Note the expression used to find the number of columns: r ow. Tabl e. Col urms. Count . The
DataRow object's Table property holds a reference to the DataTable object of which the row is a part.
As will be discussed shortly, the Table object's Columns property maintains a collection of column
definitions for the table. The Count property of this collection gives the number of columns in the table
and therefore in each row.
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The DataRow object's Item property is overloaded to allow a specific column value to be accessed by
column name. The following code assumes that the DataRow r ow contains a column named
"Description”. The code displays the value of this column in this row:

Consol e. WiteLine(row"Description"))

8.5.5 Finding Column Definitions

The DataTable object's Columns property holds a ColumnsCollection object that in turn holds the
definitions for the columns in the table. The following code iterates through the columns in the table
and displays their names:

Iterate through the col ums.
Di m col um As Dat aCol um
For Each colum In dt. Col ums
Consol e. Wi t eLi ne( col um. Col utmNane)
Next

This code does the same thing, using a numeric index on the ColumnsCollection object:

I[terate through the col ums.
Dimn As Integer
For n = 0 To dt. Col ums. Count - 1

Consol e. Wi teLi ne(dt. Col ums(n). Col unnNane)
Next

The ColumnsCollection object can also be indexed by column name. For example, if DataTable dt
contains a column named "Description”, this code gets a reference to the associated DataColumn
object:

Di m col um As Dat aCol utm = dt. Col ums(" Descri ption")
8.5.6 Changing, Adding, and Deleting Rows

To change data in a DataSet, first navigate to a row of interest and then assign new values to one or
more of its columns. For example, the following line of code assumes that r owis a DataRow object
that contains a column named "Description". The code sets the value of the column in this row to be
"Milk and cheese":

row "Description") = "MIlk and cheese"
Adding a new row to a table in a DataSet is a three-step process:

1. Use the DataTable class's NewRow method to create a new DataRow. The method takes no
parameters.

2. Set the values of the columns in the row.

3. Add the new row to the table.

For example, assuming that dt is a DataTable object, and that the table has columns named
"CategoryName" and "Description”, this code adds a new row to the table:

Add a row.
Dimrow As Dat aRow = dt. NewRow( )
row " Cat egor yNane") = "Software"
row "Description") = "Fine code and bi nari es”

dt . Rows. Add( r ow)
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The DataRow object referenced by r owin this code can be indexed by the names "CategoryName"
and "Description" because the DataRow object was created by the DataTable object's NewRow
method and so has the same schema as the table. Note that the NewRow method does not add the
row to the table. Adding the new row to the table must be done explicitly by calling the
DataRowCollection class's Add method through the DataTable class's Rows property.

Deleting a row from a table is a one-liner. Assuming that r owis a reference to a DataRow, this line
deletes the row from its table:

row. Delete( )

When changes are made to a row, the DataRow object keeps track of more than just the new column
values. It also keeps track of the row's original column values and the fact that the row has been
changed. The Item property of the DataRow object is overloaded to allow you to specify the desired
version of the data that you wish to retrieve. The syntax of this overload is:

Public Overl oads ReadOnly Property Iten

ByVal columNanme As String, _

ByVal version As System Dat a. Dat aRowVer si on _
) As (bj ect

The parameters are:
col umNane

The name of the column whose value is to be retrieved.
versi on

The version of the data to retrieve. This value must be a member of the
System.Data.DataRowVersion enumeration. Its values are:

Current

Retrieve the current (changed) version.

Default

Retrieve the current version if the data has been changed, the original version if not.
Original

Retrieve the original (unchanged) version.

Proposed

Retrieve the proposed change. Proposed changes are changes that are made after a call to a
DataRow object's BeginEdit method but before a call to its EndEdit or CancelEdit methods.
For more information, see Section 8.6 later in this chapter.

For example, after making some changes in DataRow r ow, the following line displays the original
version of the row's Description column:

Consol e. Wi teLi ne(row"Description", DataRowersion.Oiginal))

The current value of the row would be displayed using any of the following lines:
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Consol e. WiteLine(row"Description", DataRowersion.Current))
Consol e. WiteLine(row("Description", DataRowersion.Default))
Consol e. WiteLine(row("Description"))

Calling the DataSet object's AcceptChanges method commits outstanding changes. Calling the
DataSet object's RejectChanges method rolls records back to their original versions.

The code shown in this section affects only the DataSet object,
not the data source. To propagate these changes, additions, and
deletions back to the data source, use the Update method of the
SqlDataAdapter class, as described in Section 8.5.7.

If there are relations defined between the DataTables in the
DataSet, it may be necessary to call the DataRow object's
BeginEdit method before making changes. For more information,
see Section 8.6 later in this chapter.

8.5.7 Writing Updates Back to the Data Source

Because DataSets are always disconnected from their data sources, making changes in a DataSet
never has any effect on the data source. To propagate changes, additions, and deletions back to a
data source, call the SglDataAdapter class's Update method, passing the DataSet and the name of
the table that is to be updated. For example, the following call to Update writes changes from the
DataTable named Categories back to the SQL Server table of the same name:

da. Updat e(ds, "Categories")

Before using the Update method, however, you should understand how an SqlDataAdapter object
performs updates. To change, add, or delete records, an SglDataAdapter object must send SQL
UPDATE, | NSERT, or DELETE statements, respectively, to SQL Server. The forms of these statements
either can be inferred from the SELECT statement that was provided to the SqlDataAdapter object or
can be explicitly provided to the SqlDataAdapter object.

Example 8-2 shows an example of allowing an SglDataAdapter object to infer the SQL UPDATE,
| NSERT, and DELETE statements required for applying updates to a database.

Example 8-2. Allowing an SqlDataAdapter object to infer SQL UPDATE,
INSERT, and DELETE statements from a SELECT statement

Open a dat abase connecti on.
Di m strConnection As String = _
"Data Source=local host;lnitial Catal og=Northw nd;" _
& "Integrated Security=True"

Dimcn As Sqgl Connection = New Sqgl Connecti on(strConnecti on)
cn. Open( )

Create a data adapter object and set its SELECT command.
Dim strSelect As String = _

"SELECT * FROM Cat egori es"
Di m da As Sql Dat aAdapt er = New Sql Dat aAdapt er (str Sel ect, cn)

Set the data adapter object's UPDATE, | NSERT, and DELETE
commands. Use the Sqgl CommandBuil der class's ability to auto-
generate these commands fromthe SELECT command.
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Di m aut ogen As New Sgl CommandBui | der ( da)

Load a data set.
Dimds As DataSet = New DataSet( )
da.Fill(ds, "Categories")

Cet a reference to the "Categories"” DataTable.
Dim dt As DataTabl e ds. Tabl es(" Cat egori es")

Modi fy one of the records.
Dimrow As DataRow = dt. Sel ect (" CategoryNane = 'Dairy Products'")(0)
row "Description') = "MIlk and stuff"”

Add a record.
row = dt. NewRow( )
row " Cat egor yNane") = "Software"
row "Description") = "Fine code and binaries”
dt . Rows. Add( r ow)

Del ete a record.
row = dt. Sel ect (" Cat egoryNanme = ' MyCategory' ") (0)
row. Del ete( )

Updat e t he dat abase.
da. Updat e(ds, "Categories")

Cl ose the dat abase connecti on.
cn. Close( )

Note the following in Example 8-2:

1. A SglDataAdapter object is constructed with an argument of " SELECT * FROM
Cat egor i es". This initializes the value of the SglDataAdapter object's SelectCommand
property.

2. A SglCommandBuilder object is constructed with the SglDataAdapter object passed as an
argument to its constructor. This step hooks the SglDataAdapter object to the
SglCommandBuilder object so that later, when the SqlDataAdapter object's Update method is
called, the SqlDataAdapter object can obtain SQL UPDATE, | NSERT, and DELETE commands
from the SqlCommandBuilder object.

3. The SqlDataAdapter object is used to fill a DataSet object. This results in the DataSet object
containing a DataTable object, named "Categories"”, that contains all the rows from the
Northwind database's Categories table.

4. One record each in the table is modified, added, or deleted.

5. The SqlDataAdapter object's Update method is called to propagate the changes back to the
database.

Step 5 forces the SqlCommandBuilder object to generate SQL statements for performing the database
update, insert, and delete operations.When the Update method is called, the SqlDataAdapter object
notes that no values have been set for its UpdateCommand, InsertCommand, and DeleteCommand
properties, and therefore queries the SgiCommandBuilder object for these commands. If any of these
properties had been set on the SglDataAdapter object, those values would have been used instead.

The SglCommandBuildObject can be examined to see what commands were created. To see the
commands that are generated in Example 8-2, add the following lines anywhere after the declaration
and assignment of the autogen variable:

Consol e. WiteLine("Updat eCommand: " & aut ogen. Get Updat eConmmand. CommandText )
Consol e. WiteLine("lInsertCommand: " & autogen. Getl nsert Conmand. CommandText )
Consol e. WiteLine("Del eteCormand: " & autogen. Get Del et eCommand. CommandText )
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The auto-generated UPDATE command contains the following text (note that line breaks have been
added for clarity in the book):

UPDATE Cat egori es
SET CategoryNane = @1 , Description = @2 , Picture = @3
VHERE (
(Categoryl D = @4)
AND
((CategoryNane IS NULL AND @5 1S NULL) OR (CategoryNane = @6)) )

Similarly, the | NSERT command is:

| NSERT | NTO Cat egori es( CategoryNanme , Description , Picture )
VALUES ( @1 , @2 , @3)

And the DELETE command is:

DELETE FROM Categori es
VHERE (
(Categoryl D = @1)
AND
((CategoryNanme IS NULL AND @2 1S NULL) OR (CategoryNanme = @3)) )

Note the use of formal parameters (@0, @1, etc.) in each of these statements. For each row that is
to be changed, added, or deleted, the parameters are replaced with values from the row, and the
resulting SQL statement is issued to the database. The choice of which value from the row to use for
which parameter is controlled by the SglCommand object's Parameters property. This property
contains an SqlParameterCollection object that in turn contains one SglParameter object for each
formal parameter. The SqlParameter object's ParameterName property matches the name of the
formal parameter (including the "@), the SourceColumn property contains the name of the column
from which the value is to come, and the SourceVersion property specifies the version of the value
that is to be used. Row versions were discussed in Section 8.5.6.

If desired, a DataSet object's UpdateCommand, InsertCommand, and DeleteCommand properties can

be set directly. Example 8-3 sets the value of UpdateCommand and then performs an update using
this command.

Example 8-3. Setting a DataSet object's UpdateCommand property

Open a dat abase connecti on.
Di m strConnection As String = _
"Data Source=local host;Initial Catal og=Northw nd;"
& "Integrated Security=True"
Dimcn As Sql Connection = New Sgl Connecti on(strConnecti on)

cn. Qpen( )

Set up a data adapter object.
Di m da As Sql Dat aAdapt er = New Sql Dat aAdapt er (" SELECT * FROM Cat egori es",
ch)

Create an UPDATE conmand.

This is the command text.

Not e the paraneter nanes: @escription and @categorylD.
Di m strUpdat eConmmand As String = _

"UPDATE Cat egories" _

& " SET Description = @escription”

& " WHERE Cat egoryl D = @rCat egoryl D"
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Create a Sql Command obj ect and assign it to the UpdateComrand property.
da. Updat eCommand = New Sqgl Conmand( st r Updat eCommand, cn)

' Set up paraneters in the Sqgl Command obj ect.
Di m param As Sqgl Par anet er

' @rcategoryl D
param = da. Updat eConmand. Par anet ers. Add( _
New Sql Par anet er (" @at egoryl D', Sqgl DbType.Int))
par am Sour ceCol untm = "Cat egoryl D'
par am Sour ceVer si on = Dat aRowVer si on. Ori gi nal
' @escription
param = da. Updat eConmmand. Par anet ers. Add( _
New Sql Par anet er (" @escription", Sgl DbType. NChar, 16))
par am Sour ceCol uim = "Descri ption"
par am Sour ceVer si on = Dat aRowVer si on. Cur r ent
' Load a data set.
Dimds As DataSet = New DataSet( )
da.Fill (ds, "Categories")

' Get the table.
Dim dt As DataTabl e = ds. Tabl es(" Cat egori es")

" CGet a row.
Dimrow As DataRow = dt. Sel ect ("CategoryNane = 'Dairy Products'")(0)

Change the value in the Description colum.
row"Description") = "MIk and stuff"

1

Perform t he update.
da. Updat e(ds, "Categories")

1

Cl ose the database connecti on.

cn.Close( )
8.6 Relations Between DataTables in a DataSet

The DataSet class provides a mechanism for specifying relations between tables in a DataSet. The
DataSet class's Relations property contains a RelationsCollection object, which maintains a collection
of DataRelation objects. Each DataRelation object represents a parent/child relationship between two
tables in the DataSet. For example, there is conceptually a parent/child relationship between a

Cust oner s table and an Or der s table, because each order must belong to some customer.
Modeling this relationship in the DataSet has these benefits:

The DataSet can enforce relational integrity.
The DataSet can propagate key updates and row deletions.
Data-bound controls can provide a visual representation of the relation.

Example 8-4 loads a Cust oner s table and an Or der s table from the Northwind database and then
creates a relation between them. The statement that actually creates the relation is shown in bold.

Example 8-4. Creating a DataRelation between DataTables in a DataSet

' Open a dat abase connecti on.

Di m strConnection As String = _
"Data Source=l ocal host;Initial Catal og=Northw nd;" _
& "I ntegrated Security=True"
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Dimcn As Sqgl Connection = New Sql Connection(strConnecti on)
cn. Open( )

Set up a data adapter object.
DimstrSql As String = "SELECT * FROM Custoners" _
& " WHERE City = 'Buenos Aires' AND Country = 'Argentina'"
Dim da As Sql Dat aAdapter = New Sql Dat aAdapt er (strSql, cn)
' Load a data set.
Dimds As DataSet = New DataSet( )
da. Fill (ds, "Custoners")
' Set up a new data adapter object.
strSql = "SELECT Orders.*"
& " FROM Custoners, Orders" _
& " WHERE (Custoners. Custonerl D = Orders. Custonerl D" _
& " AND (Custoners.City = 'Buenos Aires')" _
& " AND (Custoners. Country = 'Argentina' )"

da New Sql Dat aAdapt er (strSql, cn)

' Load the data set.
da.Fill (ds, "Orders")
' Close the database connecti on.
cn.Cose( )
' Create a relation.
ds. Rel ati ons. Add(" Cust onrer Orders", _
ds. Tabl es(" Cust oners") . Col ums(" Custoner| D"),
ds. Tabl es("Orders"). Col uims(" Custoner| D"))

As shown in Example 8-4, the DataRelationCollection object's Add method creates a new relation
between two tables in the DataSet. The Add method is overloaded. The syntax used in Example 8-4
is:

Public Overl oads Overridable Function Add( _

By Val

name As String,
By Val

parent Col utm As Syst em Dat a. Dat aCol umm,
By Val

chi | dCol um As System Dat a. Dat aCol unmm _
) As System Dat a. Dat aRel ati on

The parameters are:

nane

The name to give to the new relation. This name can be used later as an index to the
RelationsCollection object.

par ent Col um
The DataColumn object representing the parent column.
chi | dCol um

The DataColumn object representing the child column.
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The return value is the newly created DataRelation object. Example 8-4 ignores the return value.

8.7 The DataSet's XML Capabilities
The DataSet class has several methods for reading and writing data as XML, including:
GetXml

Returns a string containing an XML representation of the data in the DataSet object.
GetXmlSchema

Returns a string containing the XSD schema for the XML returned by the GetXml method.
WriteXml

Writes the XML representation of the data in the DataSet object to a Stream object, a file, a
TextWriter object, or an XmlWriter object. This XML can either include or omit the
corresponding XSD schema.

WriteXmlISchema

Writes the XSD schema for the DataSet to a Stream object, a file, a TextWriter object, or an
XmlWriter object.

ReadXml

Reads the XML written by the WriteXml method.
ReadXmlSchema

Reads the XSD schema written by the WriteXmISchema method.

Example 8-5 shows how to write a DataSet to a file as XML using the WriteXml method.

Example 8-5. Saving a DataSet to a file as XML

Open a dat abase connecti on.
Di m strConnection As String = _
"Data Source=l ocal host;Initial Catal og=Northw nd;"
& "Integrated Security=True"
Dimcn As Sqgl Connecti on = New Sqgl Connecti on(strConnecti on)

cn. Qpen( )

Set up a data adapter object.
DmstrSql As String = "SELECT * FROM Cust omer s”
& " WHERE CustonerID = ' GROSR "
Di m da As Sql Dat aAdapt er = New Sql Dat aAdapt er (strSql, cn)

Load a data set.
Dim ds As DataSet = New Dat aSet (" MyDat aSet Nane")
da.Fill(ds, "Custoners")

Set up a new data adapter object.
strSgl = "SELECT Orders.*" _
& " FROM Custoners, Orders" _
& " WHERE (Custoners. Custonerl D = Orders. Custoner|I D)" _
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& " AND (Custoners. Custonmer|I D = ' GROSR )"
da = New Sql Dat aAdapter (strSql, cn)
' Load the data set.
da.Fill (ds, "Orders")
" Close the database connecti on.
cn. Close( )
' Create a relation.
ds. Rel ati ons. Add(" Cust onmer Orders", _
ds. Tabl es(" Cust oners"). Col ums(" Custoner| D"),
ds. Tabl es("Orders"). Col unms( " Cust oner | D))

' Save as XM..
ds. WiteXm ("c:\tenp.xnm")

The majority of the code in Example 8-5 simply loads the DataSet with data. Actually writing the XML
is done with the DataSet's WriteXml method at the end of Example 8-5. The contents of the file thus
created are shown in Example 8-6. Some lines in Example 8-6 have been wrapped for printing in

this book.

Example 8-6. The file produced by the code in Example 8-5

<?xm version="1.0" standal one="yes"?>
<MyDat aSet Nane>

<Cust oner s>
<Cust omer | D>GROSR</ Cust oner | D>
<ConpanyNane>GROSELLA- Rest aur ant e</ ConpanyNane>
<Cont act Nane>Manuel Pereira</ Cont act Name>
<ContactTitl e>Ower</ContactTitl e>
<Address>5th Ave. Los Pal os G andes</ Address>
<City>Caracas</City>
<Regi on>DF</ Regi on>
<Post al Code>1081</ Post al Code>
<Count ry>Venezuel a</ Count ry>
<Phone>(2) 283-2951</Phone>
<Fax>(2) 283-3397</Fax>

</ Cust oner s>

<Order s>
<Order | D>10268</ Or der | D>
<Cust oner | D>GROSR</ Cust oner | D>
<Enpl oyeel D>8</ Enpl oyeel D>
<Or der Dat €>1996- 07- 30T00: 00: 00. 0000000- 05: 00</ Or der Dat e>
<Requi r edDat €>1996- 08- 27T00: 00: 00. 0000000- 05: 00</ Requi r edDat e>
<Shi ppedDat €>1996- 08- 02T00: 00: 00. 0000000- 05: 00</ Shi ppedDat e>
<Shi pVi a>3</ Shi pVi a>
<Fr ei ght >66. 29</ Fr ei ght >
<Shi pNane>CROSELLA- Rest aur ant e</ Shi pName>
<Shi pAddress>5th Ave. Los Pal os Grandes</ Shi pAddr ess>
<Shi pCGi t y>Car acas</ Shi pCi ty>
<Shi pRegi on>DF</ Shi pRegi on>
<Shi pPost al Code>1081</ Shi pPost al Code>
<Shi pCount r y>Venezuel a</ Shi pCount ry>

</ Orders>

<Order s>
<Order | D>10785</ Or der | D>
<Cust onmer | D>GROSR</ Cust oner | D>
<Enpl oyeel D>1</ Enpl oyeel D>
<Or der Dat €>1997- 12- 18T00: 00: 00. 0000000- 06: 00</ Or der Dat e>
<Requi r edDat €>1998- 01- 15T00: 00: 00. 0000000- 06: 00</ Requi r edDat e>



<Shi ppedDat €>1997- 12- 24T00: 00: 00. 0000000- 06: 00</ Shi ppedDat e>
<Shi pVi a>3</ Shi pVvi a>
<Frei ght >1. 51</ Frei ght >
<Shi pNane>GROSELLA- Rest aur ant e</ Shi pName>
<Shi pAddress>5th Ave. Los Pal os G andes</ Shi pAddr ess>
<Shi pCGi ty>Caracas</ Shi pCi ty>
<Shi pRegi on>DF</ Shi pRegi on>
<Shi pPost al Code>1081</ Shi pPost al Code>
<Shi pCount r y>Venezuel a</ Shi pCount ry>
</ Orders>
</ MyDat aSet Nane>

The syntax of this overloaded version of the WriteXml function is:

Public Overloads Sub WiteXm (ByVal fileNanme As String)
The f i | eNane parameter specifies the full path of a file into which to write the XML.

The XML document written by the DataSet class's WriteXml method can be read back into a DataSet
object using the ReadXml method. Example 8-7 reads back the file written by the code in Example
8-5.

Example 8-7. Recreating a DataSet object from XML

Dimds As New DataSet( )
ds. ReadXm ("c:\tenmp. xm ")

The XML created by the WriteXml method contains only data—no schema information. The ReadXml
method is able to infer the schema from the data. To explicitly write the schema information, use the
WriteXmISchema method. To read the schema back in, use the ReadXmISchema method.

The GetXml and GetXmISchema methods work the same as the WriteXml and WriteXmISchema
methods, except that each returns its result as a string rather than writing it to a file.

8.8 Binding a DataSet to a Windows Forms DataGrid

DataSet and DataTable objects can be bound to Windows Forms DataGrid objects to provide an easy
way to view data. This is done by calling a DataGrid object's SetDataBinding method, passing the
object that is to be bound to the grid. The syntax of the SetDataBinding method is:

Publ i c Sub Set Dat aBi ndi ng( _
ByVal dataSource As (bject, _
ByVal dataMenber As String _

)
The parameters are:
dat aSour ce
The source of the data to show in the grid. This can be any object that exposes the
System Col | ections. | List orSystem Data. | List Sour ce interfaces, which includes

the DataTable and DataSet classes discussed in this chapter.

dat aMember

If the object passed in the dat aSour ce parameter contains multiple tables, as a DataSet
object does, the dat aMenber parameter identifies the table to display in the DataGrid. If a
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DataTable is passed in the dat aSour ce parameter, the dat aMenber parameter should
contain either Not hi ng or an empty string.

Example 8-8 shows how to bind a DataSource object to a DataGrid. The DataSource object contains
a Cust oner s table and an O der s table, and a relation between them. The call to the DataGrid
object's SetDataBinding method specifies that the Cust oner s table should be shown in the grid.
Figure 8-3 shows the resulting DataGrid display.

Example 8-8. Creating a DataSet and binding it to a Windows Forms
DataGrid

' Open a dat abase connecti on.
Di m strConnection As String = _
"Dat a Source=l ocal host;Initial Catal og=Northw nd;" _
& "Integrated Security=True"
Dimcn As Sql Connection = New Sgl Connecti on(strConnecti on)

cn. Qpen( )

Set up a data adapter object.

DmstrSql As String = _
"SELECT Customer| D, ConpanyNane, ContactNanme, Phone FROM Custoners" _
& " WHERE City = 'Buenos Aires' AND Country = 'Argentina "

Dim da As Sql Dat aAdapter = New Sql Dat aAdapt er (strSql, cn)

" Load a data set.

Dimds As DataSet = New DataSet( )

da.Fill (ds, "Custoners")

' Set up a new data adapter object.

strSgl = _

"SELECT Orders. OrderI D, Orders. Custonerl D, Orders. OrderDate, " _

& " Orders. Shi ppedDat e" _

& " FROM Custoners, Orders" _

& " WHERE (Custoners. Custonerl D = Orders. Custonerl D" _

& " AND (Custoners.City = 'Buenos Aires')" _

& " AND (Custoners. Country = 'Argentina' )"

da New Sql Dat aAdapter (strSql, cn)

' Load the data set.
da.Fill (ds, "Orders")
' Close the database connecti on.
cn.Cose( )
' Create a relation.
ds. Rel ati ons. Add(" Cust onrer Or ders", _
ds. Tabl es(" Cust oners") . Col ums(" Custoner| D"),
ds. Tabl es("Orders") . Col uims(" Custoner| D"))
" Bind the data set to a grid.
Assunes that grid contains a reference to a
System W nFor ns. Dat aGri d obj ect.
grd. Set Dat aBi ndi ng(ds, "Custoners")

Figure 8-3. The display generated by the code in Example 8-8
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Customer|lD  Compangham | ConactMame Phons

CACTU Cactus Comid  Palricio Smps 1] 1355555
OCEAM Dcéano Atléant vvonne Monc [1] 1355333
FANCH  Rancho grand Seigio Gubién (1] 1238555

Note in Figure 8-3 that each row in this DataGrid has a "+" icon. The reason is that the DataGrid
object has detected the relation between the Cust oner s table and the Or der s table. Clicking on the
"+" reveals all of the relations for which the Cust oner s table is the parent. In this case, there is only

one, as shown in Figure 8-4.

Figure 8-4. Clicking the "+" reveals relations

CEETH——— =10l ]

Customer|lD  Compangham | ContactMame Phons

] i Cactus Comid  Palricio Simps 1] 135-5555
Cugtomet Drders

B|0CEAM Dedano Alldrt vonne Mone (1] 1355333

B RANCH Rancho grand Sergio Gukidn  [1) 123-5555

The name of the relation in the display is a link. Clicking on this link loads the grid with the child table
in the relation, as shown in Figure 8-5.

Figure 8-5. The Orders table
Wromt =0l x|

A Customers: CustomerdD: CACTU | Comparsame: Cactus Comedas W
Oiclea |10 CustomerlD | DideiDate  ShippedDate
4 [10521] CACTL Z3Ap-1997  O02-May-1397
10782 CACTU 17 Dec1997  220=c1987
1019 CAcTL 07-Jarr1998 16Jan19393
10881 CACTL 11Feb1998 18Feb1938
10537 CACTL 10Ma1992  13Ma-1938
11054 CACTL Z4pr1338  [null]
*
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While the child table is displayed, the corresponding row from the parent table is displayed in a header

(shown in Figure 8-5). To return to the parent table, click the left-pointing triangle in the upper-right
corner of the grid.

8.9 Binding a DataSet to a Web Forms DataGrid

Example 8-9 shows how to bind a DataTable object to a Web Forms DataGrid object. Figure 8-6
shows the resulting display in a web browser.

Example 8-9. Creating a DataTable and binding it to a Web Forms
DataGrid
<% Page Explicit="True" Strict="True" %

<script | anguage="VB" runat="server">

Protected Sub Page Load(ByVal Sender As System (bject,
ByVal e As System Event Args)

If Not |sPostback Then ' True the first tine the browser hits the
page.
" Bind the grid to the data.
grdCust oners. Dat aSource = Get Dat aSource( )
grdCustoners. Dat aBi nd( )
End | f

End Sub ' Page Load

Protected Function GetDataSource( ) As System Coll ections.|Collection
' Open a database connecti on.
Di m strConnection As String = _
"Data Source=l ocal host;Initial Catal og=Northw nd;" _
& "Integrated Security=True"
Dimcn As New System Data. Sgl Cl i ent. Sql Connecti on(strConnecti on)
cn. Open( )

Set up a data adapter object.
DmstrSql As String = _

"SELECT Custoner!| D, ConpanyNane, ContactNanme, Phone" _

& " FROM Custoners" _

& " WHERE City = 'Buenos Aires' AND Country = 'Argentina "
Dim da As New System Dat a. Sql Cl i ent. Sgl Dat aAdapter(strSql, cn)
" Load a data set.

Dimds As New System Data. DataSet( )
da.Fill (ds, "Custoners")

" Close the database connecti on.
cn.Cose( )

' Wap the Custoners DataTable in a DataView object.

Dim dv As New System Dat a. Dat aVi em ds. Tabl es(" Cust oners"))

Return dv
End Function ' GCet DataSource

</script>
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<htm >
<body>

<asp: DataGrid i d=grdCustoners runat ="server" ForeCol or ="Bl ack">
<Al ternatingltenttyl e BackCol or =" Gai nsboro" />
<Footer Styl e ForeCol or="Wite" BackCol or="Silver" />
<Itenttyl e BackCol or="Vhite" />
<Header St yl e Font - Bol d="True" ForeCol or="\Wite"
BackCol or =" Navy" />
</ asp: DataGi d>

</ body>
</htm >

Figure 8-6. The display generated by the code in Example 8-9

A http:/ localhost Test/Exa ) -|O| |
Fie Edt Yiew Favorkes Took  Heb n
D 2 | [EPersondBar (JSearch | ilFavoribes (4 By  ®

bdress |§'| hittp: [ flocalhost [Test /Exampled?09. asp: ﬂ G Links @
= |

CustomerID ContactiName Phone

CACTT Cactus Comdas para levar Patricio Smnpson (1) 133-2555
QOCEAN Detane Atlantice Lida, Yvorme Moncada (1) 135-5333
BAMCH Banche grande Serge Gubdrrez (1) 123-5555

£] Dore (=% Local intranet

Note the following:

Unlike the Windows Forms DataGrid class, the Web Forms DataGrid class has no
SetDataBinding method. Instead, set the Web Forms DataGrid's DataSource property and
then call the DataGrid's DataBind method.

Unlike the Windows Forms DataGrid class, the Web Forms DataGrid class's DataSource
property can't directly consume a DataTable or DataSet. Instead, the data must be wrapped in
a DataView or DataSetView object. The properties and methods of the DataView and
DataSetView classes provide additional control over how data is viewed in a bound DataGrid.
DataView and DataSetView objects can be used by either Windows Forms or Web Forms
DataGrids, but they are mandatory with Web Forms DataGrids.

The DataGrid's DataSource property can consume any object that exposes the

System Col | ections. | Col | ecti on interface.

8.10 Typed DataSets

There is nothing syntactically wrong with this line of code:

Dimdt As System Dat a. Dat aTabl e = ds. Tabl es(" Cust uners")

However, "Custumers" is misspelled. If it were the name of a variable, property, or method, it would
cause a compile-time error (assuming the declaration were not similarly misspelled). However,
because the compiler has no way of knowing that the DataSet ds will not hold a table called

Cust uner s, this typographical error will go unnoticed until runtime. If this code path is not common,
the error may go unnoticed for a long time, perhaps until after the software is delivered and running on
thousands of client machines. It would be better to catch such errors at compile time.

Microsoft has provided a tool for creating customized DataSet-derived classes. Such classes expose
additional properties based on the specific schema of the data that an object of this class is expected
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to hold. Data access is done through these additional properties rather than through the generic Item
properties. Because the additional properties are declared and typed, the Visual Basic .NET compiler
can perform compile-time checking to ensure that they are used correctly. Because the class is
derived from the DataSet class, an object of this class can do everything that a regular DataSet object
can do, and it can be used in any context in which a DataSet object is expected.

Consider again Example 8-1, shown earlier in this chapter. This fragment of code displays the
names of the customers in the Northwind database that are located in London. Compare this to
Example 8-10, which does the same thing but uses a DataSet-derived class that is specifically
designed for this purpose.

Example 8-10. Using a typed DataSet

Open a dat abase connecti on.
Di m strConnection As String = _
"Data Source=local host;lnitial Catal og=Northw nd;"
& "Integrated Security=True"
Dimcn As Sqgl Connection = New Sqgl Connecti on(strConnecti on)

cn. Qpen( )

Set up a data adapter object.
DimstrSelect As String = "SELECT * FROM Custoners WHERE City = 'London""
Di m da As New Sql Dat aAdapt er (str Sel ect, cn)

Load a data set.
Dimds As New LondonCustonersDataSet( )
da. Fill (ds, "LondonCustoners")

Cl ose the database connecti on.
cn.C ose( )

Do sonething with the data set.
Dimi As Integer
For i = 0 To ds.LondonCustoners. Count - 1

Consol e. Wi teLi ne(ds. LondonCust oners(i). ConpanyNane)
Next

Note that in Example 8-10, ds is declared as type LondonCustomersDataSet, and this class has
properties that relate specifically to the structure of the data that is to be loaded into the DataSet.
However, before the code in Example 8-10 can be written, it is necessary to generate the
LondonCustomersDataSet and related classes.

First, create an XML schema file that defines the desired schema of the DataSet. The easiest way to
do this is to write code that loads a generic DataSet object with data having the right schema and then
writes that schema using the DataSet class's WriteXmISchema method. Example 8-11 shows how
this was done with the LondonCust oner s DataSet.

Example 8-11. Using the WriteXmISchema method to generate an XML
schema

This code is needed only once. Its purpose is to create
an .xsd file that will be fed to the xsd.exe tool.

Open a dat abase connecti on.
Di m strConnection As String = _
"Data Source=local host;Initial Catal og=Northw nd;"
& "Integrated Security=True"
Dimcn As Sql Connection = New Sgl Connecti on(strConnecti on)

cn. Qpen( )
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Set up a data adapter object.
DimstrSelect As String = "SELECT * FROM Custoners WHERE City = 'London""
Di m da As New Sql Dat aAdapt er (str Sel ect, cn)

Load a data set.
Dim ds As New Dat aSet ("LondonCust oner sDat aSet ")
da. Fill (ds, "LondonCustoners")

Cl ose the database connecti on.
cn. Close( )

Save as XSD.
ds. WiteXm Schema("c:\LondonCust onmer sDat aSet . xsd")

Next, run Microsoft's XML Schema Definition Tool (xsd.exe) against the XML schema file you just
generated. Here is the command line used for the LondonCust oner s DataSet:

xsd /d /1:VB LondonCust omer sDat aSet . xsd

The / d option indicates that a custom DataSet and related classes should be created. The /| : VB
option specifies that the generated source code should be written in Visual Basic .NET (the tool is also
able to generate C# source code). With this command line, the tool generates a file named
LondonCustomersDataSet.vb, which contains the source code.

Finally, add the generated .vb file to a project and make use of its classes.

8.11 Reading Data Using a DataReader

As you have seen, the DataSet class provides a flexible way to read and write data in any data source.
There are times, however, when such flexibility is not needed and when it might be better to optimize
data-access speed as much as possible. For example, an application might store the text for all of its
drop-down lists in a database table and read them out when the application is started. Clearly, all that
is needed here is to read once through a result set as fast as possible. For needs such as this,
ADO.NET has DataReader classes.

Unlike the DataSet class, DataReader classes are connected to their data sources. Consequently,
there is no generic DataReader class. Rather, each managed provider exposes its own DataReader
class, which implements the Syst em Dat a. | Dat aReader interface. The SQL Server managed
provider exposes the SqglDataReader class (in the System.Data.SqlClient namespace). DataReader
classes provide sequential, forward-only, read-only access to data. Because they are optimized for
this task, they are faster than the DataSet class.

Example 8-12 shows how to read through a result set using an SglDataReader object.

Example 8-12. Using a SqlDataReader object

Open a dat abase connecti on.
Di m strConnection As String = _
"Dat a Source=l ocal host;Initial Catal og=Northw nd;"
& "Integrated Security=True"
Dimcn As Sqgl Connecti on = New Sqgl Connecti on(strConnecti on)

cn. Qpen( )

Set up a conmand obj ect.

DimstrSql As String = "SELECT * FROM Cust omers”
& " WHERE Country = 'Germany'"

Dimcnmd As New Sgl Command(strSqgl, cn)
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Set up a data reader.
Dimrdr As Sql Dat aReader
rdr = cnd. Execut eReader ()

Use t he data.
Do Wil e rdr. Read
Consol e. Wi teLi ne(rdr (" ConmpanyNane"))
Loop

Cl ose the dat abase connecti on.
cn.Cl ose( )

Opening a connection to the database is done the same as when using a DataSet object. However,
with a DataReader object, the connection must remain open while the data is read. Instead of an
SqglDataAdapter object, an SgqlCommand object is used to hold the command that will be executed to
select data from the database. The SqlCommand class's ExecuteReader method is called to execute
the command and to return an SqglDataReader object. The SglDataReader object is then used to read
through the result set. Note the Do Wi | e loop in Example 8-12, repeated here:

Do While rdr. Read
Consol e. Wi teLi ne(rdr (" ConmpanyNane"))
Loop

Developers who are used to coding against classic ADO will note that this loop appears to lack a
"move to the next row" statement. However, it is there. The SglDataReader class's Read method
performs the function of positioning the SglDataReader object onto the next row to be read. In classic
ADO, a RecordSet object was initially positioned on the first row of the result set. After reading each
record, the RecordSet object's MoveNext method had to be called to position the RecordSet onto the
next row in the result set. Forgetting to call MoveNext was a common cause of infinite loops. Microsoft
removed this thorn as follows:

The DataReader object is initially positioned just prior to the first row of the result set (and
therefore has to be repositioned before reading any data).

The Read method repositions the DataReader to the next row, returning Tr ue if the
DataReader is positioned onto a valid row and Fal se if the DataReader is positioned past the
last row in the result set.

These changes result in tight, easy-to-write loops such as the one in Example 8-12.

The DataReader provides an Item property for reading column values from the current row. The Item
property is overloaded to take either an integer that specifies the column number, which is zero-based,
or a string that specifies the column name. The Item property is the default property of the
SqlDataReader class, so it can be omitted. For example, this line:

Consol e. Wi teLi ne(rdr (" ConmpanyNane"))

is equivalent to this line:

Consol e. WiteLine(rdr.Iten(" ConpanyNane"))
8.12 Executing Stored ProceduresThrough a SqlCommand Object

To execute a stored procedure, set an SglCommand object's CommandText property to the name of
the stored procedure to be executed, and set the CommandType property to the constant
ConmandType. St or edPr ocedur e (defined in the System.Data namespace). Then call the
ExecuteNonQuery method. Example 8-13 does just that.
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Example 8-13. Executing a parameterless stored procedure

' Open a dat abase connecti on.
Di m strConnection As String = _
"Data Source=l ocal host;Initial Catal og=Northw nd;" _
& "Integrated Security=True"
Dimcn As Sqgl Connecti on = New Sqgl Connecti on(strConnecti on)

cn. Qpen( )

' Set up a conmmand object. (Assunes that the database contains a
' stored procedure called "PurgeQutdatedOders”.)

Dimcrmd As New Sgl Cormand( " Pur geCut dat edOr ders™, cn)

cnd. ComandType = ConmandType. St or edPr ocedur e

' Execute the command.
cnd. Execut eNonQuery( )
' Close the database connecti on.
cn.Close( )

o &

j Example 8-13 assumes for the sake of demonstration that the
s
“wr

database contains a stored procedure called
"PurgeOutdatedOrders". If you would like to have a simple stored
procedure that works with Example 8-13, use this one:

CREATE PROCEDURE Pur geQut dat edOrders AS
DELETE FROM Orders
VWHERE OrderDate < ' 04-Jul - 1990

AND Shi ppedDate 1'S NOT NULL

See your SQL Server documentation for information on how to
create stored procedures.

Some stored procedures have parameters, and some have a return value. For these stored
procedures, the SqlCommand class provides the Parameters property. The Parameters property
contains a reference to an SglParameterCollection object. To pass parameters to a stored procedure
and/or to read the return value of a stored procedure, add SqlParameter objects to this collection.

Example 8-14 calls a stored procedure that takes a single argument.

Example 8-14. Executing a parameterized stored procedure

' Open a dat abase connecti on.
Di m strConnection As String = _
"Data Source=l ocal host;Initial Catal og=Northw nd;" _
& "Integrated Security=True"
Dimcn As Sgl Connection = New Sqgl Connecti on(str Connecti on)

cn. Qpen( )

' Set up a conmmand object. (Assunes that the database contains a
stored procedure called "PurgeQutdatedO ders2".)

Dimcnd As New Sql Command( " Pur geQut dat edOr der s2", cn)

cnd. CommandType = ConmandType. St or edPr ocedur e

' Set up the @eforeDate paranmeter for the stored procedure.

Di m param As New Sgl Par anet er (" @ef oreDat e", Sql DBType. Dat eTi ne)
param Direction = ParaneterDirection.|nput
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param Val ue = #7/4/ 1990#
cnd. Par anet er s. Add( par am

Execut e the command.
cnd. Execut eNonQuery( )

Cl ose the dat abase connecti on.
cn.Cose( )

o a

- Example 8-14 assumes for the sake of demonstration that the

- database contains a stored procedure called

* "PurgeOutdatedOrders2". If you would like to have a simple
stored procedure that works with Example 8-14, use this one:

CREATE PROCEDURE Pur geQut dat edOr der s2
@ef oreDat e datetine
AS
DELETE FROM Or ders
VWHERE Or der Date < @Bef or eDat e
AND Shi ppedDate I'S NOT NULL

See your SQL Server documentation for information on how to
create stored procedures.

The steps taken in Example 8-14 are:

Open a connection to the database.
Instantiate an SqlCommand object using this constructor:
Public Overl oads Sub New( _
ByVal cndText As String, _
ByVal connection As System Data. Sgl C i ent. Sql Connecti on _

GOrwONE

)

The cndText parameter specifies the name of the stored procedure, and the connect i on
parameter specifies the database connection to use.

6. Setthe SqlCommand object's CommandType property to
CommandType. St or edPr ocedur e to indicate that the cndText parameter passed to the
constructor is the name of a stored procedure.
7. Create an SqlParameter object to pass a value in the Pur geCut dat edOr der s2 stored
procedure's @ef or eDat e parameter. This is done as follows:
a. Instantiate an SqglParameter object using this constructor:

b. Public Overl oads Sub New( _
C. ByVal paraneterNane As String, _
d. ByVal dbType As System Data. Sql Client. Sql DbType _

)

The par anet er Nane parameter specifies the name of the stored procedure
parameter and should match the name as given in the stored procedure. The dbType
parameter specifies the SQL Server data type of the parameter. This parameter can
take any value from the SgIDbType enumeration.

e. Setthe SqglParameter object's Direction property to Par anet er Di rect i on. | nput.
This indicates that a value will be passed from the application to the stored procedure.
f. Set the Value property of the SglParameter object.
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g. Add the SqlParameter object to the SqlCommand object's Parameters collection by
calling the SqlParameterCollection object's Add method.
8. Execute the stored procedure.

Note the SqglParameter class's Direction property. Setting this property to the appropriate value from
the ParameterDirection enumeration (declared in the System.Data hamespace), can make a
SqlParameter object an input parameter, an output parameter, an in/out parameter, or the stored
procedure's return value. The values in the ParameterDirection enumeration are:

Input
The parameter provides a value to the stored procedure.
InputOutput

The parameter provides a value to the stored procedure and receives a new value back from
the stored procedure.

Output
The parameter receives a value back from the stored procedure.
ReturnValue

The parameter receives the stored procedure's return value.

8.13 Summary

In this chapter, you learned about Microsoft's data-access technology, ADO.NET. You learned how to
connect to a database, how to read data with either a DataSet object or a DataReader object, how to
navigate and change data in a DataSet, how to use the DataSet's XML capabilities, how to generate

typed DataSets, and how to execute stored procedures using an SqlCommand object.
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Appendix A. Custom Attributes Defined in the
System Namespace

This appendix lists the custom attribute classes that exist in the System namespace. Custom attributes
are explained in Chapter 2.

AttributeUsage

Valid on
Class
Description

When defining an attribute class, the At t r i but eUsage attribute specifies the program elements
upon which the newly defined attribute can be placed.

The AttributeUsageAttribute class constructor is:

Public Sub New(ByVal validOn As System Attri buteTargets)

The val i dOn parameter indicates the program elements to which the newly defined attribute can be
applied. Permitted values are: Assenbl y, Mbdul e, Cl ass, Struct, Enum Const ruct or, Met hod,
Property, Fi el d, Event, I nterface, Paranet er, Del egat e, Ret ur nVal ue, and Al | .

The properties of the AttributeUsageAttribute class are:

AllowMultiple

Indicates whether the attribute can be used more than once on a single program element. The
type is Boolean. The default is Fal se.

Inherited

Indicates whether the newly defined attribute is automatically inherited by derived classes and
overridden members. The type is Boolean. The default is Fal se.

ValidOn

Indicates the program elements to which the newly defined attribute can be applied. The type
is AttributeTargets (defined in the System namespace).

See Chapter 2 for information on defining custom attributes.

CLSCompliant
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Valid on

All

Description

Specifies whether the program element is CLS-compliant. The CLSCompliantAttribute class
constructor is:

Public Sub New(ByVal isConpliant As Bool ean)
The i sConpl I ant parameter indicates whether the program element is CLS-compliant.
The CLSCompliantAttribute class has a single property:
IsCompliant
Indicates whether the program element is CLS-compliant. The type is Boolean.

See Chapter 3 for information on the CLS and on what it means for a program element to be CLS-
compliant.

ContextStatic

Valid on
Field
Description

Specifies that the value of a static field is not shared between contexts (that is, each context has its
own value). Contexts are not discussed in this book.

Flags

Valid on
Enum
Description

Specifies that an enumerated type should be treated as a set of flags, which can be added together,
rather than as strictly separate values. This attribute takes no arguments and has no properties. See
Chapter 2 for information on declaring enumerated types.
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LoaderOptimization

Valid on

Method

Description

Specifies a loader optimization for an application. This attribute should be used only on an
application's Main method.

The LoaderOptimizationAttribute class constructor is:

Public Sub New(ByVal value As System Loader Opti m zati on)

The val ue parameter indicates the loader optimization that is to be performed. Permitted values are:
Mul t i Dormai n, Mul ti Domai nHost , Not Speci fi ed, and Si ngl eDonai n.

The LoaderOptimizationAttribute class has a single property:
Value

Indicates the loader optimization that is to be performed. The type is LoaderOptimization
(defined in the System namespace).

Loader optimizations are not discussed in this book.

MTAThread

Valid on

Method

Description

Specifies that the application is to use the multithreaded apartment model. This attribute should be
used only on an application's Main method. The MTAThr ead attribute takes no arguments and has no
properties. Threading models are not discussed in this book.

NonSerialized
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Valid on
Field
Description

When a type implements the | Seri al | zabl e interface (defined in the System.Runtime.Serialization
namespace) or has the Seri al i zabl e attribute, all of its fields are serializable. To prohibit a
particular field in a serializable type from being serializable, mark it with the NonSer i al i zed attribute.
This attribute takes no arguments and has no properties.

Obsolete

Valid on

Class, Struct, Enum, Constructor, Method, Property, Field, Event, Interface, and Delegate

Description
Indicates that the given program element is obsolete.

The ObsoleteAttribute class has three overloads. The first takes no parameters and merely marks a
program element as obsolete. The second overload looks like this:

Public Overl oads Sub New(ByVal nmessage As String)

The nessage parameter gives a free-form text message, which can be shown to a programmer
making use of the obsolete program element. The third overload looks like this:

Public Overl oads Sub New(ByVal nmessage As String, ByVal error As Bool ean)

In addition to the nessage parameter, this overload has an er r or parameter, which indicates
whether it is an error to use the given program element.

The properties of the ObsoleteAttribute class are:
IsError

Indicates whether it is an error to use the program element. The type is Boolean. The default
is Fal se.

Message

A free-form text message, which can be shown to a programmer making use of the obsolete
program element.

ParamArray
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Valid on

Parameter

Description

Indicates that a parameter actually stands for a variable number of parameters. This attribute need
never be used by Visual Basic .NET programs because Visual Basic .NET has a Par amAr r ay
keyword. It's interesting to note that the Par amAr r ay keyword is compiled into the Par anr r ay
attribute. This attribute takes no arguments and has no properties. See Chapter 2 for information
about the Par amAr r ay keyword.

Serializable

Valid on
Class, Struct, Enum, and Delegate
Description

Indicates that a type is serializable. This attribute takes no arguments and has no properties.

STAThread

Valid on

Method

Description

Specifies that the application is to use the single-threaded apartment model. This attribute should be
used only on an application's Main method. The STAThr ead attribute takes no arguments and has no

properties. Threading models are not discussed in this book.

ThreadStatic
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Valid on

Field

Description

Specifies that the value of a static field is not shared across threads (that is, each thread in the
application has its own value). This attribute takes no arguments and has no properties.
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Appendix B. Exceptions Defined in the System
Namespace

This appendix lists the exception classes that exist in the System namespace. Exceptions are
explained in Chapter 2.

AppDomainUnloadedException

Occurs upon an attempt to access an unloaded application domain.
ApplicationException

Represents the base class from which to derive application-defined exceptions.
ArgumentException

Represents the base class for ArgumentNullException, ArgumentOutOfRangeException, and
DuplicateWaitObjectException.

ArgumentNullException

Occurs when a value of Not hi ng is passed to a method that requires a valid object reference.
ArgumentOutOfRangeException

Occurs when a value passed to a method is outside the range that the method expects.
ArithmeticException

Represents the base class for DivideByZeroException, NotFiniteNumberException, and
OverflowException.

ArrayTypeMismatchException

Occurs upon an attempt to store a value of the wrong type in an array.
BadlmageFormatException

Occurs upon an attempt to run an executable file that is in the wrong format.
CannotUnloadAppDomainException

Occurs when an attempt to unload an application domain fails.
ContextMarshalException

Occurs when an attempt to marshal an object across a context boundary fails.
DivideByZeroException

Occurs when the divisor in an integer division is 0. Floating point division by 0O doesn't throw
an exception.
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DIINotFoundException

Occurs when a specified .dll file can't be found.
DuplicateWaitObjectException

Occurs when an object appears more than once in an array of synchronization objects.
EntryPointNotFoundException

Occurs when the CLR can't find the requested method when calling methods in an
unmanaged (that is, non-.NET) .dIl.

ExecutionEngineException
Occurs when there is an internal error in the CLR's execution engine.
FieldAccessException

Occurs upon an attempt to access a private or protected field in a class, by code that is not
permitted to do so.

FormatException

Occurs when a method argument value is incorrectly formatted.
IndexOutOfRangeException

Occurs when an array index is outside of the bounds of the array.
InvalidCastException

Occurs when an invalid conversion of a reference type is attempted.
InvalidOperationException

Occurs when a method call is invalid for the type's current state. This is the base class for the
ObjectDisposedException class.

InvalidProgramException

Occurs when a program contains invalid IL or metadata. This would only occur if there is a
bug in the compiler—there is no combination of Visual Basic .NET statements that can
produce invalid IL or metadata.

MemberAccessException

Occurs when an attempt to access a type member fails. This is the base class for the
FieldAccessException, MethodAccessException, and MissingMemberException classes.

MethodAccessException

Occurs upon an attempt to access a private or protected method in a class, by code that is not
permitted to do so.
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MissingFieldException
Occurs upon an attempt to access a nonexistent field through reflection.
MissingMemberException

Occurs upon an attempt to access a nonexistent member through reflection. This is the base
class for the MissingFieldException and MissingMethodException classes.

MissingMethodException

Occurs upon an attempt to access a nonexistent method through reflection.
MulticastNotSupportedException

Occurs upon an attempt to combine two instances of a nhonmulticast delegate.
NotFiniteNumberException

Occurs upon an attempt to use a nonfinite floating point number (Posi tivel nfinity,
Negat i vel nfinity,or NaN[not a number]) in an expression that requires a finite number.

NotimplementedException

Occurs when a method stub exists, but the method's functionality has not yet been
implemented.

NotSupportedException

Occurs upon an attempt to invoke functionality or features that are not supported by the
current implementation or in the current program state.

NullReferenceException

Occurs upon an attempt to access a nonshared type member through an object reference that
is set to Not hi ng.

ObjectDisposedException

Occurs upon an attempt to reuse an object whose Dispose method has been called, when that
object doesn't support dynamically reallocating its resources.

OutOfMemoryException

Occurs when the program is unable to allocate needed memory.
OverflowException

Occurs when an arithmetic or conversion operation results in an overflow.
PlatformNotSupportedException

Occurs upon an attempt to use a feature that is not supported on the current platform.

RankException
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Occurs when an array with the wrong number of dimensions is passed as a parameter in a
method call.

StackOverflowException
Occurs when the program stack overflows.
SystemException
Represents the base class for all exception classes in the System namespace.
TypelnitializationException
Occurs when a class initializer throws an exception.
TypeLoadException

Occurs when a type cannot be loaded. This is the base class for the DIINotFoundException
and EntryPointNotFoundException classes.

TypeUnloadedException

Occurs when an attempt is made to access an unloaded class.
UnauthorizedAccessException

Occurs when an unauthorized attempt is made to access an operating-system resource.
UriFormatException

Occurs when an invalid URI string is passed to the constructor of the Uri class (defined in the
System namespace).
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Appendix C. Cultures

The @Page directive can include a Cul t ur e attribute that allows you to specify the language and
culture for which the page is intended. This appendix lists the names of the cultures that can be
supplied as arguments to the Cul t ur e attribute. A culture name has the general format

<l anguagecode>- <country/regi oncode>

where <l anguagecode> is a lowercase code generally consisting of two letters that defines a
language, and <count ry/ regi oncode> is an uppercase two-letter code defining the country or
region in which that language is used. In a few cases, the Cul t ur e attribute takes the form

<char act er code>- <l anguagecode>- <count r ycode>

where <char act er code> is a mixed case two-letter code (e.g., Cy for Cyrillic) indicating the
character set, <l anguagecode> is a lowercase two-letter code indicating the language, and
<count rycode> is an uppercase two-letter code defining the country in which that language and
character set are used.

A culture name that takes the form <| anguagecode> only is a neutral culture; it is associated with a

language, but not with a particular country or region.

Culture name | LCID Culture display name
af 54 Afrikaans
af - ZA 1078 |Afrikaans (South Africa)
ar 1 Arabic
ar - AE 14337 |Arabic (U.A.E.)
ar - BH 15361 |Arabic (Bahrain)
ar-DZ 5121 |Arabic (Algeria)
ar - EG 3073 |Arabic (Egypt)
ar-1Q 2049 |Arabic (Iraq)
ar-JO 11265 |Arabic (Jordan)
ar - KW 13313 |Arabic (Kuwait)
ar-LB 12289 |Arabic (Lebanon)
ar-LY 4097  |Arabic (Libya)
ar - VA 6145 |Arabic (Morocco)
ar - OM 8193 |Arabic (Oman)
ar- QA 16385 |Arabic (Qatar)
ar- SA 1025 |Arabic (Saudi Arabia)
ar - SY 10241 |Arabic (Syria)
ar-TN 7169 |Arabic (Tunisia)
ar- YE 9217 |Arabic (Yemen)
az 44 Azeri
be 35 Belarusian
be- BY 1059 |Belarusian (Belarus)
bg 2 Bulgarian
bg- BG 1026 |Bulgarian (Bulgaria)
ca 3 Catalan
ca- ES 1027 |Catalan (Spain)
cs 5 Czech
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cs-CZ 1029 |Czech (Czech Republic)
Cy-az-Az 2092 |Azeri (Cyrillic) (Azerbaijan)
Cy-sr-SP 3098 |Serbian (Cyrillic) (Serbia)
Cy-uz-Uz 2115 |Uzbek (Cyrillic) (Uzbekistan)
da 6 Danish

da- DK 1030 |Danish (Denmark)

de 7 German

de- AT 3079 |German (Austria)

de- CH 2055 |German (Switzerland)

de- DE 1031 |German (Germany)

de- LI 5127 |German (Liechtenstein)
de- LU 4103 |German (Luxembourg)

di v 101 Divehi

di v- W 1125 |Divehi (Maldives)

el 8 Greek

el -GR 1032 |Greek (Greece)

en 9 English

en- AU 3081 |English (Australia)

en- BZ 10249 |English (Belize)

en- CA 4105 |English (Canada)

en- CB 9225 |English (Caribbean)

en- GB 2057  |English (United Kingdom)
en-1E 6153 |English (Ireland)

en-JM 8201 |[English (Jamaica)

en- NZ 5129 |English (New Zealand)
en- PH 13321 |English (Republic of the Philippines)
en-TT 11273 |English (Trinidad and Tobago)
en- US 1033 |English (United States)
en- ZA 7177  |English (South Africa)

en- ZW 12297 |English (Zimbabwe)

es 10 Spanish

es- AR 11274 |Spanish (Argentina)
es-BO 16394 |Spanish (Bolivia)

es- CL 13322 |Spanish (Chile)

es- CO 9226 |Spanish (Colombia)

es- CR 5130 |[Spanish (Costa Rica)

es- DO 7178 |Spanish (Dominican Republic)
es- EC 12298 |Spanish (Ecuador)

es- ES 3082 |Spanish (Spain)

es-GT 4106 |Spanish (Guatemala)

es- HN 18442 |[Spanish (Honduras)

es- MX 2058 |Spanish (Mexico)

es- NI 19466 |Spanish (Nicaragua)

es- PA 6154 |Spanish (Panama)

es- PE 10250 |Spanish (Peru)

es- PR 20490 |[Spanish (Puerto Rico)

es- PY 15370 |Spanish (Paraguay)

es- SV 17418 |Spanish (El Salvador)
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es- UY 14346 |Spanish (Uruguay)
es- VE 8202 |Spanish (Venezuela)
et 37 Estonian

et - EE 1061 |Estonian (Estonia)
eu 45 Basque

eu- ES 1069 |Basque (Spain)

fa 41 Farsi

fa-1R 1065 |Farsi (Iran)

fi 11 Finnish

fi-Fl 1035 |Finnish (Finland)

fo 56 Faeroese

f o- FO 1080 |Faeroese (Faeroe Islands)
fr 12 French

fr-BE 2060 |French (Belgium)
fr-CA 3084 |French (Canada)
fr-CH 4108 |French (Switzerland)
fr-FR 1036 |French (France)
fr-LU 5132 |French (Luxembourg)
fr-M 6156 |French (Principality of Monaco)
o] 86 Galician

gl - ES 1110 |Galician (Spain)

gu 71 Guijarati

gu-IN 1095 |Guijarati (India)

he 13 Hebrew

he-1L 1037 |Hebrew (Israel)

hi 57 Hindi

hi -IN 1081 |Hindi (India)

hr 26 Croatian

hr - HR 1050 |[Croatian (Croatia)

hu 14 Hungarian

hu- HU 1038 |Hungarian (Hungary)
hy 43 Armenian

hy- AM 1067 |Armenian (Armenia)
id 33 Indonesian

id-1D 1057 |Indonesian (Indonesia)
is 15 Icelandic

is-1S 1039 |Icelandic (Iceland)

it 16 Italian

it-CH 2064 |ltalian (Switzerland)
it-1T 1040 |ltalian (ltaly)

j a 17 Japanese

j a-JP 1041 |Japanese (Japan)

ka 55 Georgian

ka- GE 1079 |Georgian (Georgia)
kk 63 Kazakh

kk- Kz 1087 |Kazakh (Kazakhstan)
kn 75 Kannada

kn-1 N 1099 |Kannada (India)
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ko 18 Korean

kok 87 Konkani

kok- 1N 1111  |Konkani (India)

ko- KR 1042 |Korean (Korea)

ky 64 Kyrgyz

ky- Kz 1088 |Kyrgyz (Kyrgyzstan)

I't 39 Lithuanian

Lt-az- AZ 1068 |Azeri (Latin) (Azerbaijan)
[t-LT 1063 |Lithuanian (Lithuania)
Lt-sr-SP 2074 [Serbian (Latin) (Serbia)
Lt-uz-UZ 1091 |Uzbek (Latin) (Uzbekistan)
Y 38 Latvian

[v-LV 1062 |Latvian (Latvia)

mk a7 FYRO Macedonian

mk- MK 1071 |FYRO Macedonian (Former Yugoslav Republic of Macedonia)
m 80 Mongolian

m- WN 1104 |Mongolian (Mongolia)

nr 78 Marathi

n -1 N 1102 |Marathi (India)

ns 62 Malay

ns- BN 2110 |Malay (Brunei Darussalam)
ms- MY 1086 |Malay (Malaysia)

nb- NO 1044 |Norwegian (Bokmal) (Norway)
nl 19 Dutch

nl - BE 2067 |Dutch (Belgium)

nl - NL 1043 |Dutch (Netherlands)

nn- NO 2068 |Norwegian (Nynorsk) (Norway)
no 20 Norwegian

pa 70 Punjabi

pa- I N 1094  |Punjabi (India)

pl 21 Polish

pl - PL 1045 |Polish (Poland)

pt 22 Portuguese

pt - BR 1046 |Portuguese (Brazil)

pt - PT 2070 |Portuguese (Portugal)

ro 24 Romanian

ro- RO 1048 |Romanian (Romania)

ru 25 Russian

ru-RU 1049 |Russian (Russia)

sa 79 Sanskrit

sa- I N 1103 |Sanskrit (India)

sk 27 Slovak

sk- SK 1051 |Slovak (Slovakia)

sl 36 Slovenian

sl - Sl 1060 |Slovenian (Slovenia)

sq 28 Albanian

sg- AL 1052 |Albanian (Albania)

SV 29 Swedish
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sv-Fl 2077 |Swedish (Finland)

sv- SE 1053 [Swedish (Sweden)

Sw 65 Swabhili

sw KE 1089 |Swahili (Kenya)

syr 90 Syriac

syr-SY 1114  |Syriac (Syria)

ta 73 Tamil

ta-IN 1097 |Tamil (India)

te 74 Telugu

te-IN 1098 |Telugu (India)

th 30 Thai

th-TH 1054  |Thai (Thailand)

tr 31 Turkish

tr-TR 1055  [Turkish (Turkey)

tt 68 Tatar

tt-TA 1092 |Tatar (Tatarstan)

uk 34 Ukrainian

uk- UA 1058 |Ukrainian (Ukraine)

ur 32 Urdu

ur - PK 1056 |Urdu (Islamic Republic of Pakistan)
uz 67 Uzbek

Vi 42 Viethamese

Vi - VN 1066 |Vietnamese (Viet Nam)

zh- CHS 4 Chinese (Simplified)

zh- CHT 31748 |Chinese (Traditional)

zh- CN 2052 |Chinese (People's Republic of China)
zh- HK 3076 |Chinese (Hong Kong S.A.R.)
zh- MO 5124 |Chinese (Macau S.A.R.)

zh- SG 4100 |Chinese (Singapore)

zh-TW 1028 |Chinese (Taiwan)

iv 127 Invariant Language (Invariant Country)
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Appendix D. Resources for Developers

The amount of brainpower floating around in cyberspace is amazing. If you're stuck, you need never
stay stuck for long. In this appendix, I list some of my favorite .NET hangouts on the Web—though it is
by no means exhaustive.

The links shown here were verified at the time of printing, but of course, there is no guarantee that
they will remain so.

D.1 .NET Information
Microsoft

http://www.microsoft.com/net/

This is the official home page for information about Microsoft's .NET initiative. On this page
you will find links to:

Definitions and overviews of .NET

Information about .NET My Services, Microsoft's package of web-service offerings
.NET books and articles

.NET training

Information about Visual Studio .NET

.NET success stories

Microsoft Developer Network (MSDN)

http://msdn.microsoft.com/net/

This offeres complete .NET reference documentation online.

Microsoft's GotDotNet

http://www.gotdotnet.com

.NET articles, samples, and links are provided by Microsoft .NET team members, as well as
users.

Microsoft's IBuySpy

http://www.ibuyspy.com

This is a reference implementation for a complete web site developed using ASP.NET.
Complete source code is downloadable in Visual Basic .NET or C#.

O'Reilly

http://www.oreilly.com

O'Reilly has a large lineup of .NET books written by experts in the field.

Ron's VB Forum

http://vb.oreilly.com/ron/
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O'Reilly editor, Ron Petrusha, hosts this column in which particularly interesting VB questions
are answered.

DevX .NET Developer Resources

http://www.devx.com/dotnet/resources/

This is a great list of links to a huge number of .NET resources.

D.2 Discussion Lists

Discussion lists are one of the greatest resources on the Internet. These give you the opportunity to
ask questions of tens, hundreds, or thousands of people who are in your field of interest. The web
URLSs listed here link to pages that provide instructions for subscribing to the lists.

Netiquette

If you've never before been a member of a discussion list, take care to note
the concept of netiquette. This term refers to the rules of behavior expected
from people who post messages to discussion lists. You will receive or be
directed to a list of such expectations when you subscribe to a list, but they
can be summed up as follows:

Monitor the discussion list a while before posting messages.

If available, search the list archives before posting a question.
Don't post questions that are outside of the list's discussion topic.
Be nice.

Answer the questions that you can.

Maximize your signal-to-noise ratio. (That means you should post
more helpful answers than witty remarks.)

ok wnE

DevelopMentor's DOTNET List

http://discuss.develop.com/dotnet.html

This is my all-time favorite .NET hangout. There are many heavy hitters on this list, including
Microsoft-development team members and program managers, as well as third-party experts
who were learning and using .NET as much as a year or two before it's official release.

ASP Lists

http://www.asplists.com

This site is amazing for its breadth of coverage. There are over 400 highly focused, moderated
lists available through this one site. Many of these are now .NET-related, and many are
available in languages other than English.

Visual Basic List

http://peach.ease.lsoft.com/archives/visbas-l.html
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The members of this list discuss everything related to Visual Basic, including Visual

Basic .NET, as well as earlier versions. This is a large, very active list with developers of all
skill levels. There are plenty of advanced Visual Basic developers on this list who are ready to
lend a hand when they can. There are approximately 4,400 subscribers.

Visual Basic Beginner's List

http://peach.ease.lsoft.com/archives/visbas-beginners.html

For beginners who don't feel comfortable posting to the Visual Basic List, there is the Visual
Basic Beginner's List. There are approximately 1,000 subscribers.
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Appendix E. Math Functions

Math functions are provided by the members of the Math class (defined in the System namespace). All
members of the Math class are shared, so it is not necessary to instantiate the class before accessing
its members. Members are simply accessed through the class name. For example, the following line
computes the cosine of 45:

Dimresult As Double = Math. Cos(45)
The Math class exposes two constants:
E
The base of natural logarithms.
PI
The ratio of the circumference of a circle to its diameter.

The methods of the Math class are as follows. Note that the trigonometric functions consider all angle
values to be in radians.

Abs
Computes the absolute value of a number.
Acos
Computes the angle whose cosine is the given number.
Asin
Computes the angle whose sine is the given number.
Atan
Computes the angle whose tangent is the given number.
Atan2
Computes the angle whose tangent is equal to the quotient of the two given numbers.
Ceiling
Computes the smallest whole number greater than or equal to the given number.
Cos
Computes the cosine of a humber.
Cosh

Computers the hyperbolic cosine of a number.
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Exp

Computes e raised to a given power.

Floor

Computes the largest whole number less than or equal to a given number.
IEEERemainder

Calculates the remainder in the division of two numbers.
Log

Calculates the logarithm of a number (either the natural logarithm or in a given base).
Log10

Calculates the base 10 logarithm of a number.
Max

Returns the larger of two numbers.
Min

Returns the smaller of two numbers.
Pow

Raises a given number to a given power.
Round

Rounds a number to either a whole number or a specified decimal place.
Sign

Returns -1, 0, or 1 to indicate whether the argument is negative, zero, or positive, respectively.
Sin

Calculates the sine of a number.
Sinh

Calculates the hyperbolic sine of a number.
Sqrt

Calculates the square root of a number.
Tan
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Calculates the tangent of a number.
Tanh

Calculates the hyperbolic tangent of a number.
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